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***Операционная система (ОС)*** – это программа, которая обеспечивает возможность рационального использования оборудования компьютера удобным для пользователя образом

**Операционная система как виртуальная машина**

С помощью простых и ясных абстракций, скрываются от программиста все ненужные подробности организации *прерываний*, работы таймера, управления памятью и т. д. Более того, на современных вычислительных комплексах можно создать иллюзию неограниченного размера оперативной памяти и числа *процессоров*. Всем этим занимается *операционная система*. Таким образом, ***операционная система*** представляется пользователю *виртуальной машиной*, с которой проще иметь дело, чем непосредственно с оборудованием компьютера.

**Операционная система как менеджер ресурсов**

Следовательно, ***операционная система***, как *менеджер ресурсов*, осуществляет упорядоченное и контролируемое распределение *процессоров*, памяти и других ресурсов между различными программами.

**Операционная система как защитник пользователей и программ**

Если вычислительная система допускает совместную работу нескольких пользователей, то возникает проблема организации их безопасной деятельности. Всю эту деятельность осуществляет *операционная система* как организатор безопасной работы пользователей и их программ. С такой точки зрения ***операционная система*** представляется системой безопасности государства, на которую возложены полицейские и контрразведывательные функции.

**Операционная система как постоянно функционирующее ядро**

***Операционная система*** – это программа, постоянно работающая на компьютере и взаимодействующая со всеми прикладными программами. Казалось бы, это абсолютно правильное определение, но, как мы увидим дальше, во многих современных *операционных системах* постоянно работает на компьютере лишь часть *операционной системы*, которую принято называть ее ядром.
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**Основные понятия, концепции ОС**

**Системные вызовы**

***Системные вызовы*** (*system calls*) – это интерфейс между *операционной системой* и пользовательской программой. Они создают, удаляют и используют различные объекты, главные из которых – процессы и файлы. Пользовательская программа запрашивает сервис у *операционной системы*, осуществляя *системный вызов*. Имеются библиотеки процедур, которые загружают *машинные регистры* определенными параметрами и осуществляют *прерывание*   *процессора*, после чего управление передается обработчику данного *вызова*, входящему в ядро *операционной системы*. Цель таких библиотек – сделать *системный вызов* похожим на обычный *вызов* подпрограммы.

Основное отличие состоит в том, что при *системном вызове* задача переходит в привилегированный режим или режим ядра (*kernel mode*). Поэтому *системные вызовы* иногда еще называют программными *прерываниями*, в отличие от аппаратных *прерываний*, которые чаще называют просто *прерываниями*.

В этом режиме работает код ядра *операционной системы*, причем исполняется он в адресном пространстве и в контексте вызвавшей его задачи. Таким образом, ядро *операционной системы* имеет полный доступ к памяти пользовательской программы, и при *системном вызове* достаточно передать адреса одной или нескольких областей памяти с параметрами *вызова* и адреса одной или нескольких областей памяти для результатов *вызова*.

**Прерывания**

***Прерывание*** (*hardware interrupt*) – это событие, генерируемое внешним (по отношению к *процессору* ) устройством. Посредством аппаратных *прерываний* аппаратура либо информирует центральный *процессор* о том, что произошло какое-либо событие, требующее немедленной реакции (например, пользователь нажал клавишу), либо сообщает о завершении асинхронной операции ввода-вывода (например, закончено чтение данных с диска в основную память). Важный тип аппаратных *прерываний* – *прерывания* таймера, которые генерируются периодически через фиксированный промежуток времени. *Прерывания* таймера используются *операционной системой* при планировании процессов. Каждый тип аппаратных *прерываний* имеет собственный номер, однозначно определяющий источник *прерывания*. Аппаратное *прерывание* – это асинхронное событие, то есть оно возникает вне зависимости от того, какой код исполняется *процессором* в данный момент. Обработка аппаратного *прерывания* не должна учитывать, какой процесс является текущим.

**Исключительные ситуации**

***Исключительная ситуация*** (exception) – событие, возникающее в результате попытки выполнения программой команды, которая по каким-то причинам не может быть выполнена до конца. Примерами таких команд могут быть попытки доступа к ресурсу при отсутствии достаточных привилегий или обращения к отсутствующей странице памяти. *Исключительные ситуации*, как и *системные вызовы*, являются синхронными событиями, возникающими в контексте текущей задачи. *Исключительные ситуации* можно разделить на исправимые и неисправимые. К исправимым относятся такие *исключительные ситуации*, как отсутствие нужной информации в оперативной памяти. После устранения причины исправимой *исключительной ситуации* программа может выполняться дальше. Возникновение в процессе работы *операционной системы*исправимых *исключительных ситуаций* считается нормальным явлением. Неисправимые *исключительные ситуации* чаще всего возникают в результате ошибок в программах (например, деление на ноль). Обычно в таких случаях *операционная система* реагирует завершением программы, вызвавшей *исключительную ситуацию*.

**Файлы**

Файлы предназначены для хранения информации на внешних носителях, то есть принято, что информация, записанная, например, на диске, должна находиться внутри файла. Обычно под файлом понимают именованную часть пространства на носителе информации.

Главная задача файловой системы (file system) – скрыть особенности ввода-вывода и дать программисту простую абстрактную модель файлов, независимых от устройств. Для чтения, создания, удаления, записи, открытия и закрытия файлов также имеется обширная категория *системных вызовов* (создание, удаление, открытие, закрытие, чтение и т.д.). Пользователям хорошо знакомы такие связанные с организацией файловой системы понятия, как каталог, текущий каталог, корневой каталог, путь. Для манипулирования этими объектами в *операционной системе* имеются *системные вызовы*.
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**Архитектурные особенности ОС**

**Монолитное ядро**

По сути дела, *операционная система* – это обычная программа, поэтому было бы логично и организовать ее так же, как устроено большинство программ, то есть составить из процедур и функций. В этом случае компоненты *операционной системы* являются не самостоятельными модулями, а составными частями одной большой программы. Такая структура *операционной системы* называется *монолитным ядром* (monolithic kernel). *Монолитное ядро* представляет собой набор процедур, каждая из которых может вызвать каждую. Все процедуры работают в привилегированном режиме. Таким образом, ***монолитное ядро*** – это такая схема *операционной системы*, при которой все ее компоненты являются составными частями одной программы, используют общие структуры данных и взаимодействуют друг с другом путем непосредственного вызова процедур. Для монолитной *операционной системы* ядро совпадает со всей системой.

Во многих *операционных системах* с *монолитным ядром* сборка ядра, то есть его компиляция, осуществляется отдельно для каждого компьютера, на который устанавливается *операционная система*. При этом можно выбрать список оборудования и программных протоколов, поддержка которых будет включена в ядро. Так как ядро является единой программой, перекомпиляция – это единственный способ добавить в него новые компоненты или исключить неиспользуемые. Следует отметить, что присутствие в ядре лишних компонентов крайне нежелательно, так как ядро всегда полностью располагается в оперативной памяти. Кроме того, исключение ненужных компонентов повышает надежность *операционной системы* в целом.

**Многоуровневые системы (Layered systems)**

Продолжая структуризацию, можно разбить всю вычислительную систему на ряд более мелких уровней с хорошо определенными связями между ними, так чтобы объекты уровня N могли вызывать только объекты уровня N-1. Нижним уровнем в таких системах обычно является hardware, верхним уровнем – интерфейс пользователя. Чем ниже уровень, тем более привилегированные команды и действия может выполнять модуль, находящийся на этом уровне. Впервые такой подход был применен при создании системы THE (Technishe Hogeschool Eindhoven) Дейкстрой (Dijkstra) и его студентами в 1968 г. Эта система имела следующие уровни:
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Слоеные системы хорошо реализуются. При использовании операций нижнего слоя не нужно знать, как они реализованы, нужно лишь понимать, что они делают. Слоеные системы хорошо тестируются. Отладка начинается с нижнего слоя и проводится послойно. При возникновении ошибки мы можем быть уверены, что она находится в тестируемом слое. Слоеные системы хорошо модифицируются. При необходимости можно заменить лишь один слой, не трогая остальные. Но слоеные системы сложны для разработки: тяжело правильно определить порядок слоев и что к какому слою относится. Слоеные системы менее эффективны, чем монолитные. Так, например, для выполнения операций ввода-вывода программе пользователя придется последовательно проходить все слои от верхнего до нижнего.

**Виртуальные машины**

В начале лекции мы говорили о взгляде на *операционную систему* как на *виртуальную машину*, когда пользователю нет необходимости знать детали внутреннего устройства компьютера. Он работает с файлами, а не с магнитными головками и двигателем; он работает с огромной виртуальной, а не ограниченной реальной оперативной памятью; его мало волнует, единственный он на машине пользователь или нет. Рассмотрим несколько иной подход. Пусть *операционная система* реализует ***виртуальную машину*** для каждого пользователя, но не упрощая ему жизнь, а, наоборот, усложняя. Каждая такая *виртуальная машина* предстает перед пользователем как голое железо – копия всего hardware в вычислительной системе, включая *процессор*, привилегированные и непривилегированные команды, устройства ввода-вывода, *прерывания* и т.д. И он остается с этим железом один на один. При попытке обратиться к такому виртуальному железу на уровне привилегированных команд в действительности происходит *системный вызов* реальной *операционной системы*, которая и производит все необходимые действия. Такой подход позволяет каждому пользователю загрузить свою *операционную систему* на *виртуальную машину* и делать с ней все, что душа пожелает.

Недостатком таких *операционных систем* является снижение эффективности *виртуальных машин* по сравнению с реальным компьютером, и, как правило, они очень громоздки. Преимущество же заключается в использовании на одной вычислительной системе программ, написанных для разных *операционных систем*.

**Микроядерная архитектура**

Современная тенденция в разработке *операционных систем* состоит в перенесении значительной части системного кода на уровень пользователя и одновременной минимизации ядра. Речь идет о подходе к построению ядра, называемом ***микроядерной архитектурой***(*microkernel* architecture) *операционной системы*, когда большинство ее составляющих являются самостоятельными программами. В этом случае взаимодействие между ними обеспечивает специальный модуль ядра, называемый микроядром. Микроядро работает в привилегированном режиме и обеспечивает взаимодействие между программами, планирование использования *процессора*, первичную обработку *прерываний*, операции ввода-вывода и базовое управление памятью.

**Смешанные системы**

Все рассмотренные подходы к построению *операционных систем* имеют свои достоинства и недостатки. В большинстве случаев современные *операционные системы* используют различные комбинации этих подходов. Так, например, ядро *операционной системы* Linux представляет собой монолитную систему с элементами *микроядерной архитектуры*. При компиляции ядра можно разрешить динамическую загрузку и выгрузку очень многих компонентов ядра – так называемых модулей. В момент загрузки модуля его код загружается на уровне системы и связывается с остальной частью ядра. Внутри модуля могут использоваться любые экспортируемые ядром функции.

Другим примером смешанного подхода может служить возможность запуска *операционной системы* с *монолитным ядром* под управлением микроядра. Так устроены 4.4BSD и MkLinux, основанные на микроядре *Mach*. Микроядро обеспечивает управление виртуальной памятью и работу низкоуровневых драйверов. Все остальные функции, в том числе взаимодействие с прикладными программами, осуществляется *монолитным ядром*. Данный подход сформировался в результате попыток использовать преимущества *микроядерной архитектуры*, сохраняя по возможности хорошо отлаженный код *монолитного ядра*.

Наиболее тесно элементы *микроядерной архитектуры* и элементы *монолитного ядра* переплетены в ядре Windows NT. Хотя Windows NT часто называют микроядерной *операционной системой*, это не совсем так. Микроядро NT слишком велико (более 1 Мбайт), чтобы носить приставку "микро". Компоненты ядра Windows NT располагаются в вытесняемой памяти и взаимодействуют друг с другом путем передачи сообщений, как и положено в микроядерных *операционных системах*. В то же время все компоненты ядра работают в одном адресном пространстве и активно используют общие структуры данных, что свойственно *операционным системам* с *монолитным ядром*. По мнению специалистов Microsoft, причина проста: чисто микроядерный дизайн коммерчески невыгоден, поскольку неэффективен.

**4**

**Классификация ОС**

Существует несколько схем классификации *операционных систем*. Ниже приведена классификация по некоторым признакам с точки зрения пользователя.

**Реализация многозадачности**

По числу одновременно выполняемых задач *операционные системы* можно разделить на два класса:

* *многозадачные* (Unix, OS/2, Windows);
* однозадачные (например, MS-DOS).

***Многозадачная ОС***, решая проблемы распределения ресурсов и конкуренции, полностью реализует мультипрограммный режим в соответствии с требованиями раздела "Основные понятия, концепции *ОС* ".

*Многозадачный режим*, который воплощает в себе идею разделения времени, называется вытесняющим (*preemptive*). Каждой программе выделяется квант *процессорного* времени, по истечении которого управление передается другой программе. Говорят, что первая программа будет вытеснена. В вытесняющем режиме работают пользовательские программы большинства коммерческих *ОС*.

В некоторых *ОС* (Windows 3.11, например) пользовательская программа может монополизировать *процессор*, то есть работать в невытесняющем режиме. Как правило, в большинстве систем не подлежит вытеснению код собственно *ОС*. Ответственные программы, в частности задачи реального времени, также не вытесняются. Более подробно об этом рассказано в лекции, посвященной планированию работы *процессора*.

По приведенным примерам можно судить о приблизительности классификации. Так, в *ОС* MS-DOS можно организовать запуск дочерней задачи и наличие в памяти двух и более задач одновременно. Однако эта *ОС* традиционно считается однозадачной, главным образом из-за отсутствия защитных механизмов и коммуникационных возможностей.

**Поддержка многопользовательского режима**

По числу одновременно работающих пользователей *ОС* можно разделить на:

* однопользовательские (MS-DOS, Windows 3.x);
* *многопользовательские* (Windows NT, Unix).

Наиболее существенное отличие между этими *ОС* заключается в наличии у ***многопользовательских систем*** механизмов *защиты персональных данных* каждого пользователя.

**Многопроцессорная обработка**

Вплоть до недавнего времени вычислительные системы имели один центральный *процессор*. В результате требований к повышению производительности появились ***многопроцессорные системы***, состоящие из двух и более *процессоров* общего назначения, осуществляющих параллельное выполнение команд. Поддержка мультипроцессирования является важным свойством *ОС* и приводит к усложнению всех алгоритмов управления ресурсами. Многопроцессорная обработка реализована в таких *ОС*, как Linux, Solaris, Windows NT, и ряде других.

*Многопроцессорные ОС* разделяют на симметричные и асимметричные. В симметричных *ОС* на каждом *процессоре* функционирует одно и то же ядро, и задача может быть выполнена на любом *процессоре*, то есть обработка полностью *децентрализована*. При этом каждому из *процессоров* доступна вся память.

В асимметричных *ОС* *процессоры* неравноправны. Обычно существует главный *процессор* (master) и подчиненные (slave), загрузку и характер работы которых определяет главный *процессор*.

**Системы реального времени**

В разряд *многозадачных ОС*, наряду с *пакетными системами* и *системами разделения времени*, включаются также ***системы реального времени***, не упоминавшиеся до сих пор.

Они используются для управления различными техническими объектами или технологическими процессами. Такие системы характеризуются предельно допустимым временем реакции на внешнее событие, в течение которого должна быть выполнена программа, управляющая объектом. Система должна обрабатывать поступающие данные быстрее, чем они могут поступать, причем от нескольких источников одновременно.

Столь жесткие ограничения сказываются на архитектуре *систем реального времени*, например, в них может отсутствовать виртуальная память, поддержка которой дает непредсказуемые задержки в выполнении программ. (См. также разделы, связанные с планированием процессов и реализацией виртуальной памяти.)

Приведенная классификация *ОС* не является исчерпывающей. Более подробно особенности применения современных *ОС* рассмотрены.
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Понятие ***процесса*** характеризует некоторую совокупность набора исполняющихся команд, ассоциированных с ним ресурсов (выделенная для исполнения память или адресное пространство, стеки, используемые файлы и устройства ввода-вывода и т. д.) и текущего момента его выполнения (значения регистров, программного счетчика, состояние стека и значения переменных), находящуюся под управлением операционной системы.
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**Операции над процессами и связанные с ними понятия**

**Набор операций**

*Процесс* не может перейти из одного *состояния* в другое самостоятельно. Изменением *состояния процессов* занимается операционная система, совершая *операции* над ними. Количество таких *операций* в нашей модели пока совпадает с количеством стрелок на диаграмме *состояний*. Удобно объединить их в три пары:

* *создание процесса* – *завершение процесса* ;
* *приостановка процесса* (перевод из *состояния* исполнение в *состояние* готовность ) – *запуск процесса* (перевод из *состояния*готовность в *состояние* исполнение );
* *блокирование процесса* (перевод из *состояния* исполнение в *состояние* ожидание ) – *разблокирование процесса* (перевод из *состояния*ожидание в *состояние* готовность ).

В дальнейшем, когда мы будем говорить об алгоритмах планирования, в нашей модели появится еще одна *операция*, не имеющая парной: изменение приоритета *процесса*.

*Операции создания* и *завершения процесса* являются одноразовыми, так как применяются к *процессу* не более одного раза (некоторые системные *процессы* при работе вычислительной системы не завершаются никогда). Все остальные *операции*, связанные с изменением *состояния процессов*, будь то *запуск* или *блокировка*, как правило, являются многоразовыми. Рассмотрим подробнее, как операционная система выполняет *операции над процессами*.

**Process Control Block и контекст процесса**

Для того чтобы операционная система могла выполнять *операции над процессами*, каждый *процесс* представляется в ней некоторой структурой данных. Эта структура содержит информацию, специфическую для данного *процесса*:

* *состояние*, в котором находится *процесс* ;
* программный счетчик *процесса* или, другими словами, адрес команды, которая должна быть выполнена для него следующей;
* содержимое регистров процессора;
* данные, необходимые для планирования использования процессора и управления памятью (приоритет *процесса*, размер и расположение адресного пространства и т. д.);
* учетные данные (идентификационный номер *процесса*, какой пользователь инициировал его работу, общее время использования процессора данным *процессом* и т. д.);
* сведения об устройствах ввода-вывода, связанных с *процессом* (например, какие устройства закреплены за *процессом*, таблицу открытых файлов).

Ее состав и строение зависят, конечно, от конкретной операционной системы. Во многих операционных системах информация, характеризующая *процесс*, хранится не в одной, а в нескольких связанных структурах данных. Эти структуры могут иметь различные наименования, содержать дополнительную информацию или, наоборот, лишь часть описанной информации. Для нас это не имеет значения. Для нас важно лишь то, что для любого *процесса*, находящегося в вычислительной системе, вся информация, необходимая для совершения *операций* над ним, доступна операционной системе. Для простоты изложения будем считать, что она хранится в одной структуре данных. Мы будем называть ее *PCB* (*Process Control* Block) или *блоком управления процессом*. ***Блок управления процессом*** является моделью *процесса*для операционной системы. Любая *операция*, производимая операционной системой над *процессом*, вызывает определенные изменения в *PCB* . В рамках принятой модели *состояний процессов* содержимое *PCB* между *операциями* остается постоянным.

Информацию, для хранения которой предназначен *блок управления процессом*, удобно для дальнейшего изложения разделить на две части. Содержимое всех регистров процессора (включая значение программного счетчика) будем называть *регистровым контекстом* *процесса*, а все остальное – *системным контекстом* *процесса*. Знания *регистрового* и *системного контекстов* *процесса* достаточно для того, чтобы управлять его работой в операционной системе, совершая над ним *операции*. Однако этого недостаточно для того, чтобы полностью охарактеризовать *процесс*. Операционную систему не интересует, какими именно вычислениями занимается *процесс*, т. е. какой код и какие данные находятся в его адресном пространстве. С точки зрения пользователя, наоборот, наибольший интерес представляет содержимое адресного пространства *процесса*, возможно, наряду с *регистровым контекстом* определяющее последовательность преобразования данных и полученные результаты. Код и данные, находящиеся в адресном пространстве *процесса*, будем называть его *пользовательским контекстом*. Совокупность *регистрового*, *системного* и *пользовательского контекстов* *процесса* для краткости принято называть просто *контекстом процесса*. В любой момент времени *процесс* полностью характеризуется своим *контекстом*.

**Одноразовые операции**

Сложный жизненный путь *процесса* в компьютере начинается с его рождения. Любая операционная система, поддерживающая концепцию *процессов*, должна обладать средствами для их *создания*. В очень простых системах (например, в системах, спроектированных для работы только одного конкретного приложения) все *процессы* могут быть порождены на этапе старта системы. Более сложные операционные системы создают *процессы* динамически, по мере необходимости. Инициатором рождения нового *процесса* после старта операционной системы может выступить либо *процесс* пользователя, совершивший специальный системный вызов, либо сама операционная система, то есть, в конечном итоге, тоже некоторый *процесс*. *Процесс*, инициировавший *создание* нового *процесса*, принято называть процессом-родителем (*parent process*), а вновь созданный *процесс* – процессом-ребенком (*child process*). Процессы-дети могут в свою очередь порождать новых детей и т. д., образуя, в общем случае, внутри системы набор генеалогических деревьев *процессов* – генеалогический лес. Следует отметить, что все пользовательские *процессы* вместе с некоторыми *процессами* операционной системы принадлежат одному и тому же дереву леса. В ряде вычислительных систем лес вообще вырождается в одно такое дерево.

При рождении *процесса* система заводит новый *PCB* с *состоянием процесса* рождение и начинает его заполнять. Новый *процесс* получает собственный уникальный идентификационный номер. Поскольку для хранения идентификационного номера *процесса* в операционной системе отводится ограниченное количество битов, для соблюдения уникальности номеров количество одновременно присутствующих в ней *процессов*должно быть ограничено. После *завершения* какого-либо *процесса* его освободившийся идентификационный номер может быть повторно использован для другого *процесса*.

Обычно для выполнения своих функций процесс-ребенок требует определенных ресурсов: памяти, файлов, устройств ввода-вывода и т. д. Существует два подхода к их выделению. Новый *процесс* может получить в свое распоряжение некоторую часть родительских ресурсов, возможно разделяя с процессом-родителем и другими процессами-детьми права на них, или может получить свои ресурсы непосредственно от операционной системы. Информация о выделенных ресурсах заносится в *PCB*.

После наделения процесса-ребенка ресурсами необходимо занести в его адресное пространство программный код, значения данных, установить программный счетчик. Здесь также возможны два решения. В первом случае процесс-ребенок становится дубликатом процесса-родителя по *регистровому* и *пользовательскому контекстам*, при этом должен существовать способ определения, кто для кого из процессов-двойников является родителем. Во втором случае процесс-ребенок загружается новой программой из какого-либо файла. Операционная система Unix разрешает порождение *процесса* только первым способом; для запуска новой программы необходимо сначала создать копию процесса-родителя, а затем процесс-ребенок должен заменить свой *пользовательский контекст* с помощью специального системного вызова. Операционная система VAX/*VMS* допускает только второе решение. В Windows NT возможны оба варианта (в различных API).

Порождение нового *процесса* как дубликата процесса-родителя приводит к возможности существования программ (т. е. исполняемых файлов), для работы которых организуется более одного *процесса*. Возможность замены *пользовательского контекста* *процесса* по ходу его работы (т. е. загрузки для исполнения новой программы) приводит к тому, что в рамках одного и того же *процесса* может последовательно выполняться несколько различных программ.

После того как *процесс* наделен содержанием, в *PCB* дописывается оставшаяся информация, и *состояние* нового *процесса* изменяется на *готовность*. Осталось сказать несколько слов о том, как ведут себя процессы-родители после рождения процессов-детей. Процесс-родитель может продолжать свое выполнение одновременно с выполнением процесса-ребенка, а может ожидать *завершения* работы некоторых или всех своих "детей".

Мы не будем подробно останавливаться на причинах, которые могут привести к *завершению* жизненного цикла *процесса*. После того как *процесс* завершил свою работу, операционная система переводит его в *состояние* закончил исполнение и освобождает все ассоциированные с ним ресурсы, делая соответствующие записи в *блоке управления процессом*. При этом сам *PCB* не уничтожается, а остается в системе еще некоторое время. Это связано с тем, что процесс-родитель после *завершения* процесса-ребенка может запросить операционную систему о причине "смерти" порожденного им *процесса* и/или статистическую информацию о его работе. Подобная информация сохраняется в *PCB*отработавшего *процесса* до запроса процесса-родителя или до конца его деятельности, после чего все следы завершившегося *процесса*окончательно исчезают из системы. В операционной системе Unix *процессы*, находящиеся в *состоянии* закончил исполнение, принято называть процессами-зомби.

Следует заметить, что в ряде операционных систем (например, в VAX/*VMS*) гибель процесса-родителя приводит к *завершению* работы всех его "детей". В других операционных системах (например, в Unix) процессы-дети продолжают свое существование и после окончания работы процесса-родителя. При этом возникает необходимость изменения информации в *PCB* процессов-детей о породившем их *процессе* для того, чтобы генеалогический лес *процессов* оставался целостным. Рассмотрим следующий пример. Пусть *процесс* с номером 2515 был порожден *процессом* с номером 2001 и после *завершения* его работы остается в вычислительной системе неограниченно долго. Тогда не исключено, что номер 2001 будет использован операционной системой повторно для совсем другого *процесса*. Если не изменить информацию о процессе-родителе для *процесса* 2515, то генеалогический лес *процессов* окажется некорректным – *процесс* 2515 будет считать своим родителем новый *процесс* 2001, а *процесс* 2001 будет открещиваться от нежданного потомка. Как правило, "осиротевшие" *процессы* "усыновляются" одним из системных *процессов*, который порождается при старте операционной системы и функционирует все время, пока она работает.

#### Многоразовые операции

Одноразовые *операции* приводят к изменению количества *процессов*, находящихся под управлением операционной системы, и всегда связаны с выделением или освобождением определенных ресурсов. Многоразовые *операции*, напротив, не приводят к изменению количества *процессов* в операционной системе и не обязаны быть связанными с выделением или освобождением ресурсов.

В этом разделе мы кратко опишем действия, которые производит операционная система при выполнении многоразовых *операций над процессами*. Более подробно эти действия будут рассмотрены далее в соответствующих лекциях.

***Запуск процесса***. Из числа *процессов*, находящихся в *состоянии* готовность, операционная система выбирает один *процесс* для последующего исполнения. Критерии и алгоритмы такого выбора будут подробно рассмотрены в лекции 3 – "Планирование *процессов* ". Для избранного *процесса* операционная система обеспечивает наличие в оперативной памяти информации, необходимой для его дальнейшего выполнения. То, как она это делает, будет в деталях описано в лекциях 8-10. Далее *состояние процесса* изменяется на *исполнение* , восстанавливаются значения регистров для данного *процесса* и управление передается команде, на которую указывает счетчик команд *процесса*. Все данные, необходимые для восстановления *контекста*, извлекаются из *PCB процесса*, над которым совершается *операция*.

***Приостановка процесса***. Работа *процесса*, находящегося в *состоянии* исполнение, приостанавливается в результате какого-либо прерывания. Процессор автоматически сохраняет счетчик команд и, возможно, один или несколько регистров в стеке исполняемого *процесса*, а затем передает управление по специальному адресу обработки данного прерывания. На этом деятельность hardware по обработке прерывания завершается. По указанному адресу обычно располагается одна из частей операционной системы. Она сохраняет динамическую часть *системного* и *регистрового контекстов* *процесса* в его *PCB*, переводит *процесс* в *состояние* готовность и приступает к обработке прерывания, то есть к выполнению определенных действий, связанных с возникшим прерыванием.

***Блокирование процесса***. *Процесс* блокируется, когда он не может продолжать работу, не дождавшись возникновения какого-либо события в вычислительной системе. Для этого он обращается к операционной системе с помощью определенного системного вызова. Операционная система обрабатывает системный вызов (инициализирует операцию ввода-вывода, добавляет *процесс* в очередь *процессов*, дожидающихся освобождения устройства или возникновения события, и т. д.) и, при необходимости сохранив нужную часть *контекста процесса* в его *PCB*, переводит *процесс* из *состояния* исполнение в *состояние* ожидание . Подробнее эта *операция* будет рассматриваться в лекции 13.

***Разблокирование процесса***. После возникновения в системе какого-либо события операционной системе нужно точно определить, какое именно событие произошло. Затем операционная система проверяет, находился ли некоторый *процесс* в *состоянии* ожидание для данного события, и если находился, переводит его в *состояние* готовность, выполняя необходимые действия, связанные с наступлением события (инициализация *операции* ввода-вывода для очередного ожидающего *процесса* и т. п.). Эта *операция*, как и *операция**блокирования*, будет подробно описана в лекции 13.

#### Переключение контекста

До сих пор мы рассматривали *операции над процессами* изолированно, независимо друг от друга. В действительности же деятельность мультипрограммной операционной системы состоит из цепочек *операций*, выполняемых над различными *процессами*, и сопровождается переключением процессора с одного *процесса* на другой.

Давайте для примера упрощенно рассмотрим, как в реальности может протекать *операция**разблокирования процесса*, ожидающего ввода-вывода (см. [рис. 2.5](https://www.intuit.ru/studies/courses/2192/31/lecture/970?page=4#image.2.5)). При исполнении процессором некоторого *процесса* (на рисунке – *процесс* 1) возникает прерывание от устройства ввода-вывода, сигнализирующее об окончании *операций* на устройстве. Над выполняющимся *процессом* производится *операция**приостановки*. Далее операционная система разблокирует *процесс*, инициировавший запрос на ввод-вывод (на рисунке – *процесс* 2) и осуществляет *запуск* приостановленного или нового *процесса*, выбранного при выполнении планирования (на рисунке был выбран *разблокированный процесс* ). Как мы видим, в результате обработки информации об окончании *операции* ввода-вывода возможна смена *процесса*, находящегося в *состоянии*исполнение.

Для корректного переключения процессора с одного *процесса* на другой необходимо сохранить *контекст* исполнявшегося *процесса* и восстановить *контекст процесса*, на который будет переключен процессор. Такая процедура сохранения/восстановления работоспособности *процессов* называется *переключением контекста*. Время, затраченное на *переключение контекста*, не используется вычислительной системой для совершения полезной работы и представляет собой накладные расходы, снижающие производительность системы. Оно меняется от машины к машине и обычно колеблется в диапазоне от 1 до 1000 микросекунд. Существенно сократить накладные расходы в современных операционных системах позволяет расширенная модель *процессов*, включающая в себя понятие threads of execution (нити исполнения или просто нити). Подробнее о нитях исполнения мы будем говорить в лекции 4 – "Кооперация *процессов* и основные аспекты ее логической организации".
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### Уровни планирования

В первой лекции, рассматривая эволюцию компьютерных систем, мы говорили о двух видах *планирования* в вычислительных системах: *планировании* заданий и *планировании* использования процессора. *Планирование* заданий появилось в *пакетных системах* после того, как для хранения сформированных *пакетов заданий* начали использоваться магнитные диски. Магнитные диски, являясь устройствами прямого доступа, позволяют загружать задания в *компьютер* в произвольном порядке, а не только в том, в котором они были записаны на *диск*. Изменяя порядок загрузки заданий в вычислительную систему, можно повысить эффективность ее использования. Процедуру выбора очередного задания для загрузки в машину, т. е. для порождения соответствующего процесса, мы и назвали ***планированием*** заданий. *Планирование* использования процессора впервые возникает в мультипрограммных вычислительных системах, где в состоянии готовность могут одновременно находиться несколько процессов. Именно для процедуры выбора из них одного процесса, который получит *процессор* в свое распоряжение, т. е. будет переведен в состояние *исполнение*, мы использовали это *словосочетание*. Теперь, познакомившись с концепцией процессов в вычислительных системах, оба вида *планирования* мы будем рассматривать как различные ***уровни планирования процессов***.

*Планирование* заданий используется в качестве ***долгосрочного планирования процессов***. Оно отвечает за порождение новых процессов в системе, определяя ее ***степень мультипрограммирования***, т. е. количество процессов, одновременно находящихся в ней. Если *степень мультипрограммирования* системы поддерживается постоянной, т. е. среднее количество процессов в компьютере не меняется, то новые процессы могут появляться только после завершения ранее загруженных. Поэтому *долгосрочное планирование* осуществляется достаточно редко, между появлением новых процессов могут проходить минуты и даже десятки минут. Решение о выборе для запуска того или иного процесса оказывает влияние на функционирование вычислительной системы на протяжении достаточно длительного времени. Отсюда и название этого *уровня планирования* – *долгосрочное*. В некоторых операционных системах *долгосрочное планирование* сведено к минимуму или отсутствует вовсе. Так, например, во многих интерактивных системах разделения времени *порождение процесса* происходит сразу после появления соответствующего запроса. Поддержание разумной *степени мультипрограммирования* осуществляется за счет ограничения количества пользователей, которые могут работать в системе, и особенностей человеческой психологии. Если между нажатием на клавишу и появлением символа на экране проходит 20–30 секунд, то многие пользователи предпочтут прекратить работу и продолжить ее, когда система будет менее загружена.

*Планирование* использования процессора применяется в качестве ***краткосрочного планирования процессов***. Оно проводится, к примеру, при обращении исполняющегося процесса к устройствам ввода-вывода или просто по завершении определенного интервала времени. Поэтому *краткосрочное планирование* осуществляется, как правило, не реже одного раза в 100 миллисекунд. Выбор нового процесса для исполнения оказывает влияние на функционирование системы до наступления очередного аналогичного события, т. е. в течение короткого промежутка времени, чем и обусловлено название этого *уровня планирования* – *краткосрочное*.

В некоторых вычислительных системах бывает выгодно для повышения производительности временно удалить какой-либо частично выполнившийся процесс из оперативной памяти на диск, а позже вернуть его обратно для дальнейшего выполнения. Такая процедура в англоязычной литературе получила название swapping, что можно перевести на русский язык как "перекачка", хотя в специальной литературе оно употребляется без перевода – свопинг. Когда и какой из процессов нужно перекачать на диск и вернуть обратно, решается дополнительным промежуточным *уровнем планирования процессов* – ***среднесрочным*** .
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**Критерии планирования и требования к алгоритмам**

Для каждого *уровня планирования процессов* можно предложить много различных алгоритмов. Выбор конкретного алгоритма определяется классом задач, решаемых вычислительной системой, и целями, которых мы хотим достичь, используя *планирование*. К числу таких целей можно отнести следующие:

* Справедливость – гарантировать каждому заданию или процессу определенную часть времени использования процессора в компьютерной системе, стараясь не допустить возникновения ситуации, когда процесс одного пользователя постоянно занимает процессор, в то время как процесс другого пользователя фактически не начинал выполняться.
* Эффективность – постараться занять процессор на все 100% рабочего времени, не позволяя ему простаивать в ожидании процессов, готовых к исполнению. В реальных вычислительных системах загрузка процессора колеблется от 40 до 90%.
* Сокращение полного времени выполнения ( ***turnaround time*** ) – обеспечить минимальное время между стартом процесса или постановкой задания в очередь для загрузки и его завершением.
* Сокращение времени ожидания ( ***waiting time*** ) – сократить время, которое проводят процессы в состоянии готовность и задания в очереди для загрузки.
* Сокращение времени отклика ( ***response time*** ) – минимизировать время, которое требуется процессу в интерактивных системах для ответа на запрос пользователя.

Независимо от поставленных целей *планирования* желательно также, чтобы алгоритмы обладали следующими свойствами.

* Были предсказуемыми. Одно и то же задание должно выполняться приблизительно за одно и то же время. Применение алгоритма *планирования* не должно приводить, к примеру, к извлечению квадратного корня из 4 за сотые доли секунды при одном запуске и за несколько суток – при втором запуске.
* Были связаны с минимальными накладными расходами. Если на каждые 100 миллисекунд, выделенные процессу для использования процессора, будет приходиться 200 миллисекунд на определение того, какой именно процесс получит процессор в свое распоряжение, и на переключение контекста, то такой алгоритм, очевидно, применять не стоит.
* Равномерно загружали ресурсы вычислительной системы, отдавая предпочтение тем процессам, которые будут занимать малоиспользуемые ресурсы.
* Обладали масштабируемостью, т. е. не сразу теряли работоспособность при увеличении нагрузки. Например, рост количества процессов в системе в два раза не должен приводить к увеличению полного времени выполнения процессов на порядок.
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Все *параметры* *планирования* можно разбить на две большие группы: статические *параметры* и динамические *параметры*. Статические*параметры* не изменяются в ходе функционирования вычислительной системы, динамические же, напротив, подвержены постоянным изменениям.

К статическим *параметрам* вычислительной системы можно отнести предельные значения ее ресурсов (размер оперативной памяти, максимальное количество памяти на диске для осуществления свопинга, количество подключенных устройств ввода-вывода и т. п.). Динамические *параметры* системы описывают количество свободных ресурсов на данный момент.

К статическим *параметрам* процессов относятся характеристики, как правило присущие заданиям уже на этапе загрузки.

· Каким пользователем запущен процесс или сформировано задание.

· Насколько важной является поставленная задача, т. е. каков *приоритет* ее выполнения.

· Сколько процессорного времени запрошено пользователем для решения задачи.

· Каково соотношение процессорного времени и времени, необходимого для осуществления операций ввода-вывода.

· Какие ресурсы вычислительной системы (оперативная память, устройства ввода-вывода, специальные библиотеки и системные программы и т. д.) и в каком количестве необходимы заданию.

Алгоритмы *долгосрочного планирования* используют в своей работе статические и динамические *параметры* вычислительной системы и статические *параметры* процессов (динамические *параметры* процессов на этапе загрузки заданий еще не известны). Алгоритмы *краткосрочного* и *среднесрочного планирования* дополнительно учитывают и динамические характеристики процессов. Для *среднесрочного планирования* в качестве таких характеристик может использоваться следующая *информация*:

· сколько времени прошло с момента выгрузки процесса на диск или его загрузки в оперативную память;

· сколько оперативной памяти занимает процесс;

· сколько процессорного времени уже предоставлено процессу.

**11**

Вытесняющее и невытесняющее планирование

Процесс *планирования* осуществляется частью операционной системы, называемой планировщиком. *Планировщик* может принимать решения о выборе для исполнения нового процесса из числа находящихся в состоянии готовность в следующих четырех случаях.

1. Когда процесс переводится из состояния исполнение в состояние закончил исполнение.

2. Когда процесс переводится из состояния исполнение в состояние ожидание.

3. Когда процесс переводится из состояния исполнение в состояние готовность (например, после прерывания от таймера).

4. Когда процесс переводится из состояния ожидание в состояние готовность (завершилась операция ввода-вывода или произошло другое событие). Подробно процедура такого перевода рассматривалась в лекции 2 (раздел "Переключение контекста"), где мы показали, почему при этом возникает возможность смены процесса, находящегося в состоянии исполнение.

Если в операционной системе планирование осуществляется только в вынужденных ситуациях, говорят, что имеет *место* *невытесняющее (nonpreemptive) планирование*. Если *планировщик* принимает и вынужденные, и невынужденные решения, говорят о *вытесняющем (preemptive) планировании*. Термин *"вытесняющее планирование"* возник потому, что исполняющийся процесс помимо своей воли может быть вытеснен из состояния *исполнение* другим процессом.

*Невытесняющее планирование* используется, например, в MS Windows 3.1 и ОС Apple Macintosh. При таком режиме *планирования* процесс занимает столько процессорного времени, сколько ему необходимо. При этом переключение процессов возникает только при желании самого исполняющегося процесса передать управление (для ожидания завершения операции ввода-вывода или по окончании работы). Этот метод *планирования* относительно просто реализуем и достаточно эффективен, так как позволяет выделить большую часть процессорного времени для работы самих процессов и до минимума сократить *затраты* на переключение контекста. Однако при *невытесняющем планировании* возникает проблема возможности полного захвата процессора одним процессом, который вследствие каких-либо причин (например, из-за ошибки в программе) зацикливается и не может передать управление другому процессу. В такой ситуации спасает только перезагрузка всей вычислительной системы.

*Вытесняющее планирование* обычно используется в системах разделения времени. В этом режиме *планирования* процесс может быть приостановлен в любой момент исполнения. Операционная система устанавливает специальный таймер для генерации *сигнала прерывания*по истечении некоторого интервала времени – *кванта*. После прерывания процессор передается в распоряжение следующего процесса. Временные прерывания помогают гарантировать приемлемое время отклика процессов для пользователей, работающих в диалоговом режиме, и предотвращают "зависание" компьютерной системы из-за зацикливания какой-либо программы
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Простейшим алгоритмом *планирования* является алгоритм, который принято обозначать аббревиатурой *FCFS* по первым буквам его английского названия – First-Come, First-Served (первым пришел, первым обслужен). Представим себе, что процессы, находящиеся в состоянии готовность, выстроены в очередь. Когда процесс переходит в состояние готовность, он, а точнее, ссылка на его *PCB* помещается в конец этой очереди. Выбор нового процесса для исполнения осуществляется из начала очереди с удалением оттуда ссылки на его *PCB*. Очередь подобного типа имеет в программировании специальное наименование – FIFO1, сокращение от First In, First Out (первым вошел, первым вышел).

Такой алгоритм выбора процесса осуществляет *невытесняющее планирование*. Процесс, получивший в свое распоряжение процессор, занимает его до истечения текущего *CPU burst* . После этого для выполнения выбирается новый процесс из начала очереди.

Преимуществом *алгоритма FCFS* является легкость его реализации, но в то же время он имеет и много недостатков.

Как мы видим, среднее время ожидания и среднее полное время выполнения для этого алгоритма существенно зависят от порядка расположения процессов в очереди. Если у нас есть процесс с длительным *CPU burst* , то короткие процессы, перешедшие в состояние готовность после длительного процесса, будут очень долго ждать начала выполнения. Поэтому *алгоритм FCFS* практически неприменим для систем разделения времени – слишком большим получается среднее время отклика в *интерактивных процессах*.

Алгоритмы планирования. Round Robin (RR)

Модификацией *алгоритма FCFS* является алгоритм, получивший название *Round Robin* (*Round Robin* – это вид детской карусели в США) или сокращенно *RR*. По сути дела, это тот же самый алгоритм, только реализованный в режиме *вытесняющего планирования*. Можно представить себе все множество готовых процессов организованным циклически – процессы сидят на карусели. Карусель вращается так, что каждый процесс находится около процессора небольшой фиксированный *квант времени*, обычно 10 – 100 миллисекунд. Пока процесс находится рядом с процессором, он получает процессор в свое распоряжение и может исполняться.

Реализуется такой алгоритм так же, как и предыдущий, с помощью организации процессов, находящихся в состоянии готовность, в очередь FIFO. Планировщик выбирает для очередного исполнения процесс, расположенный в начале очереди, и устанавливает таймер для генерации прерывания по истечении определенного *кванта времени*. При выполнении процесса возможны два варианта.

· Время непрерывного использования процессора, необходимое процессу (остаток текущего *CPU burst* ), меньше или равно продолжительности *кванта времени*. Тогда процесс по своей воле освобождает процессор до истечения *кванта времени*, на исполнение поступает новый процесс из начала очереди, и таймер начинает отсчет *кванта* заново.

· Продолжительность остатка текущего *CPU burst* процесса больше, чем *квант времени*. Тогда по истечении этого *кванта* процесс прерывается таймером и помещается в конец очереди процессов, готовых к исполнению, а процессор выделяется для использования процессу, находящемуся в ее начале.

При очень больших величинах *кванта времени*, когда каждый процесс успевает завершить свой *CPU burst* до возникновения прерывания по времени, *алгоритм RR* вырождается в *алгоритм FCFS*. При очень малых величинах создается иллюзия того, что каждый из n процессов работает на собственном виртуальном процессоре с производительностью ~ 1/n от производительности реального процессора. Правда, это справедливо лишь при теоретическом анализе при условии пренебрежения временами переключения *контекста процессов*. В реальных условиях при слишком малой величине *кванта времени* и, соответственно, слишком частом переключении контекста накладные расходы на переключение резко снижают производительность системы.
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Для систем, в которых процессы могут быть легко рассортированы по разным группам, был разработан другой класс алгоритмов *планирования*. Для каждой группы процессов создается своя очередь процессов, находящихся в состоянии готовность. Этим очередям приписываются фиксированные *приоритеты*. Например, *приоритет* очереди системных процессов устанавливается выше, чем *приоритет* очередей пользовательских процессов. А *приоритет* очереди процессов, запущенных студентами, ниже, чем для очереди процессов, запущенных преподавателями. Это значит, что ни один пользовательский процесс не будет выбран для исполнения, пока есть хоть один готовый системный процесс, и ни один студенческий процесс не получит в свое распоряжение процессор, если есть процессы преподавателей, готовые к исполнению. Внутри этих очередей для *планирования* могут применяться самые разные алгоритмы. Так, например, для больших счетных процессов, не требующих взаимодействия с пользователем (фоновых процессов), может использоваться *алгоритм FCFS*, а для интерактивных процессов – *алгоритм RR*. Подобный подход, получивший название *многоуровневых очередей*, повышает гибкость *планирования*: для процессов с различными характеристиками применяется наиболее подходящий им алгоритм.
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Дальнейшим развитием алгоритма *многоуровневых очередей* является добавление к нему механизма обратной связи. Здесь процесс не постоянно приписан к определенной очереди, а может мигрировать из одной очереди в другую в зависимости от своего поведения.

Для простоты рассмотрим ситуацию, когда процессы в состоянии готовность организованы в 4 очереди, как на [рисунке 3.6](https://www.intuit.ru/studies/courses/2192/31/lecture/972?page=6#image.3.6). *Планирование процессов* между очередями осуществляется на основе *вытесняющего* приоритетного механизма. Чем выше на рисунке располагается очередь, тем выше ее *приоритет*. Процессы в очереди 1 не могут исполняться, если в очереди 0 есть хотя бы один процесс. Процессы в очереди 2 не будут выбраны для выполнения, пока есть хоть один процесс в очередях 0 и 1. И наконец, процесс в очереди 3 может получить процессор в свое распоряжение только тогда, когда очереди 0, 1 и 2 пусты. Если при работе процесса появляется другой процесс в какой-либо более *приоритетной* очереди, исполняющийся процесс вытесняется новым. *Планирование процессов* внутри очередей0 – 2 осуществляется с использованием *алгоритма RR*, *планирование* процессов в очереди 3 основывается на *алгоритме FCFS*.

Родившийся процесс поступает в очередь 0. При выборе на исполнение он получает в свое распоряжение *квант времени* размером 8единиц. Если продолжительность его *CPU burst* меньше этого *кванта времени*, процесс остается в очереди 0. В противном случае он переходит в очередь 1. Для процессов из очереди 1 *квант времени* имеет величину 16. Если процесс не укладывается в это время, он переходит в очередь 2. Если укладывается – остается в очереди 1. В очереди 2 величина *кванта времени* составляет 32 единицы. Если для непрерывной работы процесса и этого мало, процесс поступает в очередь 3, для которой квантование времени не применяется и, при отсутствии готовых процессов в других очередях, может исполняться до окончания своего *CPU burst*. Чем больше значение продолжительности *CPU burst*, тем в менее *приоритетную* очередь попадает процесс, но тем на большее процессорное время он может рассчитывать. Таким образом, через некоторое время все процессы, требующие малого времени работы процессора, окажутся размещенными в высокоприоритетных очередях, а все процессы, требующие большого счета и с низкими запросами к времени отклика, – в низкоприоритетных.

Миграция процессов в обратном направлении может осуществляться по различным принципам. Например, после завершения ожидания ввода с клавиатуры процессы из очередей 1, 2 и 3 могут помещаться в очередь 0, после завершения дисковых операций ввода-вывода процессы из очередей 2 и 3 могут помещаться в очередь 1, а после завершения ожидания всех других событий – из очереди 3 в очередь 2. Перемещение процессов из очередей с низкими *приоритетами* в очереди с высокими *приоритетами* позволяет более полно учитывать изменение поведения процессов с течением времени.

*Многоуровневые очереди с обратной связью* представляют собой наиболее общий подход к *планированию процессов* из числа подходов, рассмотренных нами. Они наиболее трудны в реализации, но в то же время обладают наибольшей гибкостью. Понятно, что существует много других разновидностей такого способа *планирования*, помимо варианта, приведенного выше. Для полного описания их конкретного воплощения необходимо указать:

· Количество очередей для процессов, находящихся в состоянии готовность.

· Алгоритм *планирования*, действующий между очередями.

· Алгоритмы *планирования*, действующие внутри очередей.

· Правила помещения родившегося процесса в одну из очередей.

· Правила перевода процессов из одной очереди в другую.
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*Алгоритмы SJF* и *гарантированного планирования* представляют собой частные случаи *приоритетного планирования*. При *приоритетном планировании* каждому процессу присваивается определенное числовое значение – *приоритет*, в соответствии с которым ему выделяется процессор. Процессы с одинаковыми *приоритетами* планируются в порядке *FCFS*. Для *алгоритма SJF* в качестве такого *приоритета выступает* оценка продолжительности следующего *CPU burst*. Чем меньше значение этой оценки, тем более высокий *приоритет* имеет процесс. Для алгоритма *гарантированного планирования приоритетом* служит вычисленный коэффициент справедливости. Чем он меньше, тем больше у процесса *приоритет* .

Алгоритмы назначения *приоритетов* процессов могут опираться как на *внутренние параметры*, связанные с происходящим внутри вычислительной системы, так и на внешние по отношению к ней. К внутренним параметрам относятся различные количественные и качественные характеристики процесса такие как: ограничения по времени использования процессора, требования к размеру памяти, число открытых файлов и используемых устройств ввода-вывода, отношение средних продолжительностей *I/O burst* к *CPU burst* и т. д.*Алгоритмы SJF* и гарантированного планирования используют *внутренние параметры*. В качестве *внешних параметров* могут выступать важность процесса для достижения каких-либо целей, стоимость оплаченного процессорного времени и другие политические факторы. Высокий внешний *приоритет* может быть присвоен задаче лектора или того, кто заплатил $100 за работу в течение одного часа.

*Планирование* с использованием *приоритетов* может быть как *вытесняющим*, так и *невытесняющим*. При *вытесняющем планировании* процесс с более высоким *приоритетом*, появившийся в очереди готовых процессов, вытесняет исполняющийся процесс с более низким *приоритетом*. В случае *невытесняющего планирования* он просто становится в начало очереди готовых процессов. Давайте рассмотрим примеры использования различных режимов *приоритетного* *планирования*.

В рассмотренном выше примере *приоритеты* процессов с течением времени не изменялись. Такие *приоритеты* принято называть статическими. Механизмы статической *приоритетности* легко реализовать, и они сопряжены с относительно небольшими издержками на выбор наиболее *приоритетного* процесса. Однако статические *приоритеты* не реагируют на изменения ситуации в вычислительной системе, которые могут сделать желательной корректировку порядка исполнения процессов. Более гибкими являются динамические *приоритеты процессов*, изменяющие свои значения по ходу исполнения процессов. Начальное значение динамического *приоритета*, присвоенное процессу, действует в течение лишь короткого периода времени, после чего ему назначается новое, более подходящее значение. Изменение динамического *приоритета процесса* является единственной операцией над процессами, которую мы до сих пор не рассмотрели. Как правило, изменение *приоритета процессов* проводится согласованно с совершением каких-либо других операций: при рождении нового процесса, при разблокировке или блокировании процесса, по истечении определенного *кванта времени* или по завершении процесса. Примерами алгоритмов с динамическими *приоритетами* являются *алгоритм SJF* и алгоритм *гарантированного планирования*. Схемы с динамической приоритетностью гораздо сложнее в реализации и связаны с большими издержками по сравнению со статическими схемами. Однако их использование предполагает, что эти издержки оправдываются улучшением работы системы.

Главная проблема *приоритетного планирования* заключается в том, что при ненадлежащем выборе механизма назначения и изменения *приоритетов* низкоприоритетные процессы могут не запускаться неопределенно долгое время. Обычно случается одно из двух. Или они все же дожидаются своей очереди на исполнение (в девять часов утра в воскресенье, когда все приличные программисты ложатся спать). Или вычислительную систему приходится выключать, и они теряются (при остановке IBM 7094 в Массачусетском технологическом институте в 1973 году были найдены процессы, запущенные в 1967 году и ни разу с тех пор не исполнявшиеся). Решение этой проблемы может быть достигнуто с помощью увеличения со временем значения *приоритета процесса*, находящегося в состоянии готовность. Пусть изначально процессам присваиваются *приоритеты* от 128 до 255. Каждый раз по истечении определенного промежутка времени значения*приоритетов* готовых процессов уменьшаются на 1. Процессу, побывавшему в состоянии исполнение, присваивается первоначальное значение *приоритета*. Даже такая грубая схема гарантирует, что любому процессу в разумные сроки будет предоставлено право на исполнение.
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Для достижения поставленной цели различные процессы (возможно, даже принадлежащие разным пользователям) могут исполняться псевдопараллельно на одной вычислительной системе или параллельно на разных вычислительных системах, взаимодействуя между собой.

Для чего процессам нужно заниматься совместной деятельностью? Какие существуют причины для их *кооперации*?

· Повышение скорости работы. Пока один процесс ожидает наступления некоторого события (например, окончания операции ввода-вывода), другие могут заниматься полезной работой, направленной на решение общей задачи. В многопроцессорных вычислительных системах программа разбивается на отдельные кусочки, каждый из которых будет исполняться на своем процессоре.

· Совместное использование данных. Различные процессы могут, к примеру, работать с одной и той же динамической базой данных или с разделяемым файлом, совместно изменяя их содержимое.

· Модульная конструкция какой-либо системы. Типичным примером может служить микроядерный способ построения операционной системы, когда различные ее части представляют собой отдельные *процессы*, взаимодействующие путем передачи *сообщений* через микроядро.

· Наконец, это может быть необходимо просто для удобства работы пользователя, желающего, например, редактировать и отлаживать программу одновременно. В этой ситуации процессы редактора и отладчика должны уметь взаимодействовать друг с другом.

Процессы не могут взаимодействовать, не общаясь, то есть не обмениваясь информацией. "Общение" процессов обычно приводит к изменению их поведения в зависимости от полученной информации. Если *деятельность* процессов остается неизменной при любой принятой ими информации, то это означает, что они на самом деле в "общении" не нуждаются. Процессы, которые влияют на поведение друг друга путем обмена информацией, принято называть кооперативными или *взаимодействующими процессами* , в отличие от *независимых процессов*, не оказывающих друг на друга никакого воздействия.

Различные процессы в вычислительной системе изначально представляют собой обособленные сущности. Работа одного процесса не должна приводить к нарушению работы другого процесса. Для этого, в частности, разделены их адресные пространства и системные ресурсы, и для обеспечения корректного взаимодействия процессов требуются специальные средства и действия операционной системы. Нельзя просто поместить *значение*, вычисленное в одном процессе, в область памяти, соответствующую переменной в другом процессе, не предприняв каких-либо дополнительных усилий. Давайте рассмотрим основные аспекты организации совместной работы процессов.
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Процессы могут взаимодействовать друг с другом, только обмениваясь информацией. *По* объему передаваемой информации и степени возможного воздействия на поведение другого процесса все средства такого обмена можно разделить на три категории.

· *Сигнальные*. Передается минимальное количество информации – один бит, "да" или "нет". Используются, как правило, для извещения процесса о наступлении какого-либо события. Степень воздействия на поведение процесса, получившего информацию, минимальна. Все зависит от того, знает ли он, что означает полученный сигнал, надо ли на него реагировать и каким образом. Неправильная реакция на сигнал или его игнорирование могут привести к трагическим последствиям. Вспомним профессора Плейшнера из кинофильма "Семнадцать мгновений весны". Сигнал тревоги – цветочный горшок на подоконнике – был ему передан, но профессор проигнорировал его. И к чему это привело?

· *Канальные*. "Общение" процессов происходит через линии связи, предоставленные операционной системой, и напоминает общение людей по телефону, с помощью записок, писем или объявлений. Объем передаваемой информации в единицу времени ограничен пропускной способностью линий связи. С увеличением количества информации возрастает и возможность влияния на поведение другого процесса.

· *Разделяемая память*. Два или более процессов могут совместно использовать некоторую область адресного пространства. Созданием *разделяемой памяти* занимается операционная система (если, конечно, ее об этом попросят). "Общение" процессов напоминает совместное проживание студентов в одной комнате общежития. Возможность обмена информацией максимальна, как, впрочем, и влияние на поведение другого процесса, но требует повышенной осторожности (если вы переложили на другое место вещи вашего соседа по комнате, а часть из них еще и выбросили). Использование *разделяемой памяти* для передачи/получения информации осуществляется с помощью средств обычных языков программирования, в то время как *сигнальным* и *канальным средствам коммуникации* для этого необходимы специальные системные вызовы. *Разделяемая память* представляет собой наиболее быстрый способ взаимодействия процессов в одной вычислительной системе.
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##### Буферизация

Может ли линия связи сохранять информацию, переданную одним процессом, до ее получения другим процессом или помещения в промежуточный объект? Каков объем этой информации? Иными словами, речь идет о том, обладает ли канал связи буфером и каков объем этого буфера. Здесь можно выделить три принципиальных варианта.

1. Буфер нулевой емкости или отсутствует. Никакая информация не может сохраняться на линии связи. В этом случае процесс, посылающий информацию, должен ожидать, пока процесс, принимающий информацию, не соблаговолит ее получить, прежде чем заниматься своими дальнейшими делами (в реальности этот случай никогда не реализуется).
2. Буфер ограниченной емкости. Размер буфера равен n, то есть линия связи не может хранить до момента получения более чем n единиц информации. Если в момент передачи данных в буфере хватает места, то передающий процесс не должен ничего ожидать. Информация просто копируется в буфер. Если же в момент передачи данных буфер заполнен или места недостаточно, то необходимо задержать работу процесса отправителя до появления в буфере свободного пространства.
3. Буфер неограниченной емкости. Теоретически это возможно, но практически вряд ли реализуемо. Процесс, посылающий информацию, никогда не ждет окончания ее передачи и приема другим процессом.

При использовании канального средства связи с непрямой адресацией под емкостью буфера обычно понимается количество информации, которое может быть помещено в промежуточный объект для хранения данных.

##### Поток ввода/вывода и сообщения

Существует две модели передачи данных по каналам связи – поток ввода-вывода и сообщения. При передаче данных с помощью потоковой модели операции передачи/приема информации вообще не интересуются содержимым данных. Процесс, прочитавший 100 байт из линии связи, не знает и не может знать, были ли они переданы одновременно, т. е. одним куском или порциями по 20 байт, пришли они от одного процесса или от разных. Данные представляют собой простой поток байтов, без какой-либо их интерпретации со стороны системы. Примерами потоковых каналов связи могут служить pipe и FIFO, описанные ниже.

Одним из наиболее простых способов передачи информации между процессами по линиям связи является передача данных через pipe (канал, трубу или, как его еще называют в литературе, конвейер). Представим себе, что у нас есть некоторая труба в вычислительной системе, в один из концов которой процессы могут "сливать" информацию, а из другого конца принимать полученный поток. Такой способ реализует потоковую модель ввода/вывода. Информацией о расположении трубы в операционной системе обладает только процесс, создавший ее. Этой информацией он может поделиться исключительно со своими наследниками – процессами-детьми и их потомками. Поэтому использовать pipeдля связи между собой могут только родственные процессы, имеющие общего предка, создавшего данный канал связи.

Если разрешить процессу, создавшему трубу, сообщать о ее местонахождении в системе другим процессам, сделав вход и выход трубы каким-либо образом видимыми для всех остальных, например, зарегистрировав ее в операционной системе под определенным именем, мы получим объект, который принято называть FIFO или именованный pipe. Именованный pipe может использоваться для организации связи между любыми процессами в системе.

В модели сообщений процессы налагают на передаваемые данные некоторую структуру. Весь поток информации они разделяют на отдельные сообщения, вводя между данными, по крайней мере, границы сообщений. Примером границ сообщений являются точки между предложениями в сплошном тексте или границы абзаца. Кроме того, к передаваемой информации могут быть присоединены указания на то, кем конкретное сообщение было послано и для кого оно предназначено. Примером указания отправителя могут служить подписи под эпиграфами в лекции. Все сообщения могут иметь одинаковый фиксированный размер или могут быть переменной длины. В вычислительных системах используются разнообразные средства связи для передачи сообщений: очереди сообщений, sockets (гнезда) и т. д. Часть из них мы рассмотрим подробнее в дальнейшем, в частности очереди сообщений будут рассмотрены в лекции 6, а гнезда (иногда их еще называют по транслитерации английского названия – сокеты) в лекции 14.

И потоковые линии связи, и каналы сообщений всегда имеют буфер конечной длины. Когда мы будем говорить о емкости буфера для потоков данных, мы будем измерять ее в байтах. Когда мы будем говорить о емкости буфера для сообщений, мы будем измерять ее в сообщениях.
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Мы будем называть способ коммуникации надежным, если при обмене данными выполняются четыре условия.

1. Не происходит потери информации.

2. Не происходит повреждения информации.

3. Не появляется лишней информации.

4. Не нарушается порядок данных в процессе обмена.

Очевидно, что передача данных через *разделяемую память* является надежным способом связи. То, что мы сохранили в *разделяемой памяти*, будет считано другими процессами в первозданном виде, если, конечно, не произойдет сбоя в питании компьютера. Для других средств коммуникации, как видно из приведенных выше примеров, это не всегда верно.

Каким образом в вычислительных системах пытаются бороться с ненадежностью коммуникаций? Давайте рассмотрим возможные варианты на примере обмена данными через линию связи с помощью *сообщений*. Для обнаружения повреждения информации будем снабжать каждое передаваемое *сообщение* некоторой контрольной суммой, вычисленной по посланной информации. При приеме *сообщения* контрольную сумму будем вычислять заново и проверять ее соответствие пришедшему значению. Если данные не повреждены (контрольные суммы совпадают), то подтвердим правильность их получения. Если данные повреждены (контрольные суммы не совпадают), то сделаем вид, что *сообщение* к нам не поступило. Вместо контрольной суммы можно использовать специальное кодирование передаваемых данных с помощью кодов, исправляющих ошибки. Такое кодирование позволяет при числе искажений информации, не превышающем некоторого значения, восстановить первоначальные неискаженные данные. Если по прошествии некоторого интервала времени подтверждение правильности полученной информации не придет на передающий конец линии связи, будем считать информацию утерянной и пошлем ее повторно. Для того чтобы избежать двойного получения одной и той же информации, на приемном конце линии связи должен осуществляться соответствующий контроль. Для гарантии правильного порядка получения *сообщений* будем их нумеровать. При приеме *сообщения* с номером, не соответствующим ожидаемому, поступаем с ним как с утерянным и ждем *сообщения* с правильным номером.

Подобные действия могут быть возложены:

· на операционную систему;

· на процессы, обменивающиеся данными;

· совместно на систему и процессы, разделяя их ответственность. Операционная система может обнаруживать ошибки при передаче данных и извещать об этом *взаимодействующие процессы* для принятия ими решения о дальнейшем поведении.
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Для того чтобы реализовать нашу идею, введем новую абстракцию внутри понятия "процесс" – *нить исполнения* или просто *нить* (в англоязычной литературе используется термин *thread* ). *Нити процесса* разделяют его программный код, *глобальные переменные* и системные ресурсы, но каждая *нить* имеет собственный программный *счетчик*, свое содержимое регистров и свой *стек*. Теперь процесс представляется как совокупность взаимодействующих *нитей* и выделенных ему ресурсов. Процесс, содержащий всего одну *нить исполнения*, идентичен процессу в том смысле, который мы употребляли ранее. Для таких процессов мы в дальнейшем будем использовать термин "традиционный процесс". Иногда *нити* называют облегченными процессами или мини-процессами, так как во многих отношениях они подобны традиционным процессам. *Нити*, как и процессы, могут порождать нити-потомки, правда, только внутри своего процесса, и переходить из одного состояния в другое. Состояния *нитей* аналогичны состояниям традиционных процессов. Из состояния рождение процесс приходит содержащим всего одну *нить исполнения*. Другие *нити процесса* будут являться потомками этой нити-прародительницы. Мы можем считать, что процесс находится в состоянии готовность, если хотя бы одна из его *нитей* находится в состоянии готовность и ни одна из *нитей* не находится в состоянии исполнение. Мы можем считать, что процесс находится в состоянии исполнение, если одна из его *нитей* находится в состоянии исполнение. Процесс будет находиться в состоянии ожидание, если все его *нити* находятся в состоянии ожидание. Наконец, процесс находится в состоянии закончил исполнение, если все его *нити* находятся в состоянии закончила исполнение. Пока одна *нить процесса* заблокирована, другая *нить* того же процесса может выполняться. *Нити* разделяют *процессор* так же, как это делали традиционные процессы, в соответствии с рассмотренными алгоритмами планирования.

Поскольку *нити* одного процесса разделяют существенно больше ресурсов, чем различные процессы, то *операции* создания новой *нити* и переключения контекста между *нитями* одного процесса занимают значительно меньше времени, чем аналогичные *операции* для процессов в целом. Предложенная нами схема *совмещения работы* в терминах *нитей* одного процесса получает право на существование.
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Давайте временно отвлечемся от операционных систем, процессов и нитей исполнения и поговорим о некоторых " активностях ". Под активностями мы будем понимать последовательное выполнение ряда действий, направленных на достижение определенной цели. Активности могут иметь место в программном и техническом обеспечении, в обычной деятельности людей и животных. Мы будем разбивать активности на некоторые неделимые, или атомарные, операции. Например, активность "приготовление бутерброда" можно разбить на следующие атомарные операции:

1. Отрезать ломтик хлеба.
2. Отрезать ломтик колбасы.
3. Намазать ломтик хлеба маслом.
4. Положить ломтик колбасы на подготовленный ломтик хлеба.

Неделимые операции могут иметь внутренние невидимые действия (взять батон хлеба в левую руку, взять нож в правую руку, произвести отрезание). Мы же называем их неделимыми потому, что считаем выполняемыми за раз, без прерывания деятельности.

Пусть имеется две активности

P: a b c  
Q: d e f

где a, b, c, d, e, f – атомарные операции. При последовательном выполнении активностей мы получаем такую последовательность атомарных действий:

PQ: a b c d e f

Что произойдет при исполнении этих активностей псевдопараллельно, в режиме разделения времени? Активности могут расслоиться на неделимые операции с различным чередованием, то есть может произойти то, что на английском языке принято называть словом interleaving.

*Атомарные операции* *активностей* могут чередоваться всевозможными различными способами с сохранением порядка расположения внутри*активностей*. Так как псевдопараллельное выполнение двух *активностей* приводит к чередованию их неделимых операций, результат псевдопараллельного выполнения может отличаться от результата последовательного выполнения. Рассмотрим пример. Пусть у нас имеется две *активности* P и Q, состоящие из двух *атомарных операций* каждая:

P: x=2 Q: x=3

y=x-1 y=x+1

Что мы получим в результате их псевдопараллельного выполнения, если переменные x и y являются для *активностей* общими? Очевидно, что возможны четыре разных набора значений для пары (x, y): (3, 4), (2, 1), (2, 3) и (3, 2). . Мы будем говорить, что набор *активностей* (например, программ) *детерминирован*, если всякий раз при псевдопараллельном исполнении для одного и того же набора входных данных он дает одинаковые выходные данные. В противном случае он *недетерминирован* . Выше приведен пример*недетерминированного набора программ*. Понятно, что *детерминированный набор* *активностей* можно безбоязненно выполнять в режиме разделения времени. Для *недетерминированного набора* такое *исполнение* нежелательно.

*Условия Бернстайна* информативны, но слишком жестки. *По* сути дела, они требуют практически невзаимодействующих процессов. А нам хотелось бы, чтобы *детерминированный набор* образовывали *активности*, совместно использующие информацию и обменивающиеся ею. Для этого нам необходимо ограничить число возможных чередований *атомарных операций*, исключив некоторые чередования с помощью механизмов синхронизации выполнения программ, обеспечив тем самым упорядоченный *доступ* программ к некоторым данным.

Про *недетерминированный набор программ* (и *активностей* вообще) говорят, что он имеет *race condition* ( *состояние гонки,* состояние состязания). В приведенном выше примере процессы состязаются за *вычисление* значений переменных x и y.

Задачу *упорядоченного доступа* к *разделяемым данным* (устранение *race condition*) в том случае, когда нам не важна его очередность, можно решить, если обеспечить каждому процессу эксклюзивное право доступа к этим данным. Каждый процесс, обращающийся к разделяемым ресурсам, исключает для всех других процессов возможность одновременного общения с этими ресурсами, если это может привести к недетерминированному поведению набора процессов. Такой прием называется *взаимоисключением (mutual exclusion)* . Если очередность доступа к разделяемым ресурсам важна для получения правильных результатов, то одними *взаимоисключениями* уже не обойтись, нужна *взаимосинхронизация* поведения программ.

**22**

Важным понятием при изучении способов синхронизации процессов является понятие *критической секции* (*critical section*) программы. *Критическая секция* – это часть программы, исполнение которой может привести к возникновению *race condition* для определенного набора программ. Чтобы исключить эффект гонок *по* отношению к некоторому ресурсу, необходимо организовать работу так, чтобы в каждый момент времени только один процесс мог находиться в своей *критической секции*, связанной с этим ресурсом. Иными словами, необходимо обеспечить реализацию *взаимоисключения* для *критических секций* программ. Реализация *взаимоисключения* для *критических секций* программ с практической точки зрения означает, что *по* отношению к другим процессам, участвующим во взаимодействии, *критическая секция* начинает выполняться как *атомарная операция*.

Итак, для решения задачи необходимо, чтобы в том случае, когда процесс находится в своем *критическом участке*, другие процессы не могли войти в свои *критические участки*. Мы видим, что *критический участок* должен сопровождаться прологом ( entry section ) – "закрыть дверь изнутри на засов" – и эпилогом ( exit section ) – "отодвинуть засов", которые не имеют отношения к *активности* одиночного процесса. Во *время выполнения* пролога процесс должен, в частности, получить разрешение на вход в *критический участок*, а во *время выполнения* эпилога – сообщить другим процессам, что он покинул *критическую секцию*.

В общем случае структура процесса, участвующего во взаимодействии, может быть представлена следующим образом:

while (some condition) {

entry section

critical section

exit section

remainder section

}

Здесь под *remainder* section понимаются все *атомарные операции*, не входящие в *критическую секцию*.

**23**

Организация *взаимоисключения* для *критических участков*, конечно, позволит избежать возникновения *race condition*, но не является достаточной для правильной и эффективной параллельной работы кооперативных процессов. Сформулируем пять условий, которые должны выполняться для хорошего программного алгоритма организации взаимодействия процессов, имеющих *критические участки*, если они могут проходить их в произвольном порядке.

1. Задача должна быть решена чисто программным способом на обычной машине, не имеющей специальных команд *взаимоисключения*. При этом предполагается, что основные инструкции языка программирования (такие примитивные инструкции, как load, store,test ) являются *атомарными операциями*.

2. Не должно существовать никаких предположений об относительных скоростях выполняющихся процессов или числе процессоров, на которых они исполняются.

3. Если процесс Pi исполняется в своем *критическом участке*, то не существует никаких других процессов, которые исполняются в соответствующих *критических секциях*. Это условие получило название условия *взаимоисключения (mutual exclusion)*.

4. Процессы, которые находятся вне своих *критических участков* и не собираются входить в них, не могут препятствовать другим процессам входить в их собственные *критические участки*. Если нет процессов в *критических секциях* и имеются процессы, желающие войти в них, то только те процессы, которые не исполняются в *remainder* section, должны принимать решение о том, какой процесс войдет в свою *критическую секцию*. Такое решение не должно приниматься бесконечно долго. Это условие получило название *условия прогресса (progress)* .

5. Не должно возникать неограниченно долгого ожидания для входа одного из процессов в свой *критический участок*. От того момента, когда процесс запросил разрешение на вход в *критическую секцию*, и до того момента, когда он это разрешение получил, другие процессы могут пройти через свои *критические участки* лишь ограниченное число раз. Это условие получило название *условия ограниченного ожидания (bound waiting)* .

**24**

Наиболее простым решением поставленной задачи является следующая организация пролога и эпилога:

while (some condition) {

запретить все прерывания

critical section

разрешить все прерывания

remainder section

}

Поскольку выход процесса из состояния исполнение без его завершения осуществляется по прерыванию, внутри *критической секции* никто не может вмешаться в его работу. Однако такое решение может иметь далеко идущие последствия, поскольку позволяет процессу пользователя разрешать и запрещать прерывания во всей вычислительной системе. Допустим, что пользователь случайно или по злому умыслу запретил прерывания в системе и зациклил или завершил свой процесс. Без перезагрузки системы в такой ситуации не обойтись.

Тем не менее запрет и разрешение прерываний часто применяются как пролог и эпилог к *критическим секциям* внутри самой операционной системы, например при обновлении содержимого *PCB*.

В качестве следующей попытки решения задачи для пользовательских процессов рассмотрим другое предложение. Возьмем некоторую переменную, доступную всем процессам, с начальным значением равным 0. Процесс может войти в *критическую секцию* только тогда, когда значение этой переменной-замка равно 0, одновременно изменяя ее значение на 1 – закрывая замок. При выходе из *критической секции* процесс сбрасывает ее значение в 0 – замок открывается (как в случае с покупкой хлеба студентами в разделе " *Критическая секция* ").

shared int lock = 0;

/\* shared означает, что \*/

/\* переменная является разделяемой \*/

while (some condition) {

while(lock); lock = 1;

critical section

lock = 0;

remainder section

}

К сожалению, при внимательном рассмотрении мы видим, что такое решение не удовлетворяет условию *взаимоисключения*, так как действие while(lock); lock = 1; не является атомарным. Допустим, процесс P0 протестировал значение переменной lock и принял решение двигаться дальше. В этот момент, еще до присвоения переменной lock значения 1, планировщик передал управление процессуP1. Он тоже изучает содержимое переменной lock и тоже принимает решение войти в *критический участок*. Мы получаем два процесса, одновременно выполняющих свои *критические секции*.

Попробуем решить задачу сначала для двух процессов. Очередной подход будет также использовать общую для них обоих переменную с начальным значением 0. Только теперь она будет играть не роль замка для *критического участка*, а явно указывать, кто может следующим войти в него. Для i-го процесса это выглядит так:

shared int turn = 0;

while (some condition) {

while(turn != i);

critical section

turn = 1-i;

remainder section

}

Очевидно, что *взаимоисключение* гарантируется, процессы входят в *критическую секцию* строго по очереди: P0, P1, P0, P1, P0, ... Но наш алгоритм не удовлетворяет *условию прогресса*. Например, если значение turn равно 1, и процесс P0 готов войти в*критический участок*, он не может сделать этого, даже если процесс P1 находится в remainder section.

Недостаток предыдущего алгоритма заключается в том, что процессы ничего не знают о состоянии друг друга в текущий момент времени. Давайте попробуем исправить эту ситуацию. Пусть два наших процесса имеют разделяемый массив флагов готовности входа процессов в*критический участок*

shared int ready[2] = {0, 0};

Когда i-й процесс готов войти в *критическую секцию*, он присваивает элементу массива ready[i] значение равное 1. После выхода из*критической секции* он, естественно, сбрасывает это значение в 0. Процесс не входит в *критическую секцию*, если другой процесс уже готов к входу в *критическую секцию* или находится в ней.

while (some condition) {

ready[i] = 1;

while(ready[1-i]);

critical section

ready[i] = 0;

remainder section

}

Полученный алгоритм обеспечивает *взаимоисключение*, позволяет процессу, готовому к входу в *критический участок*, войти в него сразу после завершения эпилога в другом процессе, но все равно нарушает *условие прогресса*. Пусть процессы практически одновременно подошли к выполнению пролога. После выполнения присваивания ready[0]=1 планировщик передал процессор от процесса 0 процессу1, который также выполнил присваивание ready[1]=1. После этого оба процесса бесконечно долго ждут друг друга на входе в *критическую секцию*. Возникает ситуация, которую принято называть тупиковой (*deadlock*).

**25**

Первое решение проблемы, удовлетворяющее всем требованиям и использующее идеи ранее рассмотренных алгоритмов, было предложено датским математиком Деккером (Dekker). В 1981 году Петерсон (Peterson) предложил более изящное решение. Пусть оба процесса имеют доступ к массиву флагов готовности и к переменной очередности.

shared int ready[2] = {0, 0};

shared int turn;

while (some condition) {

ready[i] = 1;

turn =1-i;

while(ready[1-i] && turn == 1-i);

critical section

ready[i] = 0;

remainder section

}

При исполнении пролога *критической секции* процесс Pi заявляет о своей готовности выполнить *критический участок* и одновременно предлагает другому процессу приступить к его выполнению. Если оба процесса подошли к прологу практически одновременно, то они оба объявят о своей готовности и предложат выполняться друг другу. При этом одно из предложений всегда следует после другого. Тем самым работу в *критическом участке* продолжит процесс, которому было сделано последнее предложение.

Давайте докажем, что все пять наших требований к алгоритму действительно удовлетворяются.

Удовлетворение требований 1 и 2 очевидно.

Докажем выполнение условия *взаимоисключения* методом от противного. Пусть оба процесса одновременно оказались внутри своих*критических секций*. Заметим, что процесс Pi может войти в *критическую секцию*, только если ready[1-i] == 0 или turn == i. Заметим также, что если оба процесса выполняют свои *критические секции* одновременно, то значения флагов готовности для обоих процессов совпадают и равны 1. Могли ли оба процесса войти в *критические секции* из состояния, когда они оба одновременно находились в процессе выполнения цикла while? Нет, так как в этом случае переменная turn должна была бы одновременно иметь значения 0 и 1 (когда оба процесса выполняют цикл, значения переменных измениться не могут). Пусть процесс P0 первым вошел в*критический участок*, тогда процесс P1 должен был выполнить перед вхождением в цикл while по крайней мере один предваряющий оператор (turn = 0;). Однако после этого он не может выйти из цикла до окончания *критического участка* процесса P0, так как при входе в цикл ready[0] == 1 и turn == 0, и эти значения не могут измениться до тех пор, пока процесс P0 не покинет свой*критический участок*. Мы пришли к противоречию. Следовательно, имеет место *взаимоисключение*.

Докажем выполнение *условия прогресса*. Возьмем, без ограничения общности, процесс P0. Заметим, что он не может войти в свою*критическую секцию* только при совместном выполнении условий ready[1] == 1 и turn == 1. Если процесс P1 не готов к выполнению*критического участка*, то ready[1] == 0, и процесс P0 может осуществить вход. Если процесс P1 готов к выполнению *критического участка*, то ready[1] == 1 и переменная turn имеет значение 0 либо 1, позволяя процессу P0 либо процессу P1 начать выполнение *критической секции*. Если процесс P1 завершил выполнение *критического участка*, то он сбросит свой флаг готовности ready[1] == 0, разрешая процессу P0 приступить к выполнению критической работы. Таким образом, *условие прогресса* выполняется.

Отсюда же вытекает выполнение *условия ограниченного ожидания*. Так как в процессе ожидания разрешения на вход процесс P0 не изменяет значения переменных, он сможет начать исполнение своего *критического участка* после не более чем одного прохода по*критической секции* процесса P1.

**26**

*Алгоритм Петерсона* дает нам решение задачи корректной организации взаимодействия двух процессов. Давайте рассмотрим теперь соответствующий алгоритм для n взаимодействующих процессов, который получил название *алгоритм булочной*, хотя применительно к нашим условиям его следовало бы скорее назвать алгоритм регистратуры в поликлинике. Основная его идея выглядит так. Каждый вновь прибывающий клиент (он же процесс) получает талончик на обслуживание с номером. Клиент с наименьшим номером на талончике обслуживается следующим. К сожалению, из-за не атомарности операции вычисления следующего номера *алгоритм булочной* не гарантирует, что у всех процессов будут талончики с разными номерами. В случае равенства номеров на талончиках у двух или более клиентов первым обслуживается клиент с меньшим значением имени (имена можно сравнивать в лексикографическом порядке). Разделяемые структуры данных для алгоритма – это два массива

shared enum {false, true} choosing[n];

shared int number[n];

Изначально элементы этих массивов инициируются значениями false и 0 соответственно. Введем следующие обозначения

(a,b) < (c,d), если a < c

или если a == c и b < d

max(a0, a1, ...., an) – это число k такое, что

k >= ai для всех i = 0, ...,n

Структура процесса Pi для *алгоритма булочной* приведена ниже

while (some condition) {

choosing[i] = true;

number[i] = max(number[0], ...,

number[n-1]) + 1;

choosing[i] = false;

for(j = 0; j < n; j++){

while(choosing[j]);

while(number[j] != 0 && (number[j],j) <

(number[i],i));

}

critical section

number[i] = 0;

remainder section

}

**27**

Наличие аппаратной поддержки *взаимоисключений* позволяет упростить алгоритмы и повысить их эффективность точно так же, как это происходит и в других областях программирования. Мы уже обращались к общепринятому hardware для решения задачи реализации*взаимоисключений*, когда говорили об использовании механизма запрета/разрешения прерываний.

Многие вычислительные системы помимо этого имеют специальные команды процессора, которые позволяют проверить и изменить значение машинного слова или поменять местами значения двух машинных слов в памяти, выполняя эти действия как *атомарные операции*. Давайте обсудим, как концепции таких команд могут использоваться для реализации *взаимоисключений*.

#### Команда Test-and-Set (проверить и присвоить 1)

О выполнении команды *Test-and-Set* , осуществляющей проверку значения логической переменной с одновременной установкой ее значения в 1, можно думать как о выполнении функции

int Test\_and\_Set (int \*target){

int tmp = \*target;

\*target = 1;

return tmp;

}

С использованием этой атомарной команды мы можем модифицировать наш алгоритм для переменной-замка, так чтобы он обеспечивал*взаимоисключения*

shared int lock = 0;

while (some condition) {

while(Test\_and\_Set(&lock));

critical section

lock = 0;

remainder section

}

К сожалению, даже в таком виде полученный алгоритм не удовлетворяет *условию ограниченного ожидания* для алгоритмов. Подумайте, как его следует изменить для соблюдения всех условий.

#### Команда Swap (обменять значения)

Выполнение команды *Swap* , обменивающей два значения, находящихся в памяти, можно проиллюстрировать следующей функцией:

void Swap (int \*a, int \*b){

int tmp = \*a;

\*a = \*b;

\*b = tmp;

}

Применяя атомарную команду *Swap* , мы можем реализовать предыдущий алгоритм, введя дополнительную логическую переменную key, локальную для каждого процесса:

shared int lock = 0;

int key;

while (some condition) {

key = 1;

do Swap(&lock,&key);

while (key);

critical section

lock = 0;

remainder section

}
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### Семафоры

Одним из первых *механизмов*, предложенных для синхронизации поведения процессов, стали *семафоры*, концепцию которых описал Дейкстра (Dijkstra) в 1965 году.

#### Концепция семафоров

*Семафор* представляет собой целую переменную, принимающую неотрицательные значения, доступ любого процесса к которой, за исключением момента ее инициализации, может осуществляться только через две атомарные операции: P (от датского слова proberen – проверять) и V (от verhogen – увеличивать). Классическое определение этих операций выглядит следующим образом:

P(S): пока S == 0 процесс блокируется;

S = S – 1;

V(S): S = S + 1;

Эта запись означает следующее: при выполнении операции P над *семафором* S сначала проверяется его значение. Если оно больше 0, то из S вычитается 1. Если оно меньше или равно 0, то процесс блокируется до тех пор, пока S не станет больше 0, после чего изS вычитается 1. При выполнении операции V над *семафором* S к его значению просто прибавляется 1. В момент создания *семафор*может быть инициализирован любым неотрицательным значением.

Подобные переменные-семафоры могут с успехом применяться для решения различных задач организации взаимодействия процессов. В ряде языков программирования они были непосредственно введены в синтаксис языка (например, в ALGOL-68), в других случаях реализуются с помощью специальных системных вызовов. Соответствующая целая переменная располагается внутри адресного пространства ядра операционной системы. Операционная система обеспечивает атомарность операций P и V, используя, например, метод запрета прерываний на время выполнения соответствующих системных вызовов. Если при выполнении операции P заблокированными оказались несколько процессов, то порядок их разблокирования может быть произвольным, например, FIFO.
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#### Решение проблемы producer-consumer с помощью семафоров

Одной из типовых задач, требующих организации взаимодействия процессов, является задача *producer-consumer* (производитель-потребитель). Пусть два процесса обмениваются информацией через буфер ограниченного размера. Производитель закладывает информацию в буфер, а потребитель извлекает ее оттуда. На этом уровне деятельность потребителя и производителя можно описать следующим образом.

Producer: while(1) {

produce\_item;

put\_item;

}

Consumer: while(1) {

get\_item;

consume\_item;

}

Если буфер заполнен, то производитель должен ждать, пока в нем появится место, чтобы положить туда новую порцию информации. Если буфер пуст, то потребитель должен дожидаться нового сообщения. Как можно реализовать эти условия с помощью *семафоров*? Возьмем три *семафора*: empty, full и *mutex*. *Семафор* full будем использовать для гарантии того, что потребитель будет ждать, пока в буфере появится информация. *Семафор* empty будем использовать для организации ожидания производителя при заполненном буфере, а*семафор* *mutex* – для организации взаимоисключения на критических участках, которыми являются действия put\_item и get\_item(операции "положить информацию" и "взять информацию" не могут пересекаться, так как в этом случае возникнет опасность искажения информации). Тогда решение задачи на C-подобном языке выглядит так:

Semaphore mutex = 1;

Semaphore empty = N; /\* где N – емкость буфера\*/

Semaphore full = 0;

Producer:

while(1) {

produce\_item;

P(empty);

P(mutex);

put\_item;

V(mutex);

V(full);

}

Consumer:

while(1) {

P(full);

P(mutex);

get\_item;

V(mutex);

V(empty);

consume\_item;

}
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***Мониторы*** представляют собой тип данных, который может быть с успехом внедрен в объектно-ориентированные языки программирования. *Монитор* обладает собственными переменными, определяющими его состояние. Значения этих переменных извне могут быть изменены только с помощью вызова функций-методов, принадлежащих *монитору*. В свою очередь, эти функции-методы могут использовать в работе только данные, находящиеся внутри *монитора*, и свои параметры. На абстрактном уровне можно описать структуру*монитора* следующим образом:

monitor monitor\_name {

описание внутренних переменных ;

void m1(...){...

}

void m2(...){...

}

...

void mn(...){...

}

{

блок инициализации

внутренних переменных;

}

}

Здесь функции m1,..., mn представляют собой функции-методы *монитора*, а блок инициализации внутренних переменных содержит*операции*, которые выполняются один и только один раз: при создании *монитора* или при самом первом вызове какой-либо функции-метода до ее исполнения.

Важной особенностью мониторов является то, что в любой момент времени только один процесс может быть активен, т. е. находиться в состоянии **готовность** или **исполнение**, внутри данного *монитора*. Поскольку *мониторы* представляют собой особые конструкции языка программирования, *компилятор* может отличить *вызов функции*, принадлежащей *монитору*, от вызовов других функций и обработать его специальным образом, добавив к нему *пролог* и эпилог, реализующий взаимоисключение. Так как обязанность конструирования механизма взаимоисключений возложена на *компилятор*, а не на программиста, работа программиста при использовании *мониторов* существенно упрощается, а *вероятность* возникновения ошибок становится меньше.

Однако одних только взаимоисключений недостаточно для того, чтобы в полном объеме реализовать решение задач, возникающих при взаимодействии процессов. Нам нужны еще и средства организации очередности процессов, подобно *семафорам* full и empty в предыдущем примере. Для этого в *мониторах* было введено понятие условных переменных (condition variables)1, над которыми можно совершать две *операции* wait и signal, отчасти похожие на *операции* P и V над *семафорами*.

Если *функция* *монитора* не может выполняться дальше, пока не наступит некоторое событие, она выполняет операцию wait над какой-либо *условной переменной*. При этом процесс, выполнивший операцию wait, блокируется, становится неактивным, и другой процесс получает возможность войти в *монитор*.

Когда ожидаемое событие происходит, другой процесс внутри функции-метода совершает операцию signal над той же самой *условной переменной*. Это приводит к пробуждению ранее заблокированного процесса, и он становится активным. Если несколько процессов дожидались *операции* signal для этой переменной, то активным становится только один из них. Что можно предпринять для того, чтобы у нас не оказалось двух процессов, разбудившего и пробужденного, одновременно активных внутри *монитора*? Хор предложил, чтобы пробужденный процесс подавлял *исполнение* разбудившего процесса, пока он сам не покинет *монитор*. Несколько позже Хансен (Hansen) предложил другой механизм: разбудивший процесс покидает *монитор* немедленно после исполнения *операции* signal. Мы будем придерживаться подхода Хансена.

**Необходимо отметить, что условные переменные, в отличие от семафоров Дейкстры, не умеют запоминать предысторию. Это означает, что операция** signal **всегда должна выполняться после операции** wait. **Если операция** signal **выполняется над условной переменной, с которой не связано ни одного заблокированного процесса, то информация о произошедшем событии будет утеряна. Следовательно, выполнение операции** wait **всегда будет приводить к блокированию процесса**.
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В предыдущих лекциях мы рассматривали способы синхронизации процессов, которые позволяют процессам успешно кооперироваться. Однако в некоторых случаях могут возникнуть непредвиденные затруднения. Предположим, что несколько процессов конкурируют за обладание конечным числом ресурсов. Если запрашиваемый процессом ресурс недоступен, ОС переводит данный процесс в состояние ожидания. В случае когда требуемый ресурс удерживается другим ожидающим процессом, первый процесс не сможет сменить свое состояние. Такая ситуация называется тупиком (deadlock) . Говорят, что в мультипрограммной системе процесс находится в состоянии тупика, если он ожидает события, которое никогда не произойдет. Системная тупиковая ситуация, или "зависание системы", является следствием того, что один или более процессов находятся в состоянии тупика. Иногда подобные ситуации называют взаимоблокировками . В общем случае проблема тупиков эффективного решения не имеет.

Рассмотрим пример. Предположим, что два процесса осуществляют вывод с ленты на принтер. Один из них успел монополизировать ленту и претендует на принтер, а другой наоборот.

Определение. Множество процессов находится в тупиковой ситуации, если каждый процесс из множества ожидает события, которое может вызвать только другой процесс данного множества. Так как все процессы чего-то ожидают, то ни один из них не сможет инициировать событие, которое разбудило бы другого члена множества и, следовательно, все процессы будут спать вместе.

Выше приведен пример взаимоблокировки, возникающей при работе с так называемыми выделенными устройствами. Тупики, однако, могут иметь место и в других ситуациях. Hапример, в системах управления базами данных записи могут быть локализованы процессами, чтобы избежать состояния гонок (см. лекцию 5 "Алгоритмы синхронизации"). В этом случае может получиться так, что один из процессов заблокировал записи, необходимые другому процессу, и наоборот. Таким образом, тупики могут иметь место как на аппаратных, так и на программных ресурсах.

Тупики также могут быть вызваны ошибками программирования. Например, процесс может напрасно ждать открытия семафора, потому что в некорректно написанном приложении эту операцию забыли предусмотреть. Другой причиной бесконечного ожидания может быть дискриминационная политика по отношению к некоторым процессам. Однако чаще всего событие, которого ждет процесс в тупиковой ситуации, – освобождение ресурса, поэтому в дальнейшем будут рассмотрены методы борьбы с тупиками ресурсного типа.

Ресурсами могут быть как устройства, так и данные. Hекоторые ресурсы допускают разделение между процессами, то есть являются разделяемыми ресурсами. Например, память, процессор, диски коллективно используются процессами. Другие не допускают разделения, то есть являются выделенными, например лентопротяжное устройство. К взаимоблокировке может привести использование как выделенных, так и разделяемых ресурсов. Например, чтение с разделяемого диска может одновременно осуществляться несколькими процессами, тогда как запись предполагает исключительный доступ к данным на диске. Можно считать, что часть диска, куда происходит запись, выделена конкретному процессу. Поэтому в дальнейшем мы будем исходить из предположения, что тупики связаны с выделенными ресурсами , то есть тупики возникают, когда процессу предоставляется эксклюзивный доступ к устройствам, файлам и другим ресурсам.

Традиционная последовательность событий при работе с ресурсом состоит из запроса, использования и освобождения ресурса. Тип запроса зависит от природы ресурса и от ОС. Запрос может быть явным, например специальный вызов request, или неявным – open для открытия файла. Обычно, если ресурс занят и запрос отклонен, запрашивающий процесс переходит в состояние ожидания.

Далее в данной лекции будут рассматриваться вопросы обнаружения, предотвращения, обхода тупиков и восстановления после тупиков. Как правило, борьба с тупиками – очень дорогостоящее мероприятие. Тем не менее для ряда систем, например для систем реального времени, иного выхода нет.
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Условия возникновения тупиков были сформулированы Коффманом, Элфиком и Шошани в 1970 г.

1. Условие взаимоисключения (Mutual exclusion). Одновременно использовать ресурс может только один процесс.
2. Условие ожидания ресурсов (Hold and wait). Процессы удерживают ресурсы, уже выделенные им, и могут запрашивать другие ресурсы.
3. Условие неперераспределяемости (No preemtion). Ресурс, выделенный ранее, не может быть принудительно забран у процесса. Освобождены они могут быть только процессом, который их удерживает.
4. Условие кругового ожидания (Circular wait). Существует кольцевая цепь процессов, в которой каждый процесс ждет доступа к ресурсу, удерживаемому другим процессом цепи.

Для образования тупика необходимым и достаточным является выполнение всех четырех условий.

Обычно тупик моделируется циклом в графе, состоящем из узлов двух видов: прямоугольников – процессов и эллипсов – ресурсов, наподобие того, что изображен на [рис. 7.1](https://www.intuit.ru/studies/courses/2192/31/lecture/980?page=1#image.7.1). Стрелки, направленные от ресурса к процессу, показывают, что ресурс выделен данному процессу. Стрелки, направленные от процесса к ресурсу, означают, что процесс запрашивает данный ресурс.
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Проблема тупиков инициировала много интересных исследований в области информатики. Очевидно, что условие циклического ожидания отличается от остальных. Первые три условия формируют правила, существующие в системе, тогда как четвертое условие описывает ситуацию, которая может сложиться при определенной неблагоприятной последовательности событий. Поэтому методы предотвращения взаимоблокировок ориентированы главным образом на нарушение первых трех условий путем введения ряда ограничений на поведение процессов и способы распределения ресурсов. Методы обнаружения и устранения менее консервативны и сводятся к поиску и разрыву циклаожидания ресурсов.

Итак, основные направления борьбы с тупиками:

* Игнорирование проблемы в целом
* Предотвращение тупиков
* Обнаружение тупиков
* Восстановление после тупиков
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Обнаружение взаимоблокировки сводится к фиксации тупиковой ситуации и выявлению вовлеченных в нее процессов. Для этого производится проверка наличия циклического ожидания в случаях, когда выполнены первые три условия возникновения тупика. Методы обнаружения активно используют графы распределения ресурсов.

Рассмотрим модельную ситуацию.

* Процесс P1 ожидает ресурс R1.
* Процесс P2 удерживает ресурс R2 и ожидает ресурс R1.
* Процесс P3 удерживает ресурс R1 и ожидает ресурс R3.
* Процесс P4 ожидает ресурс R2.
* Процесс P5 удерживает ресурс R3 и ожидает ресурс R2.

Вопрос состоит в том, является ли данная ситуация тупиковой, и если да, то какие процессы в ней участвуют. Для ответа на этот вопрос можно сконструировать граф ресурсов, как показано на [рис. 7.3](https://www.intuit.ru/studies/courses/2192/31/lecture/980?page=3#image.7.3). Из рисунка видно, что имеется цикл, моделирующий условие кругового ожидания, и что процессы P2,P3,P5, а может быть, и другие находятся в тупиковой ситуации.

Визуально легко обнаружить наличие тупика, но нужны также формальные алгоритмы, реализуемые на компьютере.

Один из таких алгоритмов описан в [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)], там же можно найти ссылки на другие алгоритмы.

Существуют и другие способы обнаружения тупиков, применимые также в ситуациях, когда имеется несколько ресурсов каждого типа. Так в [[Дейтел, 1987](https://www.intuit.ru/studies/courses/2192/31/literature#literature.16)] описан способ, называемый редукцией графа распределения ресурсов, а в [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)] – матричный алгоритм.
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Обнаружив тупик, можно вывести из него систему, нарушив одно из условий существования тупика. При этом, возможно, несколько процессов частично или полностью потеряют результаты проделанной работы.

Сложность восстановления обусловлена рядом факторов.

* В большинстве систем нет достаточно эффективных средств, чтобы приостановить процесс, вывести его из системы и возобновить впоследствии с того места, где он был остановлен.
* Если даже такие средства есть, то их использование требует затрат и внимания оператора.
* Восстановление после тупика может потребовать значительных усилий.

Самый простой и наиболее распространенный способ устранить тупик – завершить выполнение одного или более процессов, чтобы впоследствии использовать его ресурсы. Тогда в случае удачи остальные процессы смогут выполняться. Если это не помогает, можно ликвидировать еще несколько процессов. После каждой ликвидации должен запускаться алгоритм обнаружения тупика.

По возможности лучше ликвидировать тот процесс, который может быть без ущерба возвращен к началу (такие процессы называются идемпотентными). Примером такого процесса может служить компиляция. С другой стороны, процесс, который изменяет содержимое базы данных, не всегда может быть корректно запущен повторно.

В некоторых случаях можно временно забрать ресурс у текущего владельца и передать его другому процессу. Возможность забрать ресурс у процесса, дать его другому процессу и затем без ущерба вернуть назад сильно зависит от природы ресурса. Подобное восстановление часто затруднительно, если не невозможно.

В ряде систем реализованы средства отката и перезапуска или рестарта с контрольной точки (сохранение состояния системы в какой-то момент времени). Если проектировщики системы знают, что тупик вероятен, они могут периодически организовывать для процессов контрольные точки. Иногда это приходится делать разработчикам прикладных программ.

Когда тупик обнаружен, видно, какие ресурсы вовлечены в цикл кругового ожидания. Чтобы осуществить восстановление, процесс, который владеет таким ресурсом, должен быть отброшен к моменту времени, предшествующему его запросу на этот ресурс
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Запоминающие устройства компьютера разделяют, как минимум, на два уровня: основную (главную, оперативную, физическую ) и вторичную (внешнюю) память.

Основная память представляет собой упорядоченный массив однобайтовых ячеек, каждая из которых имеет свой уникальный адрес (номер). Процессор извлекает команду из основной памяти, декодирует и выполняет ее. Для выполнения команды могут потребоваться обращения еще к нескольким ячейкам основной памяти. Обычно основная память изготавливается с применением полупроводниковых технологий и теряет свое содержимое при отключении питания.

Вторичную память (это главным образом диски) также можно рассматривать как одномерное линейное адресное пространство, состоящее из последовательности байтов. В отличие от оперативной памяти, она является энергонезависимой, имеет существенно большую емкость и используется в качестве расширения основной памяти.

Эту схему можно дополнить еще несколькими промежуточными уровнями, как показано на [рис. 8.1](https://www.intuit.ru/studies/courses/2192/31/lecture/982?page=1#image.8.1). Разновидности памяти могут быть объединены в иерархию по убыванию времени доступа, возрастанию цены и увеличению емкости.

![Иерархия памяти](data:image/gif;base64,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)

Рис. 8.1. Иерархия памяти

Многоуровневую схему используют следующим образом. Информация, которая находится в памяти верхнего уровня, обычно хранится также на уровнях с большими номерами. Если процессор не обнаруживает нужную информацию на i-м уровне, он начинает искать ее на следующих уровнях. Когда нужная информация найдена, она переносится в более быстрые уровни.
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Аппаратная организация памяти в виде линейного набора ячеек не соответствует представлениям программиста о том, как организовано хранение программ и данных. Большинство программ представляет собой набор модулей, созданных независимо друг от друга. Иногда все модули, входящие в состав процесса, располагаются в памяти один за другим, образуя линейное пространство адресов. Однако чаще модули помещаются в разные области памяти и используются по-разному.

Схема управления памятью, поддерживающая этот взгляд пользователя на то, как хранятся программы и данные, называется сегментацией. Сегмент – область памяти определенного назначения, внутри которой поддерживается линейная адресация. Сегменты содержат процедуры, массивы, стек или скалярные величины, но обычно не содержат информацию смешанного типа.

По-видимому, вначале сегменты памяти появились в связи с необходимостью обобществления процессами фрагментов программного кода (текстовый редактор, тригонометрические библиотеки и т. д.), без чего каждый процесс должен был хранить в своем адресном пространстведублирующую информацию. Эти отдельные участки памяти, хранящие информацию, которую система отображает в память нескольких процессов, получили название сегментов. Память, таким образом, перестала быть линейной и превратилась в двумерную. Адрес состоит из двух компонентов: номер сегмента, смещение внутри сегмента. Далее оказалось удобным размещать в разных сегментах различные компоненты процесса (код программы, данные, стек и т. д.). Попутно выяснилось, что можно контролировать характер работы с конкретным сегментом, приписав ему атрибуты, например права доступа или типы операций, которые разрешается производить с данными, хранящимися в сегменте.
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Рис. 8.2. Расположение сегментов процессов в памяти компьютера

Некоторые сегменты, описывающие адресное пространство процесса, показаны на [рис. 8.2](https://www.intuit.ru/studies/courses/2192/31/lecture/982?page=1#image.8.2). Более подробная информация о типах сегментовимеется в лекции 10.

Большинство современных ОС поддерживают сегментную организацию памяти. В некоторых архитектурах (Intel, например) сегментация поддерживается оборудованием.

Адреса, к которым обращается процесс, таким образом, отличаются от адресов, реально существующих в оперативной памяти. В каждом конкретном случае используемые программой адреса могут быть представлены различными способами. Например, адреса в исходных текстах обычно символические. Компилятор связывает эти символические адреса с перемещаемыми адресами (такими, как n байт от начала модуля). Подобный адрес, сгенерированный программой, обычно называют логическим (в системах с виртуальной памятью он часто называется виртуальным) адресом. Совокупность всех логических адресов называется логическим (виртуальным) адресным пространством.
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Итак логические и физические адресные пространства ни по организации, ни по размеру не соответствуют друг другу. Максимальный размер логического адресного пространства обычно определяется разрядностью процессора (например, 232) и в современных системах значительно превышает размер физического адресного пространства. Следовательно, процессор и ОС должны быть способны отобразить ссылки в коде программы в реальные физические адреса, соответствующие текущему расположению программы в основной памяти. Такое отображение адресов называют трансляцией (привязкой) адреса или связыванием адресов (см. [рис. 8.3](https://www.intuit.ru/studies/courses/2192/31/lecture/982?page=1#image.8.3)).

Связывание логического адреса, порожденного оператором программы, с физическим должно быть осуществлено до начала выполнения оператора или в момент его выполнения. Таким образом, привязка инструкций и данных к памяти в принципе может быть сделана на следующих шагах [[Silberschatz, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.8)].

* Этап компиляции (Compile time). Когда на стадии компиляции известно точное место размещения процесса в памяти, тогда непосредственно генерируются физические адреса. При изменении стартового адреса программы необходимо перекомпилировать ее код. В качестве примера можно привести .com программы MS-DOS, которые связывают ее с физическими адресами на стадии компиляции.
* Этап загрузки (Load time). Если информация о размещении программы на стадии компиляции отсутствует, компилятор генерирует перемещаемый код. В этом случае окончательное связывание откладывается до момента загрузки. Если стартовый адрес меняется, нужно всего лишь перезагрузить код с учетом измененной величины.
* Этап выполнения (Execution time). Если процесс может быть перемещен во время выполнения из одной области памяти в другую, связывание откладывается до стадии выполнения. Здесь желательно наличие специализированного оборудования, например регистров перемещения. Их значение прибавляется к каждому адресу, сгенерированному процессом. Большинство современных ОС осуществляет трансляцию адресов на этапе выполнения, используя для этого специальный аппаратный механизм (см. лекцию 9).
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Первые ОС применяли очень простые методы управления памятью. Вначале каждый процесс пользователя должен был полностью поместиться в основной памяти, занимать непрерывную область памяти, а система принимала к обслуживанию дополнительные пользовательские процессы до тех пор, пока все они одновременно помещались в основной памяти. Затем появился "простой свопинг" (система по-прежнему размещает каждый процесс в основной памяти целиком, но иногда на основании некоторого критерия целиком сбрасывает образ некоторого процесса из основной памяти во внешнюю и заменяет его в основной памяти образом другого процесса). Такого рода схемы имеют не только историческую ценность. В настоящее время они применяются в учебных и научно-исследовательских модельных ОС, а также в ОС для встроенных (embedded) компьютеров.

##### Схема с фиксированными разделами

Самым простым способом управления оперативной памятью является ее предварительное (обычно на этапе генерации или в момент загрузки системы) разбиение на несколько разделов фиксированной величины. Поступающие процессы помещаются в тот или иной раздел. При этом происходит условное разбиение физического адресного пространства. Связывание логических и физических адресов процесса происходит на этапе его загрузки в конкретный раздел, иногда – на этапе компиляции.

Каждый раздел может иметь свою очередь процессов, а может существовать и глобальная очередь для всех разделов(см. [рис. 8.4](https://www.intuit.ru/studies/courses/2192/31/lecture/982?page=2#image.8.4)).

Эта схема была реализована в IBM OS/360 (MFT), DEC RSX-11 и ряде других систем.

Подсистема управления памятью оценивает размер поступившего процесса, выбирает подходящий для него раздел, осуществляет загрузку процесса в этот раздел и настройку адресов.
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Рис. 8.4. Схема с фиксированными разделами: (a) – с общей очередью процессов, (b) – с отдельными очередями процессов

Очевидный недостаток этой схемы – число одновременно выполняемых процессов ограничено числом разделов.

Другим существенным недостатком является то, что предлагаемая схема сильно страдает от внутренней фрагментации – потери части памяти, выделенной процессу, но не используемой им. Фрагментация возникает потому, что процесс не полностью занимает выделенный ему раздел или потому, что некоторые разделы слишком малы для выполняемых пользовательских программ.

##### Один процесс в памяти

Частный случай схемы с фиксированными разделами – работа менеджера памяти однозадачной ОС. В памяти размещается один пользовательский процесс. Остается определить, где располагается пользовательская программа по отношению к ОС – в верхней части памяти, в нижней или в средней. Причем часть ОС может быть в ROM (например, BIOS, драйверы устройств). Главный фактор, влияющий на это решение, – расположение вектора прерываний, который обычно локализован в нижней части памяти, поэтому ОС также размещают в нижней. Примером такой организации может служить ОС MS-DOS.

Защита адресного пространства ОС от пользовательской программы может быть организована при помощи одного граничного регистра, содержащего адрес границы ОС.

##### Оверлейная структура

Так как размер логического адресного пространства процесса может быть больше, чем размер выделенного ему раздела (или больше, чем размер самого большого раздела), иногда используется техника, называемая оверлей (overlay) или организация структуры с перекрытием. Основная идея – держать в памяти только те инструкции программы, которые нужны в данный момент.

Потребность в таком способе загрузки появляется, если логическое адресное пространство системы мало, например 1 Мбайт (MS-DOS) или даже всего 64 Кбайта (PDP-11), а программа относительно велика. На современных 32-разрядных системах, где виртуальное адресное пространство измеряется гигабайтами, проблемы с нехваткой памяти решаются другими способами (см. раздел "Виртуальная память").
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Рис. 8.5. Организация структуры с перекрытием. Можно поочередно загружать в память ветви A-B, A-C-D и A-C-E программы

Коды ветвей оверлейной структуры программы находятся на диске как абсолютные образы памяти и считываются драйвером оверлеев при необходимости. Для описания оверлейной структуры обычно используется специальный несложный язык (overlay description language). Совокупность файлов исполняемой программы дополняется файлом (обычно с расширением .odl), описывающим дерево вызовов внутри программы. Для примера, приведенного на [рис. 8.5](https://www.intuit.ru/studies/courses/2192/31/lecture/982?page=2#image.8.5), текст этого файла может выглядеть так:

A-(B,C)  
C-(D,E)

Синтаксис подобного файла может распознаваться загрузчиком. Привязка к физической памяти происходит в момент очередной загрузки одной из ветвей программы.

Оверлеи могут быть полностью реализованы на пользовательском уровне в системах с простой файловой структурой. ОС при этом лишь делает несколько больше операций ввода-вывода. Типовое решение – порождение линкером специальных команд, которые включают загрузчик каждый раз, когда требуется обращение к одной из перекрывающихся ветвей программы.

Тщательное проектирование оверлейной структуры отнимает много времени и требует знания устройства программы, ее кода, данных и языка описания оверлейной структуры. По этой причине применение оверлеев ограничено компьютерами с небольшим логическим адресным пространством. Как мы увидим в дальнейшем, проблема оверлейных сегментов, контролируемых программистом, отпадает благодаря появлению систем виртуальной памяти.

Заметим, что возможность организации структур с перекрытиями во многом обусловлена свойством локальности, которое позволяет хранить в памяти только ту информацию, которая необходима в конкретный момент вычислений.

##### Динамическое распределение. Свопинг

Имея дело с пакетными системами, можно обходиться фиксированными разделами и не использовать ничего более сложного. В системах с разделением времени возможна ситуация, когда память не в состоянии содержать все пользовательские процессы. Приходится прибегать к свопингу (swapping) – перемещению процессов из главной памяти на диск и обратно целиком. Частичная выгрузка процессов на диск осуществляется в системах со страничной организацией (paging) и будет рассмотрена ниже.

Выгруженный процесс может быть возвращен в то же самое адресное пространство или в другое. Это ограничение диктуется методом связывания. Для схемы связывания на этапе выполнения можно загрузить процесс в другое место памяти.

Свопинг не имеет непосредственного отношения к управлению памятью, скорее он связан с подсистемой планирования процессов. Очевидно, что свопинг увеличивает время переключения контекста. Время выгрузки может быть сокращено за счет организации специально отведенного пространства на диске (раздел для свопинга). Обмен с диском при этом осуществляется блоками большего размера, то есть быстрее, чем через стандартную файловую систему. Во многих версиях Unix свопинг начинает работать только тогда, когда возникает необходимость в снижении загрузки системы.

##### Схема с переменными разделами

В принципе, система свопинга может базироваться на фиксированных разделах. Более эффективной, однако, представляется схема динамического распределения или схема с переменными разделами, которая может использоваться и в тех случаях, когда все процессы целиком помещаются в памяти, то есть в отсутствие свопинга. В этом случае вначале вся память свободна и не разделена заранее на разделы. Вновь поступающей задаче выделяется строго необходимое количество памяти, не более. После выгрузки процесса память временно освобождается. По истечении некоторого времени память представляет собой переменное число разделов разного размера ([рис. 8.6](https://www.intuit.ru/studies/courses/2192/31/lecture/982?page=2#image.8.6)). Смежные свободные участки могут быть объединены.
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Рис. 8.6. Динамика распределения памяти между процессами (серым цветом показана неиспользуемая память)

В какой раздел помещать процесс? Наиболее распространены три стратегии.

* Стратегия первого подходящего (First fit). Процесс помещается в первый подходящий по размеру раздел.
* Стратегия наиболее подходящего (Best fit). Процесс помещается в тот раздел, где после его загрузки останется меньше всего свободного места.
* Стратегия наименее подходящего (Worst fit). При помещении в самый большой раздел в нем остается достаточно места для возможного размещения еще одного процесса.

Моделирование показало, что доля полезно используемой памяти в первых двух случаях больше, при этом первый способ несколько быстрее. Попутно заметим, что перечисленные стратегии широко применяются и другими компонентами ОС, например для размещения файлов на диске.

Типовой цикл работы менеджера памяти состоит в анализе запроса на выделение свободного участка (раздела), выборе его среди имеющихся в соответствии с одной из стратегий (первого подходящего, наиболее подходящего и наименее подходящего), загрузке процесса в выбранный раздел и последующих изменениях таблиц свободных и занятых областей. Аналогичная корректировка необходима и после завершения процесса. Связывание адресов может осуществляться на этапах загрузки и выполнения.

Этот метод более гибок по сравнению с методом фиксированных разделов, однако ему присуща внешняя фрагментация – наличие большого числа участков неиспользуемой памяти, не выделенной ни одному процессу. Выбор стратегии размещения процесса между первым подходящим и наиболее подходящим слабо влияет на величину фрагментации. Любопытно, что метод наиболее подходящего может оказаться наихудшим, так как он оставляет множество мелких незанятых блоков.

Статистический анализ показывает, что пропадает в среднем 1/3 памяти! Это известное правило 50% (два соседних свободных участка в отличие от двух соседних процессов могут быть объединены).

Одно из решений проблемы внешней фрагментации – организовать сжатие, то есть перемещение всех занятых (свободных) участков в сторону возрастания (убывания) адресов, так, чтобы вся свободная память образовала непрерывную область. Этот метод иногда называют схемой с перемещаемыми разделами. В идеале фрагментация после сжатия должна отсутствовать. Сжатие, однако, является дорогостоящей процедурой, алгоритм выбора оптимальной стратегии сжатия очень труден и, как правило, сжатие осуществляется в комбинации с выгрузкой и загрузкой по другим адресам.
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Описанные выше схемы недостаточно эффективно используют память, поэтому в современных схемах управления памятью не принято размещать процесс в оперативной памяти одним непрерывным блоком.

В самом простом и наиболее распространенном случае страничной организации памяти (или paging) как логическое адресное пространство, так и физическое представляются состоящими из наборов блоков или страниц одинакового размера. При этом образуются логические страницы(page), а соответствующие единицы в физической памяти называют физическими страницами или страничными кадрами (page frames). Страницы (и страничные кадры) имеют фиксированную длину, обычно являющуюся степенью числа 2, и не могут перекрываться. Каждый кадрсодержит одну страницу данных. При такой организации внешняя фрагментация отсутствует, а потери из-за внутренней фрагментации, поскольку процесс занимает целое число страниц, ограничены частью последней страницы процесса.

Логический адрес в страничной системе – упорядоченная пара (p,d), где p – номер страницы в виртуальной памяти, а d – смещение в рамках страницы p, на которой размещается адресуемый элемент. Заметим, что разбиение адресного пространства на страницы осуществляется вычислительной системой незаметно для программиста. Поэтому адрес является двумерным лишь с точки зрения операционной системы, а с точки зрения программиста адресное пространство процесса остается линейным.

Описываемая схема позволяет загрузить процесс, даже если нет непрерывной области кадров, достаточной для размещения процесса целиком. Но одного базового регистра для осуществления трансляции адреса в данной схеме недостаточно. Система отображения логических адресов в физические сводится к системе отображения логических страниц в физические и представляет собой таблицу страниц, которая хранится в оперативной памяти. Иногда говорят, что таблица страниц – это кусочно-линейная функция отображения, заданная в табличном виде.

Интерпретация логического адреса показана на [рис. 8.7](https://www.intuit.ru/studies/courses/2192/31/lecture/982?page=3#image.8.7). Если выполняемый процесс обращается к логическому адресу v = (p,d), механизм отображения ищет номер страницы p в таблице страниц и определяет, что эта страница находится в страничном кадре p', формируя реальный адрес из p' и d.

![Связь логического и физического адресов при страничной организации памяти](data:image/gif;base64,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)

Рис. 8.7. Связь логического и физического адресов при страничной организации памяти

Таблица страниц (page table) адресуется при помощи специального регистра процессора и позволяет определить номер кадра по логическому адресу. Помимо этой основной задачи, при помощи атрибутов, записанных в строке таблицы страниц, можно организовать контроль доступа к конкретной странице и ее защиту.

Отметим еще раз различие точек зрения пользователя и системы на используемую память. С точки зрения пользователя, его память – единое непрерывное пространство, содержащее только одну программу. Реальное отображение скрыто от пользователя и контролируется ОС. Заметим, что процессу пользователя чужая память недоступна. Он не имеет возможности адресовать память за пределами своей таблицы страниц, которая включает только его собственные страницы.

Для управления физической памятью ОС поддерживает структуру таблицы кадров. Она имеет одну запись на каждый физический кадр, показывающий его состояние.

Отображение адресов должно быть осуществлено корректно даже в сложных случаях и обычно реализуется аппаратно. Для ссылки на таблицу процессов используется специальный регистр. При переключении процессов необходимо найти таблицу страниц нового процесса, указатель на которую входит в контекст процесса.

**41**

Существуют две другие схемы организации управления памятью: сегментная и сегментно-страничная. Сегменты, в отличие от страниц, могут иметь переменный размер. Идея сегментации изложена во введении. При сегментной организации виртуальный адрес является двумерным как для программиста, так и для операционной системы, и состоит из двух полей – номера сегмента и смещения внутри сегмента. Подчеркнем, что в отличие от страничной организации, где линейный адрес преобразован в двумерный операционной системой для удобства отображения, здесь двумерность адреса является следствием представления пользователя о процессе не в виде линейного массива байтов, а как набор сегментов переменного размера (данные, код, стек...).

Программисты, пишущие на языках низкого уровня, должны иметь представление о сегментной организации, явным образом меняя значения сегментных регистров (это хорошо видно по текстам программ, написанных на Ассемблере). Логическое адресное пространство – набор сегментов. Каждый сегмент имеет имя, размер и другие параметры (уровень привилегий, разрешенные виды обращений, флаги присутствия). В отличие от страничной схемы, где пользователь задает только один адрес, который разбивается на номер страницы и смещение прозрачным для программиста образом, в сегментной схеме пользователь специфицирует каждый адрес двумя величинами: именем сегмента и смещением.

Каждый сегмент – линейная последовательность адресов, начинающаяся с 0. Максимальный размер сегмента определяется разрядностью процессора (при 32-разрядной адресации это 232 байт или 4 Гбайт). Размер сегмента может меняться динамически (например, сегмент стека). В элементе таблицы сегментов помимо физического адреса начала сегмента обычно содержится и длина сегмента. Если размер смещения в виртуальном адресе выходит за пределы размера сегмента, возникает исключительная ситуация.

Логический адрес – упорядоченная пара v=(s,d), номер сегмента и смещение внутри сегмента.

В системах, где сегменты поддерживаются аппаратно, эти параметры обычно хранятся в таблице дескрипторов сегментов, а программаобращается к этим дескрипторам по номерам-селекторам. При этом в контекст каждого процесса входит набор сегментных регистров, содержащих селекторы текущих сегментов кода, стека, данных и т. д. и определяющих, какие сегменты будут использоваться при разных видах обращений к памяти. Это позволяет процессору уже на аппаратном уровне определять допустимость обращений к памяти, упрощая реализацию защиты информации от повреждения и несанкционированного доступа.
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Рис. 8.8. Преобразование логического адреса при сегментной организации памяти

Аппаратная поддержка сегментов распространена мало (главным образом на процессорах Intel). В большинстве ОС сегментация реализуется на уровне, не зависящем от аппаратуры.

Хранить в памяти сегменты большого размера целиком так же неудобно, как и хранить процесс непрерывным блоком. Напрашивается идея разбиения сегментов на страницы. При сегментно-страничной организации памяти происходит двухуровневая трансляция виртуального адреса в физический. В этом случае логический адрес состоит из трех полей: номера сегмента логической памяти, номера страницы внутри сегментаи смещения внутри страницы. Соответственно, используются две таблицы отображения – таблица сегментов, связывающая номер сегмента с таблицей страниц, и отдельная таблица страниц для каждого сегмента.
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Рис. 8.9. Упрощенная схема формирования физического адреса при сегментно-страничной организации памяти

Сегментно-страничная и сегментная организация памяти позволяет легко организовать совместное использование одних и тех же данных и программного кода разными задачами. Для этого различные логические блоки памяти разных процессов отображают в один и тот же блок физической памяти, где размещается разделяемый фрагмент кода или данных.
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Суть концепции виртуальной памяти заключается в следующем. Информация, с которой работает активный процесс, должна располагаться в оперативной памяти. В схемах виртуальной памяти у процесса создается иллюзия того, что вся необходимая ему информация имеется в основной памяти. Для этого, во-первых, занимаемая процессом память разбивается на несколько частей, например страниц. Во-вторых, логический адрес (логическая страница), к которому обращается процесс, динамически транслируется в физический адрес (физическую страницу). И, наконец, в тех случаях, когда страница, к которой обращается процесс, не находится в физической памяти, нужно организовать ее подкачку с диска. Для контроля наличия страницы в памяти вводится специальный бит присутствия, входящий в состав атрибутов страницы в таблице страниц .

Таким образом, в наличии всех компонентов процесса в основной памяти необходимости нет. Важным следствием такой организации является то, что размер памяти, занимаемой процессом, может быть больше, чем размер оперативной памяти. Принцип локальности обеспечивает этой схеме нужную эффективность.

Возможность выполнения программы, находящейся в памяти лишь частично, имеет ряд вполне очевидных преимуществ.

* Программа не ограничена объемом физической памяти. Упрощается разработка программ, поскольку можно задействовать большие виртуальные пространства, не заботясь о размере используемой памяти.
* Поскольку появляется возможность частичного помещения программы (процесса) в память и гибкого перераспределения памяти между программами, можно разместить в памяти больше программ, что увеличивает загрузку процессора и пропускную способность системы.
* Объем ввода-вывода для выгрузки части программы на диск может быть меньше, чем в варианте классического свопинга, в итоге каждая программа будет работать быстрее.

Таким образом, возможность обеспечения (при поддержке операционной системы) для программы "видимости" практически неограниченной (характерный размер для 32-разрядных архитектур 232 = 4 Гбайт) адресуемой пользовательской памяти (логическое адресное пространство) при наличии основной памяти существенно меньших размеров (физическое адресное пространство) – очень важный аспект.

Но введение виртуальной памяти позволяет решать другую, не менее важную задачу – обеспечение контроля доступа к отдельным сегментам памяти и, в частности, защиту пользовательских программ друг от друга и защиту ОС от пользовательских программ. Каждый процесс работает со своими виртуальными адресами, трансляцию которых в физические выполняет аппаратура компьютера. Таким образом, пользовательский процесс лишен возможности напрямую обратиться к страницам основной памяти, занятым информацией, относящейся к другим процессам.

Например, 16-разрядный компьютер PDP-11/70 с 64 Кбайт логической памяти мог иметь до 2 Мбайт оперативной памяти. Операционная система этого компьютера тем не менее поддерживала виртуальную память, которая обеспечивала защиту и перераспределение основной памяти между пользовательскими процессами.

Напомним, что в системах с виртуальной памятью те адреса, которые генерирует программа (логические адреса), называются виртуальными, и они формируют виртуальное адресное пространство. Термин " виртуальная память " означает, что программист имеет дело с памятью, отличной от реальной, размер которой потенциально больше, чем размер оперативной памяти.

Хотя известны и чисто программные реализации виртуальной памяти, это направление получило наиболее широкое развитие после соответствующей аппаратной поддержки.

Следует отметить, что оборудование компьютера принимает участие в трансляции адреса практически во всех схемах управления памятью. Но в случае виртуальной памяти это становится более сложным вследствие разрывности отображения и многомерности логического адресного пространства. Может быть, наиболее существенным вкладом аппаратуры в реализацию описываемой схемы является автоматическая генерация исключительных ситуаций при отсутствии в памяти нужных страниц (page fault).

Любая из трех ранее рассмотренных схем управления памятью – страничной, сегментной и сегментно-страничной – пригодна для организации виртуальной памяти. Чаще всего используется cегментно-страничная модель, которая является синтезом страничной модели и идеи сегментации. Причем для тех архитектур, в которых сегменты не поддерживаются аппаратно, их реализация – задача архитектурно-независимого компонента менеджера памяти.
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Очевидно, что невозможно создать полностью машинно-независимый компонент управления виртуальной памятью. С другой стороны, имеются существенные части программного обеспечения, связанного с управлением виртуальной памятью, для которых детали аппаратной реализации совершенно не важны. Одним из достижений современных ОС является грамотное и эффективное разделение средств управления виртуальной памятью на аппаратно-независимую и аппаратно-зависимую части. Коротко рассмотрим, что и каким образом входит в аппаратно-зависимую часть подсистемы управления виртуальной памятью. Компоненты аппаратно-независимой подсистемы будут рассмотрены в следующей лекции.

В самом распространенном случае необходимо отобразить большое виртуальное адресное пространство в физическое адресное пространствосущественно меньшего размера. Пользовательский процесс или ОС должны иметь возможность осуществить запись по виртуальному адресу, а задача ОС – сделать так, чтобы записанная информация оказалась в физической памяти (впоследствии при нехватке оперативной памяти она может быть вытеснена во внешнюю память). В случае виртуальной памяти система отображения адресных пространств помимо трансляции адресов должна предусматривать ведение таблиц, показывающих, какие области виртуальной памяти в данный момент находятся в физической памяти и где именно размещаются.

#### Страничная виртуальная память

Как и в случае простой страничной организации, страничная виртуальная память и физическая память представляются состоящими из наборов блоков или страниц одинакового размера. Виртуальные адреса делятся на страницы (page), соответствующие единицы в физической памяти образуют страничные кадры (page frames), а в целом система поддержки страничной виртуальной памяти называется пейджингом (paging). Передача информации между памятью и диском всегда осуществляется целыми страницами.

После разбиения менеджером памяти виртуального адресного пространства на страницы виртуальный адрес преобразуется в упорядоченную пару (p,d), где p – номер страницы в виртуальной памяти, а d – смещение в рамках страницы p, внутри которой размещается адресуемый элемент. Процесс может выполняться, если его текущая страница находится в оперативной памяти. Если текущей страницы в главной памяти нет, она должна быть переписана (подкачана) из внешней памяти. Поступившую страницу можно поместить в любой свободный страничный кадр.

Поскольку число виртуальных страниц велико, таблица страниц принимает специфический вид (см. раздел "Структура таблицы страниц "), структура записей становится более сложной, среди атрибутов страницы появляются биты присутствия, модификации и другие управляющие биты.

При отсутствии страницы в памяти в процессе выполнения команды возникает исключительная ситуация, называемая страничное нарушение(page fault) или страничный отказ. Обработка страничного нарушения заключается в том, что выполнение команды прерывается, затребованная страница подкачивается из конкретного места вторичной памяти в свободный страничный кадр физической памяти и попытка выполнения команды повторяется. При отсутствии свободных страничных кадров на диск выгружается редко используемая страница. Проблемы замещения страниц и обработки страничных нарушений рассматриваются в следующей лекции.

Для управления физической памятью ОС поддерживает структуру таблицы кадров. Она имеет одну запись на каждый физический кадр, показывающую его состояние.

В большинстве современных компьютеров со страничной организацией в основной памяти хранится лишь часть таблицы страниц, а быстрота доступа к элементам таблицы текущей виртуальной памяти достигается, как будет показано ниже, за счет использования сверхбыстродействующей памяти, размещенной в кэше процессора.

#### Сегментно-страничная организации виртуальной памяти

Как и в случае простой сегментации, в схемах виртуальной памяти сегмент – это линейная последовательность адресов, начинающаяся с 0. При организации виртуальной памяти размер сегмента может быть велик, например, может превышать размер оперативной памяти. Повторяя все ранее приведенные рассуждения о размещении в памяти больших программ, приходим к разбиению сегментов на страницы и необходимости поддержки своей таблицы страниц для каждого сегмента.

На практике, однако, появления в системе большого количества таблиц страниц стараются избежать, организуя неперекрывающиеся сегменты в одном виртуальном пространстве, для описания которого хватает одной таблицы страниц. Таким образом, одна таблица страниц отводится для всего процесса. Например, в популярных ОС Linux и Windows 2000 все сегменты процесса, а также область памяти ядра ограничены виртуальным адресным пространством объемом 4 Гбайт. При этом ядро ОС располагается по фиксированным виртуальным адресам вне зависимости от выполняемого процесса.
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Организация таблицы страниц – один из ключевых элементов отображения адресов в страничной и сегментно-страничной схемах. Рассмотрим структуру таблицы страниц для случая страничной организации более подробно.

Итак, виртуальный адрес состоит из виртуального номера страницы и смещения. Номер записи в таблице страниц соответствует номеру виртуальной страницы. Размер записи колеблется от системы к системе, но чаще всего он составляет 32 бита. Из этой записи в таблице страниц находится номер кадра для данной виртуальной страницы, затем прибавляется смещение и формируется физический адрес. Помимо этого запись в таблице страниц содержит информацию об атрибутах страницы. Это биты присутствия и защиты (например, 0 – read/write, 1– read only...). Также могут быть указаны: бит модификации, который устанавливается, если содержимое страницы модифицировано, и позволяет контролировать необходимость перезаписи страницы на диск; бит ссылки, который помогает выделить малоиспользуемые страницы; бит, разрешающий кэширование, и другие управляющие биты. Заметим, что адреса страниц на диске не являются частью таблицы страниц.

Основную проблему для эффективной реализации таблицы страниц создают большие размеры виртуальных адресных пространств современных компьютеров, которые обычно определяются разрядностью архитектуры процессора. Самыми распространенными на сегодня являются 32-разрядные процессоры, позволяющие создавать виртуальные адресные пространства размером 4 Гбайт (для 64-разрядных компьютеров эта величина равна 264 байт). Кроме того, существует проблема скорости отображения, которая решается за счет использования так называемой ассоциативной памяти (см. следующий раздел).

Подсчитаем примерный размер таблицы страниц. В 32-битном адресном пространстве при размере страницы 4 Кбайт (Intel) получаем 232/212=220, то есть приблизительно миллион страниц, а в 64-битном и того более. Таким образом, таблица должна иметь примерно миллион строк (entry), причем запись в строке состоит из нескольких байтов. Заметим, что каждый процесс нуждается в своей таблице страниц (а в случае сегментно-страничной схемы желательно иметь по одной таблице страниц на каждый сегмент).

Понятно, что количество памяти, отводимое таблицам страниц, не может быть так велико. Для того чтобы избежать размещения в памяти огромной таблицы, ее разбивают на ряд фрагментов. В оперативной памяти хранят лишь некоторые, необходимые для конкретного момента исполнения фрагменты таблицы страниц. В силу свойства локальности число таких фрагментов относительно невелико. Выполнить разбиение таблицы страниц на части можно по-разному. Наиболее распространенный способ разбиения – организация так называемой многоуровневой таблицы страниц. Для примера рассмотрим двухуровневую таблицу с размером страниц 4 Кбайт, реализованную в 32-разрядной архитектуре Intel.

Таблица, состоящая из 220 строк, разбивается на 210 таблиц второго уровня по 210 строк. Эти таблицы второго уровня объединены в общую структуру при помощи одной таблицы первого уровня, состоящей из 210 строк. 32-разрядный адрес делится на 10-разрядное поле p1, 10-разрядное поле p2 и 12-разрядное смещение d. Поле p1 указывает на нужную строку в таблице первого уровня, поле p2 – второго, а поле d локализует нужный байт внутри указанного страничного кадра (см. [рис. 9.1](https://www.intuit.ru/studies/courses/2192/31/lecture/984?page=2#image.9.1)).
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Рис. 9.1. Пример двухуровневой таблицы страниц

При помощи всего лишь одной таблицы второго уровня можно охватить 4 Мбайт (4 Кбайт x 1024) оперативной памяти. Таким образом, для размещения процесса с большим объемом занимаемой памяти достаточно иметь в оперативной памяти одну таблицу первого уровня и несколько таблиц второго уровня. Очевидно, что суммарное количество строк в этих таблицах много меньше 220. Такой подход естественным образом обобщается на три и более уровней таблицы.

Наличие нескольких уровней, естественно, снижает производительность менеджера памяти. Несмотря на то что размеры таблиц на каждом уровне подобраны так, чтобы таблица помещалась целиком внутри одной страницы, обращение к каждому уровню – это отдельное обращение к памяти. Таким образом, трансляция адреса может потребовать нескольких обращений к памяти.
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Поиск номера кадра, соответствующего нужной странице, в многоуровневой таблице страниц требует нескольких обращений к основной памяти, поэтому занимает много времени. В некоторых случаях такая задержка недопустима. Проблема ускорения поиска решается на уровне архитектуры компьютера.

В соответствии со свойством локальности большинство программ в течение некоторого промежутка времени обращаются к небольшому количеству страниц, поэтому активно используется только небольшая часть таблицы страниц.

Естественное решение проблемы ускорения – снабдить компьютер аппаратным устройством для отображения виртуальных страниц в физические без обращения к таблице страниц, то есть иметь небольшую, быструю кэш-память, хранящую необходимую на данный момент часть таблицы страниц. Это устройство называется ассоциативной памятью, иногда также употребляют термин буфер поиска трансляции (translation lookaside buffer – TLB).

Одна запись таблицы в ассоциативной памяти (один вход) содержит информацию об одной виртуальной странице: ее атрибуты и кадр, в котором она находится. Эти поля в точности соответствуют полям в таблице страниц.

Так как ассоциативная память содержит только некоторые из записей таблицы страниц, каждая запись в TLB должна включать поле с номером виртуальной страницы. Память называется ассоциативной, потому что в ней происходит одновременное сравнение номера отображаемой виртуальной страницы с соответствующим полем во всех строках этой небольшой таблицы. Поэтому данный вид памяти достаточно дорого стоит. В строке, поле виртуальной страницы которой совпало с искомым значением, находится номер страничного кадра. Обычное число записей в TLB от 8 до 4096. Рост количества записей в ассоциативной памяти должен осуществляться с учетом таких факторов, как размер кэша основной памяти и количества обращений к памяти при выполнении одной команды.

Рассмотрим функционирование менеджера памяти при наличии ассоциативной памяти.

В начале информация об отображении виртуальной страницы в физическую отыскивается в ассоциативной памяти. Если нужная запись найдена – все нормально, за исключением случаев нарушения привилегий, когда запрос на обращение к памяти отклоняется.

Если нужная запись в ассоциативной памяти отсутствует, отображение осуществляется через таблицу страниц. Происходит замена одной из записей в ассоциативной памяти найденной записью из таблицы страниц. Здесь мы сталкиваемся с традиционной для любого кэша проблемой замещения (а именно какую из записей в кэше необходимо изменить). Конструкция ассоциативной памяти должна организовывать записи таким образом, чтобы можно было принять решение о том, какая из старых записей должна быть удалена при внесении новых.

Число удачных поисков номера страницы в ассоциативной памяти по отношению к общему числу поисков называется hit (совпадение) ratio (пропорция, отношение). Иногда также используется термин "процент попаданий в кэш". Таким образом, hit ratio – часть ссылок, которая может быть сделана с использованием ассоциативной памяти. Обращение к одним и тем же страницам повышает hit ratio. Чем больше hit ratio, тем меньше среднее время доступа к данным, находящимся в оперативной памяти.

Предположим, например, что для определения адреса в случае кэш-промаха через таблицу страниц необходимо 100 нс, а для определения адреса в случае кэш-попадания через ассоциативную память – 20 нс. С 90% hit ratio среднее время определения адреса – 0,9x20+0,1x100 = 28 нс.

Вполне приемлемая производительность современных ОС доказывает эффективность использования ассоциативной памяти. Высокое значение вероятности нахождения данных в ассоциативной памяти связано с наличием у данных объективных свойств: пространственной и временной локальности.

Необходимо обратить внимание на следующий факт. При переключении контекста процессов нужно добиться того, чтобы новый процесс "не видел" в ассоциативной памяти информацию, относящуюся к предыдущему процессу, например очищать ее. Таким образом, использование ассоциативной памяти увеличивает время переключения контекста.

Рассмотренная двухуровневая ( ассоциативная память + таблица страниц ) схема преобразования адреса является ярким примером иерархии памяти, основанной на использовании принципа локальности, о чем говорилось во введении к предыдущей лекции.
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Из материала предыдущей лекции следует, что отображение виртуального адреса в физический осуществляется при помощи таблицы страниц. Для каждой виртуальной страницы запись в таблице страниц содержит номер соответствующего страничного кадра в оперативной памяти, а также атрибуты страницы для контроля обращений к памяти.

Что же происходит, когда нужной страницы в памяти нет или операция обращения к памяти недопустима? Естественно, что операционная система должна быть как-то оповещена о происшедшем. Обычно для этого используется механизм исключительных ситуаций (exceptions). При попытке выполнить подобное обращение к виртуальной странице возникает исключительная ситуация "страничное нарушение" ( page fault), приводящая к вызову специальной последовательности команд для обработки конкретного вида страничного нарушения.

Страничное нарушение может происходить в самых разных случаях: при отсутствии страницы в оперативной памяти, при попытке записи в страницу с атрибутом "только чтение" или при попытке чтения или записи страницы с атрибутом "только выполнение". В любом из этих случаев вызывается обработчик страничного нарушения, являющийся частью операционной системы. Ему обычно передается причина возникновения исключительной ситуации и виртуальный адрес, обращение к которому вызвало нарушение.

Нас будет интересовать конкретный вариант страничного нарушения - обращение к отсутствующей странице, поскольку именно его обработка во многом определяет производительность страничной системы. Когда программа обращается к виртуальной странице, отсутствующей в основной памяти, операционная система должна выделить страницу основной памяти, переместить в нее копию виртуальной страницы из внешней памяти и модифицировать соответствующий элемент таблицы страниц.

Повышение производительности вычислительной системы может быть достигнуто за счет уменьшения частоты страничных нарушений, а также за счет увеличения скорости их обработки. Время эффективного доступа к отсутствующей в оперативной памяти странице складывается из:

* обслуживания исключительной ситуации ( page fault );
* чтения (подкачки) страницы из вторичной памяти (иногда, при недостатке места в основной памяти, необходимо вытолкнуть одну из страниц из основной памяти во вторичную, то есть осуществить замещение страницы);
* возобновления выполнения процесса, вызвавшего данный page fault.

Для решения первой и третьей задач ОС выполняет до нескольких сот машинных инструкций в течение нескольких десятков микросекунд. Время подкачки страницы близко к нескольким десяткам миллисекунд. Проведенные исследования показывают, что вероятности page fault 5x10-7 оказывается достаточно, чтобы снизить производительность страничной схемы управления памятью на 10%. Таким образом, уменьшение частоты page faults является одной из ключевых задач системы управления памятью. Ее решение обычно связано с правильным выбором алгоритма замещения страниц.
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Программное обеспечение подсистемы управления памятью связано с реализацией следующих стратегий:

Стратегия выборки (fetch policy) - в какой момент следует переписать страницу из вторичной памяти в первичную. Существует два основных варианта выборки - по запросу и с упреждением. Алгоритм выборки по запросу вступает в действие в тот момент, когда процесс обращается к отсутствующей странице, содержимое которой находится на диске. Его реализация заключается в загрузке страницы с диска в свободную физическую страницу и коррекции соответствующей записи таблицы страниц.

Алгоритм выборки с упреждением осуществляет опережающее чтение, то есть кроме страницы, вызвавшей исключительную ситуацию, в память также загружается несколько страниц, окружающих ее (обычно соседние страницы располагаются во внешней памяти последовательно и могут быть считаны за одно обращение к диску). Такой алгоритм призван уменьшить накладные расходы, связанные с большим количеством исключительных ситуаций, возникающих при работе со значительными объемами данных или кода; кроме того, оптимизируется работа с диском.

Стратегия размещения (placement policy) - в какой участок первичной памяти поместить поступающую страницу. В системах со страничной организацией все просто - в любой свободный страничный кадр. В случае систем с сегментной организацией необходима стратегия, аналогичная стратегии с динамическим распределением.

Стратегия замещения (replacement policy) - какую страницу нужно вытолкнуть во внешнюю память, чтобы освободить место в оперативной памяти. Разумная стратегия замещения, реализованная в соответствующем алгоритме замещения страниц, позволяет хранить в памяти самую необходимую информацию и тем самым снизить частоту страничных нарушений . Замещение должно происходить с учетом выделенного каждому процессу количества кадров. Кроме того, нужно решить, должна ли замещаемая страница принадлежать процессу, который инициировал замещение, или она должна быть выбрана среди всех кадров основной памяти.

**48**

Итак, наиболее ответственным действием менеджера памяти является выделение кадра оперативной памяти для размещения в ней виртуальной страницы, находящейся во внешней памяти. Напомним, что мы рассматриваем ситуацию, когда размер виртуальной памяти для каждого процесса может существенно превосходить размер основной памяти. Это означает, что при выделении страницы основной памяти с большой вероятностью не удастся найти свободный страничный кадр. В этом случае операционная система в соответствии с заложенными в нее критериями должна:

* найти некоторую занятую страницу основной памяти;
* переместить в случае надобности ее содержимое во внешнюю память;
* переписать в этот страничный кадр содержимое нужной виртуальной страницы из внешней памяти;
* должным образом модифицировать необходимый элемент соответствующей таблицы страниц;
* продолжить выполнение процесса, которому эта виртуальная страница понадобилась.

Заметим, что при замещении приходится дважды передавать страницу между основной и вторичной памятью. Процесс замещения может быть оптимизирован за счет использования бита модификации (один из атрибутов страницы в таблице страниц). Бит модификации устанавливается компьютером, если хотя бы один байт был записан на страницу. При выборе кандидата на замещение проверяется бит модификации. Если битне установлен, нет необходимости переписывать данную страницу на диск, ее копия на диске уже имеется. Подобный метод также применяется к read-only-страницам, они никогда не модифицируются. Эта схема уменьшает время обработки page fault.

Существует большое количество разнообразных алгоритмов замещения страниц. Все они делятся на локальные и глобальные. Локальные алгоритмы, в отличие от глобальных, распределяют фиксированное или динамически настраиваемое число страниц для каждого процесса. Когда процесс израсходует все предназначенные ему страницы, система будет удалять из физической памяти одну из его страниц, а не из страниц других процессов. Глобальный же алгоритм замещения в случае возникновения исключительной ситуации удовлетворится освобождением любой физической страницы, независимо от того, какому процессу она принадлежала.

Глобальные алгоритмы имеют ряд недостатков. Во-первых, они делают одни процессы чувствительными к поведению других процессов. Например, если один процесс в системе одновременно использует большое количество страниц памяти, то все остальные приложения будут в результате ощущать сильное замедление из-за недостатка кадров памяти для своей работы. Во-вторых, некорректно работающее приложениеможет подорвать работу всей системы (если, конечно, в системе не предусмотрено ограничение на размер памяти, выделяемой процессу), пытаясь захватить больше памяти. Поэтому в многозадачной системе иногда приходится использовать более сложные локальные алгоритмы. Применение локальных алгоритмов требует хранения в операционной системе списка физических кадров, выделенных каждому процессу. Этот список страниц иногда называют резидентным множеством процесса. В одном из следующих разделов рассмотрен вариант алгоритма подкачки, основанный на приведении резидентного множества в соответствие так называемому рабочему набору процесса.

Эффективность алгоритма обычно оценивается на конкретной последовательности ссылок к памяти, для которой подсчитывается число возникающих page faults. Эта последовательность называется строкой обращений (reference string). Мы можем генерировать строку обращений искусственным образом при помощи датчика случайных чисел или трассируя конкретную систему. Последний метод дает слишком много ссылок, для уменьшения числа которых можно сделать две вещи:

* для конкретного размера страниц можно запоминать только их номера, а не адреса, на которые идет ссылка;
* несколько подряд идущих ссылок на одну страницу можно фиксировать один раз.

Как уже говорилось, большинство процессоров имеют простейшие аппаратные средства, позволяющие собирать некоторую статистику обращений к памяти. Эти средства обычно включают два специальных флага на каждый элемент таблицы страниц. Флаг ссылки (reference бит) автоматически устанавливается, когда происходит любое обращение к этой странице, а уже рассмотренный выше флаг изменения (modify бит) устанавливается, если производится запись в эту страницу. Операционная система периодически проверяет установку таких флагов, для того чтобы выделить активно используемые страницы, после чего значения этих флагов сбрасываются.

Рассмотрим ряд алгоритмов замещения страниц.

#### Алгоритм FIFO. Выталкивание первой пришедшей страницы

Простейший алгоритм. Каждой странице присваивается временная метка. Реализуется это просто созданием очереди страниц, в конец которой страницы попадают, когда загружаются в физическую память, а из начала берутся, когда требуется освободить память. Для замещения выбирается старейшая страница. К сожалению, эта стратегия с достаточной вероятностью будет приводить к замещению активно используемых страниц, например страниц кода текстового процессора при редактировании файла. Заметим, что при замещении активных страниц все работает корректно, но page fault происходит немедленно.

##### Аномалия Билэди (Belady)

На первый взгляд кажется очевидным, что чем больше в памяти страничных кадров, тем реже будут иметь место page faults. Удивительно, но это не всегда так. Как установил Билэди с коллегами, определенные последовательности обращений к страницам в действительности приводят к увеличению числа страничных нарушений при увеличении кадров, выделенных процессу. Это явление носит название "аномалии Билэди"или "аномалии FIFO ".

Система с тремя кадрами (9 faults) оказывается более производительной, чем с четырьмя кадрами (10 faults), для строки обращений к памяти 012301401234 при выборе стратегии FIFO.

![Аномалия Билэди: (a) - FIFO с тремя страничными кадрами; (b) - FIFO с четырьмя страничными кадрами](data:image/gif;base64,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)

Рис. 10.1. Аномалия Билэди: (a) - FIFO с тремя страничными кадрами; (b) - FIFO с четырьмя страничными кадрами

Аномалию Билэди следует считать скорее курьезом, чем фактором, требующим серьезного отношения, который иллюстрирует сложность ОС, где интуитивный подход не всегда приемлем.

#### Оптимальный алгоритм (OPT)

Одним из последствий открытия аномалии Билэди стал поиск оптимального алгоритма, который при заданной строке обращений имел бы минимальную частоту page faults среди всех других алгоритмов. Такой алгоритм был найден. Он прост: замещай страницу, которая не будет использоваться в течение самого длительного периода времени.

Каждая страница должна быть помечена числом инструкций, которые будут выполнены, прежде чем на эту страницу будет сделана первая ссылка. Выталкиваться должна страница, для которой это число наибольшее.

Этот алгоритм легко описать, но реализовать невозможно. ОС не знает, к какой странице будет следующее обращение. (Ранее такие проблемы возникали при планировании процессов - алгоритм SJF).

Зато мы можем сделать вывод, что для того, чтобы алгоритм замещения был максимально близок к идеальному алгоритму, система должна как можно точнее предсказывать обращения процессов к памяти. Данный алгоритм применяется для оценки качества реализуемых алгоритмов.

#### Выталкивание дольше всего не использовавшейся страницы. Алгоритм LRU

Одним из приближений к алгоритму OPT является алгоритм, исходящий из эвристического правила, что недавнее прошлое - хороший ориентир для прогнозирования ближайшего будущего.

Ключевое отличие между FIFO и оптимальным алгоритмом заключается в том, что один смотрит назад, а другой вперед. Если использовать прошлое для аппроксимации будущего, имеет смысл замещать страницу, которая не использовалась в течение самого долгого времени. Такой подход называется least recently used алгоритм ( LRU ). Работа алгоритма проиллюстрирована на рис. [рис. 10.2](https://www.intuit.ru/studies/courses/2192/31/lecture/986?page=2#image.10.2). Сравнивая рис. 10.1 b и 10.2, можно увидеть, что использование LRU алгоритма позволяет сократить количество страничных нарушений.

![Пример работы алгоритма LRU](data:image/gif;base64,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)

Рис. 10.2. Пример работы алгоритма LRU

LRU - хороший, но труднореализуемый алгоритм. Необходимо иметь связанный список всех страниц в памяти, в начале которого будут хранится недавно использованные страницы. Причем этот список должен обновляться при каждом обращении к памяти. Много времени нужно и на поиск страниц в таком списке.

В [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)] рассмотрен вариант реализации алгоритма LRU со специальным 64-битным указателем, который автоматически увеличивается на единицу после выполнения каждой инструкции, а в таблице страниц имеется соответствующее поле, в которое заносится значение указателя при каждой ссылке на страницу. При возникновении page fault выгружается страница с наименьшим значением этого поля.

Как оптимальный алгоритм, так и LRU не страдают от аномалии Билэди. Существует класс алгоритмов, для которых при одной и той же строке обращений множество страниц в памяти для n кадров всегда является подмножеством страниц для n+1 кадра. Эти алгоритмы не проявляют аномалии Билэди и называются стековыми (stack) алгоритмами.

#### Выталкивание редко используемой страницы. Алгоритм NFU

Поскольку большинство современных процессоров не предоставляют соответствующей аппаратной поддержки для реализации алгоритма LRU, хотелось бы иметь алгоритм, достаточно близкий к LRU, но не требующий специальной поддержки.

Программная реализация алгоритма, близкого к LRU, - алгоритм NFU(Not Frequently Used).

Для него требуются программные счетчики, по одному на каждую страницу, которые сначала равны нулю. При каждом прерывании по времени (а не после каждой инструкции) операционная система сканирует все страницы в памяти и у каждой страницы с установленным флагом обращения увеличивает на единицу значение счетчика, а флаг обращения сбрасывает.

Таким образом, кандидатом на освобождение оказывается страница с наименьшим значением счетчика, как страница, к которой реже всего обращались. Главный недостаток алгоритма NFU состоит в том, что он ничего не забывает. Например, страница, к которой очень часто обращались в течение некоторого времени, а потом обращаться перестали, все равно не будет удалена из памяти, потому что ее счетчик содержит большую величину. Например, в многопроходных компиляторах страницы, которые активно использовались во время первого прохода, могут надолго сохранить большие значения счетчика, мешая загрузке полезных в дальнейшем страниц.

К счастью, возможна небольшая модификация алгоритма, которая позволяет ему "забывать". Достаточно, чтобы при каждом прерывании по времени содержимое счетчика сдвигалось вправо на 1 бит, а уже затем производилось бы его увеличение для страниц с установленным флагом обращения.

Другим, уже более устойчивым недостатком алгоритма является длительность процесса сканирования таблиц страниц.

#### Другие алгоритмы

Для полноты картины можно упомянуть еще несколько алгоритмов.

Например, алгоритм Second-Chance - модификация алгоритма FIFO, которая позволяет избежать потери часто используемых страниц с помощью анализа флага обращений (бита ссылки) для самой старой страницы. Если флаг установлен, то страница, в отличие от алгоритма FIFO, не выталкивается, а ее флаг сбрасывается, и страница переносится в конец очереди. Если первоначально флаги обращений были установлены для всех страниц (на все страницы ссылались), алгоритм Second-Chance превращается в алгоритм FIFO. Данный алгоритм использовался в Multics и BSD Unix.

В компьютере Macintosh использован алгоритм NRU (Not Recently-Used), где страница-"жертва" выбирается на основе анализа битов модификации и ссылки. Интересные стратегии, основанные на буферизации страниц, реализованы в VAX/VMS и Mach.
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Итак, что делать, если в распоряжении процесса имеется недостаточное число кадров? Нужно ли его приостановить с освобождением всех кадров? Что следует понимать под достаточным количеством кадров?

#### Трешинг (Thrashing)

Хотя теоретически возможно уменьшить число кадров процесса до минимума, существует какое-то число активно используемых страниц, без которого процесс часто генерирует page faults. Высокая частота страничных нарушений называется трешинг (thrashing, иногда употребляется русский термин "пробуксовка", см. [рис. 10.3](https://www.intuit.ru/studies/courses/2192/31/lecture/986?page=3#image.10.3)). Процесс находится в состоянии трешинга, если при его работе больше времени уходит на подкачку страниц, нежели на выполнение команд. Такого рода критическая ситуация возникает вне зависимости от конкретных алгоритмов замещения.
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Рис. 10.3. Частота page faults в зависимости от количества кадров, выделенных процессу

Часто результатом трешинга является снижение производительности вычислительной системы. Один из нежелательных сценариев развития событий может выглядеть следующим образом. При глобальном алгоритме замещения процесс, которому не хватает кадров, начинает отбирать кадры у других процессов, которые в свою очередь начинают заниматься тем же. В результате все процессы попадают в очередь запросов к устройству вторичной памяти (находятся в состоянии ожидания), а очередь процессов в состоянии готовности пустеет. Загрузка процессора снижается. Операционная система реагирует на это увеличением степени мультипрограммирования, что приводит к еще большему трешингу и дальнейшему снижению загрузки процессора. Таким образом, пропускная способность системы падает из-за трешинга.

Эффект трешинга, возникающий при использовании глобальных алгоритмов, может быть ограничен за счет применения локальных алгоритмов замещения. При локальных алгоритмах замещения если даже один из процессов попал в трешинг, это не сказывается на других процессах. Однако он много времени проводит в очереди к устройству выгрузки, затрудняя подкачку страниц остальных процессов.

Критическая ситуация типа трешинга возникает вне зависимости от конкретных алгоритмов замещения. Единственным алгоритмом, теоретически гарантирующим отсутствие трешинга, является рассмотренный выше не реализуемый на практике оптимальный алгоритм.

Итак, трешинг - это высокая частота страничных нарушений. Hеобходимо ее контролировать. Когда она высока, процесс нуждается в кадрах. Можно, устанавливая желаемую частоту page faults, регулировать размер процесса, добавляя или отнимая у него кадры. Может оказаться целесообразным выгрузить процесс целиком. Освободившиеся кадры выделяются другим процессам с высокой частотой page faults.

Для предотвращения трешинга требуется выделять процессу столько кадров, сколько ему нужно. Hо как узнать, сколько ему нужно? Необходимо попытаться выяснить, как много кадров процесс реально использует. Для решения этой задачи Деннинг использовал модель рабочего множества, которая основана на применении принципа локальности.

#### Модель рабочего множества

Рассмотрим поведение реальных процессов.

Процессы начинают работать, не имея в памяти необходимых страниц. В результате при выполнении первой же машинной инструкции возникает page fault, требующий подкачки порции кода. Следующий page fault происходит при локализации глобальных переменных и еще один - при выделении памяти для стека. После того как процесс собрал большую часть необходимых ему страниц, page faults возникают редко.

Таким образом, существует набор страниц (P1, P2, ... Pn), активно использующихся вместе, который позволяет процессу в момент времени t в течение некоторого периода T производительно работать, избегая большого количества page faults. Этот набор страниц называется рабочим множеством W(t,T) ( working set ) процесса. Число страниц в рабочем множестве определяется параметром Т, является неубывающей функцией T и относительно невелико. Иногда T называют размером окна рабочего множества, через которое ведется наблюдение за процессом (см. [рис. 10.4](https://www.intuit.ru/studies/courses/2192/31/lecture/986?page=3#image.10.4)).
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Рис. 10.4. Пример рабочего множества процесса

Легко написать тестовую программу, которая систематически работает с большим диапазоном адресов, но, к счастью, большинство реальных процессов не ведут себя подобным образом, а проявляют свойство локальности. В течение любой фазы вычислений процесс работает с небольшим количеством страниц.

Когда процесс выполняется, он двигается от одного рабочего множества к другому. Программа обычно состоит из нескольких рабочих множеств, которые могут перекрываться. Hапример, когда вызвана процедура, она определяет новое рабочее множество, состоящее из страниц, содержащих инструкции процедуры, ее локальные и глобальные переменные. После ее завершения процесс покидает это рабочее множество, но может вернуться к нему при новом вызове процедуры. Таким образом, рабочее множество определяется кодом и данными программы. Если процессу выделять меньше кадров, чем ему требуется для поддержки рабочего множества, он будет находиться в состоянии трешинга.

Принцип локальности ссылок препятствует частым изменениям рабочих наборов процессов. Формально это можно выразить следующим образом. Если в период времени (t-T, t) программа обращалась к страницам W(t,T), то при надлежащем выборе T с большой вероятностью эта программа будет обращаться к тем же страницам в период времени (t, t+T). Другими словами, принцип локальности утверждает, что если не слишком далеко заглядывать в будущее, то можно достаточно точно его прогнозировать исходя из прошлого. Понятно, что с течением времени рабочий набор процесса может изменяться (как по составу страниц, так и по их числу).

Наиболее важное свойство рабочего множества - его размер. ОС должна выделить каждому процессу достаточное число кадров, чтобы поместилось его рабочее множество. Если кадры еще остались, то может быть инициирован другой процесс. Если рабочие множества процессов не помещаются в память и начинается трешинг, то один из процессов можно выгрузить на диск.

Решение о размещении процессов в памяти должно, следовательно, базироваться на размере его рабочего множества. Для впервые инициируемых процессов это решение может быть принято эвристически. Во время работы процесса система должна уметь определять: расширяет процесс свое рабочее множество или перемещается на новое рабочее множество. Если в состав атрибутов страницы включить время последнего использования ti (для страницы с номером i ), то принадлежность i-й страницы к рабочему набору, определяемому параметром T в момент времени t будет выражаться неравенством: t-T < ti < t. Алгоритм выталкивания страниц WSClock, использующий информацию о рабочем наборе процесса, описан в [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)].

Другой способ реализации данного подхода может быть основан на отслеживании количества страничных нарушений, вызываемых процессом. Если процесс часто генерирует page faults и память не слишком заполнена, то система может увеличить число выделенных ему кадров. Если же процесс не вызывает исключительных ситуаций в течение некоторого времени и уровень генерации ниже какого-то порога, то число кадров процесса может быть урезано. Этот способ регулирует лишь размер множества страниц, принадлежащих процессу, и должен быть дополнен какой-либо стратегией замещения страниц. Несмотря на то что система при этом может пробуксовывать в моменты перехода от одного рабочего множества к другому, предлагаемое решение в состоянии обеспечить наилучшую производительность для каждого процесса, не требуя никакой дополнительной настройки системы.
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Подсистема виртуальной памяти работает производительно при наличии резерва свободных страничных кадров. Алгоритмы, обеспечивающие поддержку системы в состоянии отсутствия трешинга, реализованы в составе фоновых процессов (их часто называют демонами или сервисами), которые периодически "просыпаются" и инспектируют состояние памяти. Если свободных кадров оказывается мало, они могут сменить стратегию замещения. Их задача - поддерживать систему в состоянии наилучшей производительности.

Примером такого рода процесса может быть фоновый процесс - сборщик страниц, реализующий облегченный вариант алгоритма откачки, основанный на использовании рабочего набора и применяемый во многих клонах ОС Unix (см., например,[[Bach, 1986](https://www.intuit.ru/studies/courses/2192/31/literature#literature.1)]). Данный демонпроизводит откачку страниц, не входящих в рабочие наборы процессов. Он начинает активно работать, когда количество страниц в списке свободных страниц достигает установленного нижнего порога, и пытается выталкивать страницы в соответствии с собственной стратегией.

Но если возникает требование страницы в условиях, когда список свободных страниц пуст, то начинает работать механизм свопинга, поскольку простое отнятие страницы у любого процесса (включая тот, который затребовал бы страницу) потенциально вело бы к ситуации thrashing, и разрушало бы рабочий набор некоторого процесса. Любой процесс, затребовавший страницу не из своего текущего рабочего набора, становится в очередь на выгрузку в расчете на то, что после завершения выгрузки хотя бы одного из процессов свободной памяти уже может быть достаточно.

В ОС Windows 2000 аналогичную роль играет менеджер балансного набора (Working set manager), который вызывается раз в секунду или тогда, когда размер свободной памяти опускается ниже определенного предела, и отвечает за суммарную политику управления памятью и поддержку рабочих множеств.
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#### Имена файлов

Файлы представляют собой абстрактные объекты. Их задача - хранить информацию, скрывая от пользователя детали работы с устройствами. Когда процесс создает файл, он дает ему имя. После завершения процесса файл продолжает существовать и через свое имя может быть доступен другим процессам.

Правила именования файлов зависят от ОС. Многие ОС поддерживают имена из двух частей (имя+расширение), например progr.c ( файл, содержащий текст программы на языке Си) или autoexec.bat ( файл, содержащий команды интерпретатора командного языка). Тип расширения файла позволяет ОС организовать работу с ним различных прикладных программ в соответствии с заранее оговоренными соглашениями. Обычно ОС накладывают некоторые ограничения, как на используемые в имени символы, так и на длину имени файла. В соответствии со стандартом POSIX, популярные ОС оперируют удобными для пользователя длинными именами (до 255 символов).

#### Типы файлов

Важный аспект организации файловой системы и ОС - следует ли поддерживать и распознавать типы файлов. Если да, то это может помочь правильному функционированию ОС, например не допустить вывода на принтер бинарного файла.

Основные типы файлов: регулярные (обычные) файлы и директории (справочники, каталоги ). Обычные файлы содержат пользовательскую информацию. Директории - системные файлы, поддерживающие структуру файловой системы. В каталоге содержится перечень входящих в него файлов и устанавливается соответствие между файлами и их характеристиками ( атрибутами ). Мы будем рассматривать директории ниже.

Напомним, что хотя внутри подсистемы управления файлами обычный файл представляется в виде набора блоков внешней памяти, для пользователей обеспечивается представление файла в виде линейной последовательности байтов. Такое представление позволяет использовать абстракцию файла при работе с внешними устройствами, при организации межпроцессных взаимодействий и т. д. Так, например, клавиатура обычно рассматривается как текстовый файл, из которого компьютер получает данные в символьном формате. Поэтому иногда к файлам приписывают другие объекты ОС, например специальные символьные файлы и специальные блочные файлы, именованные каналы и сокеты, имеющие файловый интерфейс. Эти объекты рассматриваются в других разделах данного курса.

Далее речь пойдет главным образом об обычных файлах.

Обычные (или регулярные) файлы реально представляют собой набор блоков (возможно, пустой) на устройстве внешней памяти, на котором поддерживается файловая система. Такие файлы могут содержать как текстовую информацию (обычно в формате ASCII), так и произвольную двоичную (бинарную) информацию.

Текстовые файлы содержат символьные строки, которые можно распечатать, увидеть на экране или редактировать обычным текстовым редактором.

Другой тип файлов - нетекстовые, или бинарные, файлы. Обычно они имеют некоторую внутреннюю структуру. Например, исполняемый файл в ОС Unix имеет пять секций: заголовок, текст, данные, биты реаллокации и символьную таблицу. ОС выполняет файл, только если он имеет нужный формат. Другим примером бинарного файла может быть архивный файл. Типизация файлов не слишком строгая.

Обычно прикладные программы, работающие с файлами, распознают тип файла по его имени в соответствии с общепринятыми соглашениями. Например, файлы с расширениями .c, .pas, .txt - ASCII-файлы, файлы с расширениями .exe - выполнимые, файлы с расширениями .obj, .zip - бинарные и т. д.

#### Атрибуты файлов

Кроме имени ОС часто связывают с каждым файлом и другую информацию, например дату модификации, размер и т. д. Эти другие характеристики файлов называются атрибутами . Список атрибутов в разных ОС может варьироваться. Обычно он содержит следующие элементы: основную информацию (имя, тип файла ), адресную информацию (устройство, начальный адрес, размер), информацию об управлении доступом (владелец, допустимые операции) и информацию об использовании (даты создания, последнего чтения, модификации и др.).

Список атрибутов обычно хранится в структуре директорий (см. следующую лекцию) или других структурах, обеспечивающих доступ к данным файла.
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Программист воспринимает файл в виде набора однородных записей. Запись - это наименьший элемент данных, который может быть обработан как единое целое прикладной программой при обмене с внешним устройством. Причем в большинстве ОС размер записи равен одному байту. В то время как приложения оперируют записями, физический обмен с устройством осуществляется большими единицами (обычно блоками). Поэтому записи объединяются в блоки для вывода и разблокируются - для ввода. Вопросы распределения блоков внешней памяти между файлами рассматриваются в следующей лекции.

ОС поддерживают несколько вариантов структуризации файлов.

#### Последовательный файл

Простейший вариант - так называемый последовательный файл. То есть файл является последовательностью записей. Поскольку записи, как правило, однобайтовые, файл представляет собой неструктурированную последовательность байтов.

Обработка подобных файлов предполагает последовательное чтение записей от начала файла, причем конкретная запись определяется ее положением в файле. Такой способ доступа называется последовательным (модель ленты). Если в качестве носителя файла используется магнитная лента, то так и делается. Текущая позиция считывания может быть возвращена к началу файла (rewind).

#### Файл прямого доступа

В реальной практике файлы хранятся на устройствах прямого (random) доступа, например на дисках, поэтому содержимое файла может быть разбросано по разным блокам диска, которые можно считывать в произвольном порядке. Причем номер блока однозначно определяется позицией внутри файла.

Здесь имеется в виду относительный номер, специфицирующий данный блок среди блоков диска, принадлежащих файлу. О связи относительного номера блока с абсолютным его номером на диске рассказывается в следующей лекции.

Естественно, что в этом случае для доступа к середине файла просмотр всего файла с самого начала не обязателен. Для специфицирования места, с которого надо начинать чтение, используются два способа: с начала или с текущей позиции, которую дает операция seek. Файл, байты которого могут быть считаны в произвольном порядке, называется файлом прямого доступа .

Таким образом, файл, состоящий из однобайтовых записей на устройстве прямого доступа, - наиболее распространенный способ организации файла. Базовыми операциями для такого рода файлов являются считывание или запись символа в текущую позицию. В большинстве языков высокого уровня предусмотрены операторы посимвольной пересылки данных в файл или из него.

Подобную логическую структуру имеют файлы во многих файловых системах, например в файловых системах ОС Unix и MS-DOS. ОС не осуществляет никакой интерпретации содержимого файла. Эта схема обеспечивает максимальную гибкость и универсальность. С помощью базовых системных вызовов (или функций библиотеки ввода/вывода) пользователи могут как угодно структурировать файлы. В частности, многие СУБД хранят свои базы данных в обычных файлах.

#### Другие формы организации файлов

Известны как другие формы организации файла, так и другие способы доступа к ним, которые использовались в ранних ОС, а также применяются сегодня в больших мэйнфреймах (mainframe), ориентированных на коммерческую обработку данных.

Первый шаг в структурировании - хранение файла в виде последовательности записей фиксированной длины, каждая из которых имеет внутреннюю структуру. Операция чтения производится над записью, а операция записи переписывает или добавляет запись целиком. Ранее использовались записи по 80 байт (это соответствовало числу позиций в перфокарте) или по 132 символа (ширина принтера). В ОС CP/M файлы были последовательностями 128-символьных записей. С введением CRT-терминалов данная идея утратила популярность.

Другой способ представления файлов - последовательность записей переменной длины, каждая из которых содержит ключевое поле в фиксированной позиции внутри записи (см. [рис. 11.1](https://www.intuit.ru/studies/courses/2192/31/lecture/988?page=1#image.11.1)). Базисная операция в данном случае - считать запись с каким-либо значением ключа. Записи могут располагаться в файле последовательно (например, отсортированные по значению ключевого поля) или в более сложном порядке. Метод доступа по значению ключевого поля к записям последовательного файла называется индексно-последовательным.

![Файл как последовательность записей переменной длины](data:image/gif;base64,R0lGODlhpAFeALMAAOzs7LS0tJmZmcDAwKenp2hoaOHh4Tk5OVNTU4uLi9fX13p6erq6uo+PjwAAAP///yH5BAAAAAAALAAAAACkAV4AAAT/8MlJq7046827/2AojmRpnmiqruzXvHAsz3Rt33iu73zv/8CgcEgsGo/IJGyjbDqf0Kh0Sq1apcyrdsvter/gcC7bKpvP6LR6zW67y0vN602v2+/4vH6PiWfmfIGCg4SFhm5+fQ2HjI2Oj5CEiReAkZaXmJmaLi8Mnp8MFJWbpKWmp4IwoJ+ii6ivsLGyLKqroROjs7q7vL21q629wsPEpb+gwcXKy8ySnbbJzdLT1GvHrLiucmLc3d7f4OE9WQ22txK5lOLr7O3u70rk5tF/8Pb3+Pnu8tDZHOn/tE0DSKbaoEkBjRHMVq4fOoGKRCwsNjGiwVQVLWRshLDCNU/0/yyC2OgLYgeSF9l03KbQpMdnwPwVHOlyGUqZKfesrNeSX8yHCUPc1DX0QdGcZnaK1KTUKExkOHkKrams6FGkLZpqpAqp6cdzToNSKACAZbV0ZM1ixYMQgVqmFb+GVOfRwcyBEAnYfbu2ziS9fDF5fYoN6F0Je6VSS5d4aV86CBtv7bmt4c+whx9InnzW5OaXj+9EDnxpsGWohgN/nsuM8VgHA1iHtuYaHWzZkUzPi+pYM4UBkq/Cqv0glIIDuGejGS0hNnLeguMSBgmdMwXJwbkSIz7heWrlbZjjSv5It0PMqitkN8i9uADy4LNyPxC7uiXzlzPmCuDg/YT1nVXAn/9/6IAWX3j73dZcY8LxgR9q6CmWAYCLaUeAAWXZdyAcGXkXYSYPFvYhXXIo+J00EwnggANuabghLQsNkEAAF7pYnnSniaifdiRWKBGPL6KglYGbhEjdiT1ywh6QRAZ5xpDwcYTjbkhap2SAUzmZBpQ2OmIkWDv+uKSYWj45VIM6TXlemFliSVOZZjLZpZQWTgcmj1bJuUuecCZ1pp6FfAkfn25e2SeMgKKph6Bd6uPoo5BGOoVPEO4o6aWYZqqpDZTqiGcQ/W3aQ6hAkCpqPqb6kOo9oXZ65IgrrEiNrCLQeqgKK662ga2Y5BpQjq8qOiGvyvg6ArG3loDsB8s+0uz/S8DemcazvVC7q7XJcoCtBsZasq1T0Uap7LewkIuBudmqh64F3ULyrVxzmpDrvPTWa++9+M77X7789pvvCf4GLPDAA6tL8MEI85tCwgrvyzC+nIQbr7wPP4xYxQkvjPHGGDvM8ccNawyyxyDrupXEVaIi67rZ+tpun7SyvAK8KZ+ib7q12iVzX/XmQTOsKr+MswdCH3ozW3aKq8nO6RZttMkIogx00EOTADWcV9MmtbBVd+01uFRO/fXYZCuyNaCWpFV2By0OrbbPSU9cWtZrAza03YvGXbMpdK/d94t/L6e32KUEPrbh8SHO4dm7KN51Ygn0lyzkLNrxM9eFNAbc/9rnNleW40glFhvoJVyOdiTYcX6BZB5iXcHbiAyOOSGpq67e65O/luEbpusy4O6kw6liABkmsLvwkuPSduyMExN8sjR+3bpKsp8O4vOHAsd0XzPWCFn1tofPee/il/81+eanjzP66rd/KPvux+8k/PLXHx/99uf/GP76958T//4LYIWaJ8ACLomABkxgM0x3qgY68IEQrF4EJ0jBCuIjbBcwhwY3yMEOevCDIAyhCEdIwhKa8IQoTKEKV8jCFrpQhRt4oQxnSMMa2vCGOMyhDnd4wxjy8IdADKIQh0jEIhrRgz48ohKXyMQmOvGJQUwiFKdIxSpa8YpPlCIWt8jFLiJ68Ysk1CIYx0jGMprRiQpMoxrXyMY2uvGNcIyjHOcowAgAADs=)

Рис. 11.1. Файл как последовательность записей переменной длины

В некоторых системах ускорение доступа к файлу обеспечивается конструированием индекса файла. Индекс обычно хранится на том же устройстве, что и сам файл, и состоит из списка элементов, каждый из которых содержит идентификатор записи, за которым следует указание о местоположении данной записи. Для поиска записи вначале происходит обращение к индексу, где находится указатель на нужную запись. Такие файлы называются индексированными, а метод доступа к ним - доступ с использованием индекса.

Предположим, у нас имеется большой несортированный файл, содержащий разнообразные сведения о студентах, состоящие из записей с несколькими полями, и возникает задача организации быстрого поиска по одному из полей, например по фамилии студента. [Рис. 11.2](https://www.intuit.ru/studies/courses/2192/31/lecture/988?page=1#image.11.2)иллюстрирует решение данной проблемы - организацию метода доступа к файлу с использованием индекса.

![Пример организации индекса для последовательного файла](data:image/gif;base64,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)

Рис. 11.2. Пример организации индекса для последовательного файла

Следует отметить, что почти всегда главным фактором увеличения скорости доступа является избыточность данных.

Способ выделения дискового пространства при помощи индексных узлов, применяемый в ряде ОС (Unix и некоторых других, см. следующую лекцию), может служить другим примером организации индекса.

В этом случае ОС использует древовидную организацию блоков, при которой блоки, составляющие файл, являются листьями дерева, а каждый внутренний узел содержит указатели на множество блоков файла. Для больших файлов индекс может быть слишком велик. В этом случае создают индекс для индексного файла (блоки промежуточного уровня или блоки косвенной адресации).
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Операционная система должна предоставить в распоряжение пользователя набор операций для работы с файлами, реализованных через системные вызовы. Чаще всего при работе с файлом пользователь выполняет не одну, а несколько операций. Во-первых, нужно найти данные файла и его атрибуты по символьному имени, во-вторых, считать необходимые атрибуты файла в отведенную область оперативной памяти и проанализировать права пользователя на выполнение требуемой операции. Затем следует выполнить операцию, после чего освободить занимаемую данными файла область памяти. Рассмотрим в качестве примера основные файловые операции ОС Unix [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)].

* Создание файла, не содержащего данных. Смысл данного вызова - объявить, что файл существует, и присвоить ему ряд атрибутов. При этом выделяется место для файла на диске и вносится запись в каталог.
* Удаление файла и освобождение занимаемого им дискового пространства.
* Открытие файла. Перед использованием файла процесс должен его открыть. Цель данного системного вызова - разрешить системе проанализировать атрибуты файла и проверить права доступа к нему, а также считать в оперативную память список адресов блоков файладля быстрого доступа к его данным. Открытие файла является процедурой создания дескриптора или управляющего блока файла. Дескриптор (описатель) файла хранит всю информацию о нем. Иногда, в соответствии с парадигмой, принятой в языках программирования, под дескриптором понимается альтернативное имя файла или указатель на описание файла в таблице открытых файлов, используемый при последующей работе с файлом . Например, на языке Cи операция открытия файлаfd=open(pathname,flags,modes); возвращает дескриптор fd, который может быть задействован при выполнении операций чтения ( read(fd,buffer,count); ) или записи.
* Закрытие файла. Если работа с файлом завершена, его атрибуты и адреса блоков на диске больше не нужны. В этом случае файл нужно закрыть, чтобы освободить место во внутренних таблицах файловой системы.
* Позиционирование. Дает возможность специфицировать место внутри файла, откуда будет производиться считывание (или запись) данных, то есть задать текущую позицию.
* Чтение данных из файла. Обычно это делается с текущей позиции. Пользователь должен задать объем считываемых данных и предоставить для них буфер в оперативной памяти.
* Запись данных в файл с текущей позиции. Если текущая позиция находится в конце файла, его размер увеличивается, в противном случае запись осуществляется на место имеющихся данных, которые, таким образом, теряются.

Есть и другие операции, например переименование файла, получение атрибутов файла и т. д.

Существует два способа выполнить последовательность действий над файлами [[Олифер, 2001](https://www.intuit.ru/studies/courses/2192/31/literature#literature.23)].

В первом случае для каждой операции выполняются как универсальные, так и уникальные действия (схема stateless). Например, последовательность операций может быть такой: open, read1, close, ... open, read2, close, ... open, read3, close.

Альтернативный способ - это когда универсальные действия выполняются в начале и в конце последовательности операций, а для каждой промежуточной операции выполняются только уникальные действия. В этом случае последовательность вышеприведенных операций будет выглядеть так: open, read1, ... read2, ... read3, close.

Большинство ОС использует второй способ, более экономичный и быстрый. Первый способ более устойчив к сбоям, поскольку результаты каждой операции становятся независимыми от результатов предыдущей операции; поэтому он иногда применяется в распределенных файловых системах (например, Sun NFS).
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Количество файлов на компьютере может быть большим. Отдельные системы хранят тысячи файлов, занимающие сотни гигабайт дискового пространства. Эффективное управление этими данными подразумевает наличие в них четкой логической структуры. Все современные файловые системы поддерживают многоуровневое именование файлов за счет наличия во внешней памяти дополнительных файлов со специальной структурой - каталогов (или директорий ).

Каждый каталог содержит список каталогов и/или файлов, содержащихся в данном каталоге. Каталоги имеют один и тот же внутренний формат, где каждому файлу соответствует одна запись в файле директории (см., например, [рис.11.3](https://www.intuit.ru/studies/courses/2192/31/lecture/988?page=2#image.11.3)).

Число директорий зависит от системы. В ранних ОС имелась только одна корневая директория, затем появились директории для пользователей (по одной директории на пользователя). В современных ОС используется произвольная структура дерева директорий.
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Рис. 11.3. Директории

Таким образом, файлы на диске образуют иерархическую древовидную структуру (см. [рис. 11.4](https://www.intuit.ru/studies/courses/2192/31/lecture/988?page=2#image.11.4)).
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Рис. 11.4. Древовидная структура файловой системы

Существует несколько эквивалентных способов изображения дерева. Структура перевернутого дерева, приведенного на [рис. 11.4](https://www.intuit.ru/studies/courses/2192/31/lecture/988?page=2#image.11.4), наиболее распространена. Верхнюю вершину называют корнем. Если элемент дерева не может иметь потомков, он называется терминальной вершинойили листом (в данном случае является файлом ). Нелистовые вершины - справочники или каталоги содержат списки листовых и нелистовых вершин. Путь от корня к файлу однозначно определяет файл.

Подобные древовидные структуры являются графами, не имеющими циклов. Можно считать, что ребра графа направлены вниз, а корень - вершина, не имеющая входящих ребер. Как мы увидим в следующей лекции, связывание файлов, которое практикуется в ряде операционных систем, приводит к образованию циклов в графе.

Внутри одного каталога имена листовых файлов уникальны. Имена файлов, находящихся в разных каталогах, могут совпадать. Для того чтобы однозначно определить файл по его имени (избежать коллизии имен), принято именовать файл так называемым абсолютным или полным именем (pathname), состоящим из списка имен вложенных каталогов, по которому можно найти путь от корня к файлу плюс имя файла в каталоге, непосредственно содержащем данный файл. То есть полное имя включает цепочку имен - путь к файлу, например /usr/games/doom. Такие имена уникальны. Компоненты пути разделяют различными символами: "/" (слэш) в Unix или обратными слэшем в MS-DOS (в Multics - ">"). Таким образом, использование древовидных каталогов минимизирует сложность назначения уникальных имен.

Указывать полное имя не всегда удобно, поэтому применяют другой способ задания имени - относительный путь к файлу. Он использует концепцию рабочей или текущей директории, которая обычно входит в состав атрибутов процесса, работающего с данным файлом. Тогда на файлы в такой директории можно ссылаться только по имени, при этом поиск файла будет осуществляться в рабочем каталоге. Это удобнее, но, по существу, то же самое, что и абсолютная форма.

Для получения доступа к файлу и локализации его блоков система должна выполнить навигацию по каталогам. Рассмотрим для примера путь/usr/linux/progr.c. Алгоритм одинаков для всех иерархических систем. Сначала в фиксированном месте на диске находится корневая директория. Затем находится компонент пути usr, т. е. в корневой директории ищется файл /usr. Исследуя этот файл, система понимает, что данный файл является каталогом, и блоки его данных рассматривает как список файлов и ищет следующий компонент linux в нем. Из строки для linux находится файл, соответствующий компоненту usr/linux/. Затем находится компонент progr.c, который открывается, заносится в таблицу открытых файлов и сохраняется в ней до закрытия файла.

Отклонение от типовой обработки компонентов pathname может возникнуть в том случае, когда этот компонент является не обычным каталогом с соответствующим ему индексным узлом и списком файлов, а служит точкой связывания (принято говорить "точкой монтирования") двух файловых архивов. Этот случай рассмотрен в следующей лекции.

Многие прикладные программы работают с файлами, находящимися в текущей директории, не указывая явным образом ее имени. Это дает пользователю возможность произвольным образом именовать каталоги, содержащие различные программные пакеты. Для реализации этой возможности в большинстве ОС, поддерживающих иерархическую структуру директорий, используется обозначение " ." - для текущей директории и " .." - для родительской.

#### Разделы диска. Организация доступа к архиву файлов.

Задание пути к файлу в файловых системах некоторых ОС отличается тем, с чего начинается эта цепочка имен.

В современных ОС принято разбивать диски на логические диски (это низкоуровневая операция), иногда называемые разделами(partitions). Бывает, что, наоборот, объединяют несколько физических дисков в один логический диск (например, это можно сделать в ОС Windows NT). Поэтому в дальнейшем изложении мы будем игнорировать проблему физического выделения пространства для файлов и считать, что каждый раздел представляет собой отдельный (виртуальный) диск. Диск содержит иерархическую древовидную структуру, состоящую из набора файлов, каждый из которых является хранилищем данных пользователя, и каталогов или директорий (то есть файлов, которые содержат перечень других файлов, входящих в состав каталога ), необходимых для хранения информации о файлах системы.

В некоторых системах управления файлами требуется, чтобы каждый архив файлов целиком располагался на одном диске (разделе диска). В этом случае полное имя файла начинается с имени дискового устройства, на котором установлен соответствующий диск (буквы диска). Например, c:\util\nu\ndd.exe. Такой способ именования используется в файловых системах DEC и Microsoft.

В других системах (Multics) вся совокупность файлов и каталогов представляет собой единое дерево. Сама система, выполняя поиск файлов по имени, начиная с корня, требовала установки необходимых дисков.

В ОС Unix предполагается наличие нескольких архивов файлов, каждый на своем разделе, один из которых считается корневым. После запуска системы можно "смонтировать" корневую файловую систему и ряд изолированных файловых систем в одну общую файловую систему.

Технически это осуществляется с помощью создания в корневой файловой системе специальных пустых каталогов (см. также следующую лекцию). Специальный системный вызов mount ОС Unix позволяет подключить к одному из этих пустых каталогов корневой каталог указанного архива файлов. После монтирования общей файловой системы именование файлов производится так же, как если бы она с самого начала была централизованной. Задачей ОС является беспрепятственный проход точки монтирования при получении доступа к файлу по цепочке имен. Если учесть, что обычно монтирование файловой системы производится при загрузке системы, пользователи ОС Unix обычно и не задумываются о происхождении общей файловой системы.
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Как и в случае с файлами, система обязана обеспечить пользователя набором операций, необходимых для работы с директориями, реализованных через системные вызовы. Несмотря на то что директории - это файлы, логика работы с ними отличается от логики работы с обычными файлами и определяется природой этих объектов, предназначенных для поддержки структуры файлового архива. Совокупность системных вызовов для управления директориями зависит от особенностей конкретной ОС. Напомним, что операции над каталогами являются прерогативой ОС, то есть пользователь не может, например, выполнить запись в каталог начиная с текущей позиции. Рассмотрим в качестве примера некоторые системные вызовы, необходимые для работы с каталогами [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)].

* Создание директории. Вновь созданная директория включает записи с именами ' .' и ' ..', однако считается пустой.
* Удаление директории. Удалена может быть только пустая директория.
* Открытие директории для последующего чтения. Hапример, чтобы перечислить файлы, входящие в директорию, процесс должен открыть директорию и считать имена всех файлов, которые она включает.
* Закрытие директории после ее чтения для освобождения места во внутренних системных таблицах.
* Поиск. Данный системный вызов возвращает содержимое текущей записи в открытой директории. Вообще говоря, для этих целей может использоваться системный вызов Read, но в этом случае от программиста потребуется знание внутренней структуры директории.
* Получение списка файлов в каталоге.
* Переименование. Имена директорий можно менять, как и имена файлов.
* Создание файла. При создании нового файла необходимо добавить в каталог соответствующий элемент.
* Удаление файла. Удаление из каталога соответствующего элемента. Если удаляемый файл присутствует только в одной директории, то он вообще удаляется из файловой системы, в противном случае система ограничивается только удалением специфицируемой записи.

Очевидно, что создание и удаление файлов предполагает также выполнение соответствующих файловых операций. Имеется еще ряд других системных вызовов, например связанных с защитой информации.
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Общие проблемы безопасности ОС рассмотрены в лекциях 15-16. Информация в компьютерной системе должна быть защищена как от физического разрушения (reliability), так и от несанкционированного доступа (protection).

Здесь мы коснемся отдельных аспектов защиты, связанных с контролем доступа к файлам.

#### Контроль доступа к файлам

Наличие в системе многих пользователей предполагает организацию контролируемого доступа к файлам. Выполнение любой операции над файлом должно быть разрешено только в случае наличия у пользователя соответствующих привилегий. Обычно контролируются следующие операции: чтение, запись и выполнение. Другие операции, например копирование файлов или их переименование, также могут контролироваться. Однако они чаще реализуются через перечисленные. Так, операцию копирования файлов можно представить как операцию чтения и последующую операцию записи.

#### Списки прав доступа

Hаиболее общий подход к защите файлов от несанкционированного использования - сделать доступ зависящим от идентификатора пользователя, то есть связать с каждым файлом или директорией список прав доступа (access control list), где перечислены имена пользователей и типы разрешенных для них способов доступа к файлу. Любой запрос на выполнение операции сверяется с таким списком. Основная проблема реализации данного способа - список может быть длинным. Чтобы разрешить всем пользователям читать файл, необходимо всех их внести в список. У такой техники есть два нежелательных следствия.

* Конструирование подобного списка может оказаться сложной задачей, особенно если мы не знаем заранее пользователей системы.
* Запись в директории должна иметь переменный размер (включать список потенциальных пользователей).

Для решения этих проблем создают классификации пользователей, например, в ОС Unix все пользователи разделены на три группы.

* Владелец (Owner).
* Группа (Group). Hабор пользователей, разделяющих файл и нуждающихся в типовом способе доступа к нему.
* Остальные (Univers).

Это позволяет реализовать конденсированную версию списка прав доступа. В рамках такой ограниченной классификации задаются только три поля (по одному для каждой группы) для каждой контролируемой операции. В итоге в Unix операции чтения, записи и исполнения контролируются при помощи 9 бит (rwxrwxrwx).
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Система хранения данных на дисках может быть структурирована следующим образом (см. [рис. 12.1](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=1#image.12.1)).

Нижний уровень - оборудование. Это в первую очередь магнитные диски с подвижными головками - основные устройства внешней памяти, представляющие собой пакеты магнитных пластин (поверхностей), между которыми на одном рычаге двигается пакет магнитных головок. Шаг движения пакета головок является дискретным, и каждому положению пакета головок логически соответствует цилиндр магнитного диска. Цилиндры делятся на дорожки (треки), а каждая дорожка размечается на одно и то же количество блоков (секторов) таким образом, что в каждый блок можно записать по максимуму одно и то же число байтов. Следовательно, для обмена с магнитным диском на уровне аппаратуры нужно указать номер цилиндра, номер поверхности, номер блока на соответствующей дорожке и число байтов, которое нужно записать или прочитать от начала этого блока. Таким образом, диски могут быть разбиты на блоки фиксированного размера и можно непосредственно получить доступ к любому блоку (организовать прямой доступ к файлам).

Непосредственно с устройствами (дисками) взаимодействует часть ОС, называемая системой ввода-вывода (см. лекцию 13). Система ввода-вывода предоставляет в распоряжение более высокоуровневого компонента ОС - файловой системы - используемое дисковое пространство в виде непрерывной последовательности блоков фиксированного размера. Система ввода-вывода имеет дело с физическими блоками диска, которые характеризуются адресом, например диск 2, цилиндр 75, сектор 11. Файловая система имеет дело с логическими блоками, каждый из которых имеет номер (от 0 или 1 до N). Размер логических блоков файла совпадает или является кратным размеру физического блока диска и может быть задан равным размеру страницы виртуальной памяти, поддерживаемой аппаратурой компьютера совместно с операционной системой.

В структуре системы управления файлами можно выделить базисную подсистему, которая отвечает за выделение дискового пространства конкретным файлам, и более высокоуровневую логическую подсистему, которая использует структуру дерева директорий для предоставления модулю базисной подсистемы необходимой ей информации, исходя из символического имени файла. Она также ответственна за авторизацию доступа к файлам (см. лекции 11 и 16).

Стандартный запрос на открытие (open) или создание (create) файла поступает от прикладной программы к логической подсистеме. Логическая подсистема, используя структуру директорий, проверяет права доступа и вызывает базовую подсистему для получения доступа к блокам файла. После этого файл считается открытым, он содержится в таблице открытых файлов, и прикладная программа получает в свое распоряжение дескриптор (или handle в системах Microsoft) этого файла. Дескриптор файла является ссылкой на файл в таблице открытых файлов и используется в запросах прикладной программы на чтение-запись из этого файла. Запись в таблице открытых файлов указывает через систему выделения блоков диска на блоки данного файла. Если к моменту открытия файл уже используется другим процессом, то есть содержится в таблице открытых файлов, то после проверки прав доступа к файлу может быть организован совместный доступ. При этом новому процессу также возвращается дескриптор - ссылка на файл в таблице открытых файлов. Далее в тексте подробно проанализирована работа наиболее важных системных вызовов.
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#### Методы выделения дискового пространства

Ключевым, безусловно, является вопрос, какой тип структур используется для учета отдельных блоков файла, то есть способ связывания файлов с блоками диска. В ОС используется несколько методов выделения файлу дискового пространства. Для каждого из методов запись в директории, соответствующая символьному имени файла, содержит указатель, следуя которому можно найти все блоки данного файла.

##### Выделение непрерывной последовательностью блоков

Простейший способ - хранить каждый файл как непрерывную последовательность блоков диска. При непрерывном расположении файл характеризуется адресом и длиной (в блоках). Файл, стартующий с блока b, занимает затем блоки b+1, b+2, ... b+n-1.

Эта схема имеет два преимущества. Во-первых, ее легко реализовать, так как выяснение местонахождения файла сводится к вопросу, где находится первый блок. Во-вторых, она обеспечивает хорошую производительность, так как целый файл может быть считан за одну дисковую операцию.

Непрерывное выделение используется в ОС IBM/CMS, в ОС RSX-11 (для выполняемых файлов) и в ряде других.

Этот способ распространен мало, и вот почему. В процессе эксплуатации диск представляет собой некоторую совокупность свободных и занятых фрагментов. Не всегда имеется подходящий по размеру свободный фрагмент для нового файла. Проблема непрерывного расположения может рассматриваться как частный случай более общей проблемы выделения блока нужного размера из списка свободных блоков. Типовыми решениями этой задачи являются стратегии первого подходящего, наиболее подходящего и наименее подходящего (сравните с проблемой выделения памяти в методе с динамическим распределением). Как и в случае выделения нужного объема оперативной памяти в схеме с динамическими разделами (см. лекцию 8), метод страдает от внешней фрагментации, в большей или меньшей степени, в зависимости от размера диска и среднего размера файла.

Кроме того, непрерывное распределение внешней памяти неприменимо до тех пор, пока неизвестен максимальный размер файла. Иногда размер выходного файла оценить легко (при копировании). Чаще, однако, это трудно сделать, особенно в тех случаях, когда размер файла меняется. Если места не хватило, то пользовательская программа может быть приостановлена с учетом выделения дополнительного места для файла при последующем рестарте. Некоторые ОС используют модифицированный вариант непрерывного выделения - основные блоки файла + резервные блоки. Однако с выделением блоков из резерва возникают те же проблемы, так как приходится решать задачу выделения непрерывной последовательности блоков диска теперь уже из совокупности резервных блоков.

Единственным приемлемым решением перечисленных проблем является периодическое уплотнение содержимого внешней памяти, или "сборка мусора", цель которой состоит в объединении свободных участков в один большой блок. Но это дорогостоящая операция, которую невозможно осуществлять слишком часто.

Таким образом, когда содержимое диска постоянно изменяется, данный метод нерационален. Однако для стационарных файловых систем, например для файловых систем компакт-дисков, он вполне пригоден.

##### Связный список

Внешняя фрагментация - основная проблема рассмотренного выше метода - может быть устранена за счет представления файла в виде связного списка блоков диска. Запись в директории содержит указатель на первый и последний блоки файла (иногда в качестве варианта используется специальный знак конца файла - EOF). Каждый блок содержит указатель на следующий блок (см. [рис. 12.2](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=2#image.12.2)).
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Рис. 12.2. Хранение файла в виде связного списка дисковых блоков

Внешняя фрагментация для данного метода отсутствует. Любой свободный блок может быть использован для удовлетворения запроса. Заметим, что нет необходимости декларировать размер файла в момент создания. Файл может расти неограниченно.

Связное выделение имеет, однако, несколько существенных недостатков.

Во-первых, при прямом доступе к файлу для поиска i-го блока нужно осуществить несколько обращений к диску, последовательно считывая блоки от 1 до i-1, то есть выборка логически смежных записей, которые занимают физически несмежные секторы, может требовать много времени. Здесь мы теряем все преимущества прямого доступа к файлу.

Во-вторых, данный способ не очень надежен. Наличие дефектного блока в списке приводит к потере информации в оставшейся части файла и потенциально к потере дискового пространства, отведенного под этот файл.

Наконец, для указателя на следующий блок внутри блока нужно выделить место, что не всегда удобно. Емкость блока, традиционно являющаяся степенью двойки (многие программы читают и пишут блоками по степеням двойки), таким образом, перестает быть степенью двойки, так как указатель отбирает несколько байтов.

Поэтому метод связного списка обычно в чистом виде не используется.

##### Таблица отображения файлов

Одним из вариантов предыдущего способа является хранение указателей не в дисковых блоках, а в индексной таблице в памяти, которая называется таблицей отображения файлов ( FAT - file allocation table ) (см. [рис. 12.3](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=2#image.12.3)). Этой схемы придерживаются многие ОС (MS-DOS, OS/2, MS Windows и др.)

По-прежнему существенно, что запись в директории содержит только ссылку на первый блок. Далее при помощи таблицы FAT можно локализовать блоки файла независимо от его размера. В тех строках таблицы, которые соответствуют последним блокам файлов, обычно записывается некоторое граничное значение, например EOF.

Главное достоинство данного подхода состоит в том, что по таблице отображения можно судить о физическом соседстве блоков, располагающихся на диске, и при выделении нового блока можно легко найти свободный блок диска, находящийся поблизости от других блоков данного файла. Минусом данной схемы может быть необходимость хранения в памяти этой довольно большой таблицы.
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Рис. 12.3. Метод связного списка с использованием таблицы в оперативной памяти

##### Индексные узлы

Наиболее распространенный метод выделения файлу блоков диска - связать с каждым файлом небольшую таблицу, называемую индексным узлом ( i-node ), которая перечисляет атрибуты и дисковые адреса блоков файла (см. [рис 12.4](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=2#image.12.4)). Запись в директории, относящаяся к файлу, содержит адрес индексного блока. По мере заполнения файла указатели на блоки диска в индексном узле принимают осмысленные значения.

Индексирование поддерживает прямой доступ к файлу, без ущерба от внешней фрагментации. Индексированное размещение широко распространено и поддерживает как последовательный, так и прямой доступ к файлу.

Обычно применяется комбинация одноуровневого и многоуровневых индексов. Первые несколько адресов блоков файла хранятся непосредственно в индексном узле, таким образом, для маленьких файлов индексный узел хранит всю необходимую информацию об адресах блоков диска. Для больших файлов один из адресов индексного узла указывает на блок косвенной адресации. Данный блок содержит адреса дополнительных блоков диска. Если этого недостаточно, используется блок двойной косвенной адресации, который содержит адреса блоков косвенной адресации. Если и этого не хватает, используется блок тройной косвенной адресации.
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Рис. 12.4. Структура индексного узла

Данную схему используют файловые системы Unix (а также файловые системы HPFS, NTFS и др.). Такой подход позволяет при фиксированном, относительно небольшом размере индексного узла поддерживать работу с файлами, размер которых может меняться от нескольких байтов до нескольких гигабайтов. Существенно, что для маленьких файлов используется только прямая адресация, обеспечивающая максимальную производительность.
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##### Учет при помощи организации битового вектора

Часто список свободных блоков диска реализован в виде битового вектора (bit map или bit vector). Каждый блок представлен одним битом, принимающим значение 0 или 1, в зависимости от того, занят он или свободен. Hапример, 00111100111100011000001 ... .

Главное преимущество этого подхода состоит в том, что он относительно прост и эффективен при нахождении первого свободного блока или n последовательных блоков на диске. Многие компьютеры имеют инструкции манипулирования битами, которые могут использоваться для этой цели. Hапример, компьютеры семейств Intel и Motorola имеют инструкции, при помощи которых можно легко локализовать первый единичный бит в слове.

Описываемый метод учета свободных блоков используется в Apple Macintosh.

Несмотря на то что размер описанного битового вектора наименьший из всех возможных структур, даже такой вектор может оказаться большого размера. Поэтому данный метод эффективен, только если битовый вектор помещается в памяти целиком, что возможно лишь для относительно небольших дисков. Например, диск размером 4 Гбайт с блоками по 4 Кбайт нуждается в таблице размером 128 Кбайт для управления свободными блоками. Иногда, если битовый вектор становится слишком большим, для ускорения поиска в нем его разбивают на регионы и организуют резюмирующие структуры данных, содержащие сведения о количестве свободных блоков для каждого региона.

##### Учет при помощи организации связного списка

Другой подход - связать в список все свободные блоки, размещая указатель на первый свободный блок в специально отведенном месте диска, попутно кэшируя в памяти эту информацию.

Подобная схема не всегда эффективна. Для трассирования списка нужно выполнить много обращений к диску. Однако, к счастью, нам необходим, как правило, только первый свободный блок.

Иногда прибегают к модификации подхода связного списка, организуя хранение адресов n свободных блоков в первом свободном блоке. Первые n-1 этих блоков действительно используются. Последний блок содержит адреса других n блоков и т. д.

Существуют и другие методы, например, свободное пространство можно рассматривать как файл и вести для него соответствующий индексный узел.

#### Размер блока

Размер логического блока играет важную роль. В некоторых системах (Unix) он может быть задан при форматировании диска. Небольшой размер блока будет приводить к тому, что каждый файл будет содержать много блоков. Чтение блока осуществляется с задержками на поиск и вращение, таким образом, файл из многих блоков будет читаться медленно. Большие блоки обеспечивают более высокую скорость обмена с диском, но из-за внутренней фрагментации (каждый файл занимает целое число блоков, и в среднем половина последнего блока пропадает) снижается процент полезного дискового пространства.

Для систем со страничной организацией памяти характерна сходная проблема с размером страницы.

Проведенные исследования показали, что большинство файлов имеют небольшой размер. Например, в Unix приблизительно 85% файлов имеют размер менее 8 Кбайт и 48% - менее 1 Кбайта.

Можно также учесть, что в системах с виртуальной памятью желательно, чтобы единицей пересылки диск-память была страница (наиболее распространенный размер страниц памяти - 4 Кбайта). Отсюда обычный компромиссный выбор блока размером 512 байт, 1 Кбайт, 2 Кбайт, 4 Кбайт.

#### Структура файловой системы на диске

Рассмотрение методов работы с дисковым пространством дает общее представление о совокупности служебных данных, необходимых для описания файловой системы. Структура служебных данных типовой файловой системы, например Unix, на одном из разделов диска, таким образом, может состоять из четырех основных частей (см. [рис. 12.5](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=3#image.12.5)).
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Рис. 12.5. Примерная структура файловой системы на диске

В начале раздела находится суперблок, содержащий общее описание файловой системы, например:

* тип файловой системы;
* размер файловой системы в блоках;
* размер массива индексных узлов ;
* размер логического блока.

Описанные структуры данных создаются на диске в результате его форматирования (например, утилитами format, makefs и др.). Их наличие позволяет обращаться к данным на диске как к файловой системе, а не как к обычной последовательности блоков.

В файловых системах современных ОС для повышения устойчивости поддерживается несколько копий суперблока. В некоторых версиях Unix суперблок включал также и структуры данных, управляющие распределением дискового пространства, в результате чего суперблокнепрерывно подвергался модификации, что снижало надежность файловой системы в целом. Выделение структур данных, описывающих дисковое пространство, в отдельную часть является более правильным решением.

Массив индексных узлов (ilist) содержит список индексов, соответствующих файлам данной файловой системы. Размер массива индексных узлов определяется администратором при установке системы. Максимальное число файлов, которые могут быть созданы в файловой системе, определяется числом доступных индексных узлов.

В блоках данных хранятся реальные данные файлов. Размер логического блока данных может задаваться при форматировании файловой системы. Заполнение диска содержательной информацией предполагает использование блоков хранения данных для файлов директорий и обычных файлов и имеет следствием модификацию массива индексных узлов и данных, описывающих пространство диска. Отдельно взятый блок данных может принадлежать одному и только одному файлу в файловой системе.

**60**

Так же как файл должен быть открыт перед использованием, и файловая система, хранящаяся на разделе диска, должна быть смонтирована, чтобы стать доступной процессам системы.

Функция mount (монтировать) связывает файловую систему из указанного раздела на диске с существующей иерархией файловых систем, а функция umount (демонтировать) выключает файловую систему из иерархии. Функция mount, таким образом, дает пользователям возможность обращаться к данным в дисковом разделе как к файловой системе, а не как к последовательности дисковых блоков.

Процедура монтирования состоит в следующем. Пользователь (в Unix это суперпользователь) сообщает ОС имя устройства и место в файловой структуре (имя пустого каталога), куда нужно присоединить файловую систему (точка монтирования ) (см. [рис. 12.9](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=5#image.12.9) и [рис. 12.10](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=5#image.12.10)). Hапример, в ОС Unix библиотечный вызов mount имеет вид:

mount(special pathname,directory pathname,options);

где special pathname - имя специального файла устройства (в общем случае имя раздела), соответствующего дисковому разделу с монтируемой файловой системой, directory pathname - каталог в существующей иерархии, где будет монтироваться файловая система(другими словами, точка или место монтирования ), а options указывает, следует ли монтировать файловую систему "только для чтения" (при этом не будут выполняться такие функции, как write и create, которые производят запись в файловую систему). Затем ОС должна убедиться, что устройство содержит действительную файловую систему ожидаемого формата с суперблоком, списком индексов и корневым индексом.

Некоторые ОС осуществляют монтирование автоматически, как только встретят диск в первый раз (жесткие диски на этапе загрузки, гибкие - когда они вставлены в дисковод), ОС ищет файловую систему на устройстве. Если файловая система на устройстве имеется, она монтируется на корневом уровне, при этом к цепочке имен абсолютного имени файла (pathname) добавляется буква раздела.
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Рис. 12.9. Две файловые системы до монтирования
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Рис. 12.10. Общая файловая система после монтирования

Ядро поддерживает таблицу монтирования с записями о каждой смонтированной файловой системе. В каждой записи содержится информацияо вновь смонтированном устройстве, о его суперблоке и корневом каталоге, а также сведения о точке монтирования. Для устранения потенциально опасных побочных эффектов число линков (см. следующий раздел) к каталогу - точке монтирования - должно быть равно 1. Занесение информации в таблицу монтирования производится немедленно, поскольку может возникнуть конфликт между двумя процессами. Например, если монтирующий процесс приостановлен для открытия устройства или считывания суперблока файловой системы, а тем временем другой процесс может попытаться смонтировать файловую систему.

Наличие в логической структуре файлового архива точек монтирования требует аккуратной реализации алгоритмов, осуществляющих навигацию по каталогам. Точку монтирования можно пересечь двумя способами: из файловой системы, где производится монтирование, в файловую систему, которая монтируется (в направлении от глобального корня к листу), и в обратном направлении. Алгоритмы поиска файлов должны предусматривать ситуации, в которых очередной компонент пути к файлу является точкой монтирования, когда вместо анализа индексного узла очередной директории приходится осуществлять обработку суперблока монтированной системы.
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Иерархическая организация, положенная в основу древовидной структуры файловой системы современных ОС, не предусматривает выражения отношений, в которых потомки связываются более чем с одним предком. Такая негибкость частично устраняется возможностью реализации связывания файлов или организации линков ( link ).

Ядро позволяет пользователю связывать каталоги, упрощая написание программ, требующих пересечения дерева файловой системы (см. [рис. 12.11](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=5#image.12.11)). Часто имеет смысл хранить под разными именами одну и ту же команду (выполняемый файл). Например, выполняемый файлтрадиционного текстового редактора ОС Unix vi обычно может вызываться под именами ex, edit, vi, view и vedit файловой системы. Соединение между директорией и разделяемым файлом называется "связью" или "ссылкой" ( link ). Дерево файловой системы превращается в циклический граф.

Это удобно, но создает ряд дополнительных проблем.

Простейший способ реализовать связывание файла - просто дублировать информацию о нем в обеих директориях. При этом, однако, может возникнуть проблема совместимости в случае, если владельцы этих директорий попытаются независимо друг от друга изменить содержимое файла. Например, в ОС CP/M запись в директории о файле непосредственно содержит адреса дисковых блоков. Поэтому копии тех же дисковых адресов должны быть сделаны и в другой директории, куда файл линкуется. Если один из пользователей что-то добавляет к файлу, новые блоки будут перечислены только у него в директории и не будут "видны" другому пользователю.

![Структура файловой системы с возможностью связывания файла с новым именем](data:image/gif;base64,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)

Рис. 12.11. Структура файловой системы с возможностью связывания файла с новым именем

Проблема такого рода может быть решена двумя способами. Первый из них - так называемая жесткая связь (hard link). Если блоки данных файла перечислены не в директории, а в небольшой структуре данных (например, в индексном узле ), связанной собственно с файлом, то второй пользователь может связаться непосредственно с этой, уже существующей структурой.

Альтернативное решение - создание нового файла, который содержит путь к связываемому файлу. Такой подход называется символическойлинковкой (soft или symbolic link). При этом в соответствующем каталоге создается элемент, в котором имени связи сопоставляется некоторое имя файла (этот файл даже не обязан существовать к моменту создания символической связи ). Для символической связи может создаваться отдельный индексный узел и даже заводиться отдельный блок данных для хранения потенциально длинного имени файла.

Каждый из этих методов имеет свои минусы. В случае жесткой связи возникает необходимость поддержки счетчика ссылок на файл для корректной реализации операции удаления файла. Например, в Unix такой счетчик является одним из атрибутов, хранящихся в индексном узле. Удаление файла одним из пользователей уменьшает количество ссылок на файл на 1. Реальное удаление файла происходит, когда число ссылок на файл становится равным 0.

В случае символической линковки такая проблема не возникает, так как только реальный владелец имеет ссылку на индексный узел файла. Если собственник удаляет файл, то он разрушается, и попытки других пользователей работать с ним закончатся провалом. Удаление символического линка на файл никак не влияет. Проблема организации символической связи - потенциальное снижение скорости доступа к файлу. Файл символического линка хранит путь к файлу, содержащий список вложенных директорий, для прохождения по которому необходимо осуществить несколько обращений к диску.

Символический линк имеет то преимущество, что он может использоваться для организации удобного доступа к файлам удаленных компьютеров, если, например, добавить к пути сетевой адрес удаленной машины.

Циклический граф - структура более гибкая, нежели простое дерево, но работа с ней требует большой аккуратности. Поскольку теперь к файлу существует несколько путей, программа поиска файла может найти его на диске несколько раз. Простейшее практическое решение данной проблемы - ограничить число директорий при поиске. Полное устранение циклов при поиске - довольно трудоемкая процедура, выполняемая специальными утилитами и связанная с многократной трассировкой директорий файловой системы.
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#### Целостность файловой системы

Важный аспект надежной работы файловой системы - контроль ее целостности. В результате файловых операций блоки диска могут считываться в память, модифицироваться и затем записываться на диск. Причем многие файловые операции затрагивают сразу несколько объектов файловой системы. Например, копирование файла предполагает выделение ему блоков диска, формирование индексного узла, изменение содержимого каталога и т. д. В течение короткого периода времени между этими шагами информация в файловой системе оказывается несогласованной.

И если вследствие непредсказуемой остановки системы на диске будут сохранены изменения только для части этих объектов (нарушена атомарность файловой операции), файловая система на диске может быть оставлена в несовместимом состоянии. В результате могут возникнуть нарушения логики работы с данными, например появиться "потерянные" блоки диска, которые не принадлежат ни одному файлу и в то же время помечены как занятые, или, наоборот, блоки, помеченные как свободные, но в то же время занятые (на них есть ссылка в индексном узле ) или другие нарушения.

В современных ОС предусмотрены меры, которые позволяют свести к минимуму ущерб от порчи файловой системы и затем полностью или частично восстановить ее целостность.

##### Порядок выполнения операций

Очевидно, что для правильного функционирования файловой системы значимость отдельных данных неравноценна. Искажение содержимого пользовательских файлов не приводит к серьезным (с точки зрения целостности файловой системы) последствиям, тогда как несоответствия в файлах, содержащих управляющую информацию (директории, индексные узлы, суперблок и т. п.), могут быть катастрофическими. Поэтому должен быть тщательно продуман порядок выполнения операций со структурами данных файловой системы.

Рассмотрим пример создания жесткой связи для файла [[Робачевский, 1999](https://www.intuit.ru/studies/courses/2192/31/literature#literature.33)]. Для этого файловой системе необходимо выполнить следующие операции:

* создать новую запись в каталоге, указывающую на индексный узел файла;
* увеличить счетчик связей в индексном узле.

Если аварийный останов произошел между 1-й и 2-й операциями, то в каталогах файловой системы будут существовать два имени файла, адресующих индексный узел со значением счетчика связей, равному 1. Если теперь будет удалено одно из имен, это приведет к удалению файла как такового. Если же порядок операций изменен и, как прежде, останов произошел между первой и второй операциями, файл будет иметь несуществующую жесткую связь, но существующая запись в каталоге будет правильной. Хотя это тоже является ошибкой, но ее последствия менее серьезны, чем в предыдущем случае.

##### Журнализация

Другим средством поддержки целостности является заимствованный из систем управления базами данных прием, называемый журнализация(иногда употребляется термин "журналирование" ). Последовательность действий с объектами во время файловой операции протоколируется, и если произошел останов системы, то, имея в наличии протокол, можно осуществить откат системы назад в исходное целостное состояние, в котором она пребывала до начала операции. Подобная избыточность может стоить дорого, но она оправдана, так как в случае отказа позволяет реконструировать потерянные данные.

Для отката необходимо, чтобы для каждой протоколируемой в журнале операции существовала обратная. Например, для каталогов и реляционных СУБД это именно так. По этой причине, в отличие от СУБД, в файловых системах протоколируются не все изменения, а лишь изменения метаданных ( индексных узлов, записей в каталогах и др.). Изменения в данных пользователя в протокол не заносятся. Кроме того, если протоколировать изменения пользовательских данных, то этим будет нанесен серьезный ущерб производительности системы, поскольку кэширование потеряет смысл.

Журнализация реализована в NTFS, Ext3FS, ReiserFS и других системах. Чтобы подчеркнуть сложность задачи, нужно отметить, что существуют не вполне очевидные проблемы, связанные с процедурой отката. Например, отмена одних изменений может затрагивать данные, уже использованные другими файловыми операциями. Это означает, что такие операции также должны быть отменены. Данная проблема получила название каскадного отката транзакций [Брукшир, 2001]

##### Проверка целостности файловой системы при помощи утилит

Если же нарушение все же произошло, то для устранения проблемы несовместимости можно прибегнуть к утилитам (fsck, chkdsk, scandisk и др.), которые проверяют целостность файловой системы. Они могут запускаться после загрузки или после сбоя и осуществляют многократное сканирование разнообразных структур данных файловой системы в поисках противоречий.

Возможны также эвристические проверки. Hапример, нахождение индексного узла, номер которого превышает их число на диске или поиск в пользовательских директориях файлов, принадлежащих суперпользователю.

К сожалению, приходится констатировать, что не существует никаких средств, гарантирующих абсолютную сохранность информации в файлах, и в тех ситуациях, когда целостность информации нужно гарантировать с высокой степенью надежности, прибегают к дорогостоящим процедурам дублирования.

#### Управление "плохими" блоками

Наличие дефектных блоков на диске - обычное дело. Внутри блока наряду с данными хранится контрольная сумма данных. Под "плохими" блоками обычно понимают блоки диска, для которых вычисленная контрольная сумма считываемых данных не совпадает с хранимой контрольной суммой. Дефектные блоки обычно появляются в процессе эксплуатации. Иногда они уже имеются при поставке вместе со списком, так как очень затруднительно для поставщиков сделать диск полностью свободным от дефектов. Рассмотрим два решения проблемы дефектных блоков - одно на уровне аппаратуры, другое на уровне ядра ОС.

Первый способ - хранить список плохих блоков в контроллере диска. Когда контроллер инициализируется, он читает плохие блоки и замещает дефектный блок резервным, помечая отображение в списке плохих блоков. Все реальные запросы будут идти к резервному блоку. Следует иметь в виду, что при этом механизм подъемника (наиболее распространенный механизм обработки запросов к блокам диска) будет работать неэффективно. Дело в том, что существует стратегия очередности обработки запросов к диску (подробнее см. лекцию "ввод-вывод"). Стратегия диктует направление движения считывающей головки диска к нужному цилиндру. Обычно резервные блоки размещаются на внешних цилиндрах. Если плохой блок расположен на внутреннем цилиндре и контроллер осуществляет подстановку прозрачным образом, то кажущееся движение головки будет осуществляться к внутреннему цилиндру, а фактическое - к внешнему. Это является нарушением стратегии и, следовательно, минусом данной схемы.

Решение на уровне ОС может быть следующим. Прежде всего, необходимо тщательно сконструировать файл, содержащий дефектные блоки. Тогда они изымаются из списка свободных блоков. Затем нужно каким-то образом скрыть этот файл от прикладных программ.
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Поскольку обращение к диску - операция относительно медленная, минимизация количества таких обращений - ключевая задача всех алгоритмов, работающих с внешней памятью. Наиболее типичная техника повышения скорости работы с диском - кэширование.

#### Кэширование

Кэш диска представляет собой буфер в оперативной памяти, содержащий ряд блоков диска (см. [рис. 12.12](https://www.intuit.ru/studies/courses/2192/31/lecture/990?page=8#image.12.12)). Если имеется запрос на чтение/запись блока диска, то сначала производится проверка на предмет наличия этого блока в кэше. Если блок в кэше имеется, то запрос удовлетворяется из кэша, в противном случае запрошенный блок считывается в кэш с диска. Сокращение количества дисковых операций оказывается возможным вследствие присущего ОС свойства локальности (о свойстве локальности много говорилось в лекциях, посвященных описанию работы системы управления памятью).

Аккуратная реализация кэширования требует решения нескольких проблем.

Во-первых, емкость буфера кэша ограничена. Когда блок должен быть загружен в заполненный буфер кэша, возникает проблема замещения блоков, то есть отдельные блоки должны быть удалены из него. Здесь работают те же стратегии и те же FIFO, Second Chance и LRU-алгоритмы замещения, что и при выталкивании страниц памяти.
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Рис. 12.12. Структура блочного кэша

Замещение блоков должно осуществляться с учетом их важности для файловой системы. Блоки должны быть разделены на категории, например: блоки индексных узлов, блоки косвенной адресации, блоки директорий, заполненные блоки данных и т. д., и в зависимости от принадлежности блока к той или иной категории можно применять к ним разную стратегию замещения.

Во-вторых, поскольку кэширование использует механизм отложенной записи, при котором модификация буфера не вызывает немедленной записи на диск, серьезной проблемой является "старение" информации в дисковых блоках, образы которых находятся в буферном кэше. Несвоевременная синхронизация буфера кэша и диска может привести к очень нежелательным последствиям в случае отказов оборудования или программного обеспечения. Поэтому стратегия и порядок отображения информации из кэша на диск должна быть тщательно продумана.

Так, блоки, существенные для совместимости файловой системы (блоки индексных узлов, блоки косвенной адресации, блоки директорий), должны быть переписаны на диск немедленно, независимо от того, в какой части LRU-цепочки они находятся. Hеобходимо тщательно выбрать порядок такого переписывания.

В Unix имеется для этого вызов SYNC, который заставляет все модифицированные блоки записываться на диск немедленно. Для синхронизации содержимого кэша и диска периодически запускается фоновый процесс-демон. Кроме того, можно организовать синхронный режим работы с отдельными файлами, задаваемый при открытии файла, когда все изменения в файле немедленно сохраняются на диске.

Наконец, проблема конкуренции процессов на доступ к блокам кэша решается ведением списков блоков, пребывающих в различных состояниях, и отметкой о состоянии блока в его дескрипторе. Например, блок может быть заблокирован, участвовать в операции ввода-вывода, а также иметь список процессов, ожидающих освобождения данного блока.

#### Оптимальное размещение информации на диске

Кэширование - не единственный способ увеличения производительности системы. Другая важная техника - сокращение количества движений считывающей головки диска за счет разумной стратегии размещения информации. Например, массив индексных узлов в Unix стараются разместить на средних дорожках. Также имеет смысл размещать индексные узлы поблизости от блоков данных, на которые они ссылаются и т. д.

Кроме того, рекомендуется периодически осуществлять дефрагментацию диска (сборку мусора), поскольку в популярных методиках выделения дисковых блоков (за исключением, может быть, FAT ) принцип локальности не работает, и последовательная обработка файла требует обращения к различным участкам диска.
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В простейшем случае процессор, память и многочисленные внешние устройства связаны большим количеством электрических соединений – линий, которые в совокупности принято называть локальной магистралью компьютера. Внутри локальной магистрали линии, служащие для передачи сходных сигналов и предназначенные для выполнения сходных функций, принято группировать в шины. При этом понятие шины включает в себя не только набор проводников, но и набор жестко заданных протоколов, определяющий перечень сообщений, который может быть передан с помощью электрических сигналов по этим проводникам. В современных компьютерах выделяют как минимум три шины:

* шину данных, состоящую из линий данных и служащую для передачи информации между процессором и памятью, процессором и устройствами ввода-вывода, памятью и внешними устройствами;
* адресную шину, состоящую из линий адреса и служащую для задания адреса ячейки памяти или указания устройства ввода-вывода, участвующих в обмене информацией;
* шину управления, состоящую из линий управления локальной магистралью и линий ее состояния, определяющих поведение локальной магистрали . В некоторых архитектурных решениях линии состояния выносятся из этой шины в отдельную шину состояния.

Количество линий, входящих в состав шины, принято называть разрядностью ( шириной ) этой шины. Ширина адресной шины, например, определяет максимальный размер оперативной памяти, которая может быть установлена в вычислительной системе. Ширина шины данныхопределяет максимальный объем информации, которая за один раз может быть получена или передана по этой шине.

Операции обмена информацией осуществляются при одновременном участии всех шин. Рассмотрим, к примеру, действия, которые должны быть выполнены для передачи информации из процессора в память. В простейшем случае необходимо выполнить три действия.

1. На адресной шине процессор должен выставить сигналы, соответствующие адресу ячейки памяти, в которую будет осуществляться передача информации.
2. На шину данных процессор должен выставить сигналы, соответствующие информации, которая должна быть записана в память.
3. После выполнения действий 1 и 2 на шину управления выставляются сигналы, соответствующие операции записи и работе с памятью, что приведет к занесению необходимой информации по нужному адресу.

Естественно, что приведенные выше действия являются необходимыми, но недостаточными при рассмотрении работы конкретных процессоров и микросхем памяти. Конкретные архитектурные решения могут требовать дополнительных действий: например, выставления на шину управления сигналов частичного использования шины данных (для передачи меньшего количества информации, чем позволяет ширина этой шины); выставления сигнала готовности магистрали после завершения записи в память, разрешающего приступить к новой операции, и т. д. Однако общие принципы выполнения операции записи в память остаются неизменными.

В то время как память легко можно представить себе в виде последовательности пронумерованных адресами ячеек, локализованных внутри одной микросхемы или набора микросхем, к устройствам ввода-вывода подобный подход неприменим. Внешние устройства разнесены пространственно и могут подключаться к локальной магистрали в одной точке или множестве точек, получивших название портов ввода-вывода . Тем не менее, точно так же, как ячейки памяти взаимно однозначно отображались в адресное пространство памяти, порты ввода-вывода можно взаимно однозначно отобразить в другое адресное пространство – адресное пространство ввода-вывода. При этом каждый порт ввода-вывода получает свой номер или адрес в этом пространстве. В некоторых случаях, когда адресное пространство памяти (размер которого определяется шириной адресной шины ) задействовано не полностью (остались адреса, которым не соответствуют физические ячейки памяти) и протоколы работы с внешним устройством совместимы с протоколами работы с памятью, часть портов ввода -вывода может быть отображена непосредственно в адресное пространство памяти (так, например, поступают с видеопамятью дисплеев), правда, тогда эти порты уже не принято называть портами. Надо отметить, что при отображении портов в адресное пространство памяти для организации доступа к ним в полной мере могут быть задействованы существующие механизмы защиты памяти без организации специальных защитных устройств.

В ситуации прямого отображения портов ввода-вывода в адресное пространство памяти действия, необходимые для записи информации и управляющих команд в эти порты или для чтения данных из них и их состояний, ничем не отличаются от действий, производимых для передачи информации между оперативной памятью и процессором, и для их выполнения применяются те же самые команды. Если же порт отображен в адресное пространство ввода-вывода, то процесс обмена информацией инициируется специальными командами ввода-вывода и включает в себя несколько другие действия. Например, для передачи данных в порт необходимо выполнить следующее.

* На адресной шине процессор должен выставить сигналы, соответствующие адресу порта, в который будет осуществляться передача информации, в адресном пространстве ввода-вывода.
* На шину данных процессор должен выставить сигналы, соответствующие информации, которая должна быть передана в порт.
* После выполнения действий 1 и 2 на шину управления выставляются сигналы, соответствующие операции записи и работе с устройствами ввода-вывода (переключение адресных пространств!), что приведет к передаче необходимой информации в нужный порт.

Существенное отличие памяти от устройств ввода-вывода заключается в том, что занесение информации в память является окончанием операции записи, в то время как занесение информации в порт зачастую представляет собой инициализацию реального совершения операции ввода-вывода. Что именно должны делать устройства, приняв информацию через свой порт, и каким именно образом они должны поставлять информацию для чтения из порта, определяется электронными схемами устройств, получившими название контроллеров . Контроллер может непосредственно управлять отдельным устройством (например, контроллер диска), а может управлять несколькими устройствами, связываясь с их контроллерами посредством специальных шин ввода-вывода (шина IDE, шина SCSI и т. д.).

Современные вычислительные системы могут иметь разнообразную архитектуру, множество шин и магистралей, мосты для перехода информации от одной шины к другой и т. п. Для нас сейчас важными являются только следующие моменты.

* Устройства ввода-вывода подключаются к системе через порты.
* Могут существовать два адресных пространства: пространство памяти и пространство ввода-вывода.
* Порты, как правило, отображаются в адресное пространство ввода-вывода и иногда – непосредственно в адресное пространство памяти.
* Использование того или иного адресного пространства определяется типом команды, выполняемой процессором, или типом ее операндов.
* Физическим управлением устройством ввода-вывода, передачей информации через порт и выставлением некоторых сигналов на магистрали занимается контроллер устройства.

Именно единообразие подключения внешних устройств к вычислительной системе является одной из составляющих идеологии, позволяющих добавлять новые устройства без перепроектирования всей системы.
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Контроллеры устройств ввода-вывода весьма различны как по своему внутреннему строению, так и по исполнению (от одной микросхемы до специализированной вычислительной системы со своим процессором, памятью и т. д.), поскольку им приходится управлять совершенно разными приборами. Не вдаваясь в детали этих различий, мы выделим некоторые общие черты контроллеров, необходимые им для взаимодействия с вычислительной системой. Обычно каждый контроллер имеет по крайней мере четыре внутренних регистра, называемых регистрами состояния , управления, входных данных и выходных данных. Для доступа к содержимому этих регистров вычислительная система может использовать один или несколько портов, что для нас не существенно. Для простоты изложения будем считать, что каждому регистру соответствует свой порт.

Регистр состояния содержит биты, значение которых определяется состоянием устройства ввода-вывода и которые доступны только для чтения вычислительной системой. Эти биты индицируют завершение выполнения текущей команды на устройстве ( бит занятости ), наличие очередного данного в регистре выходных данных ( бит готовности данных ), возникновение ошибки при выполнении команды ( бит ошибки ) и т. д.

Регистр управления получает данные, которые записываются вычислительной системой для инициализации устройства ввода-вывода или выполнения очередной команды, а также изменения режима работы устройства. Часть битов в этом регистре может быть отведена под код выполняемой команды, часть битов будет кодировать режим работы устройства, бит готовности команды свидетельствует о том, что можно приступить к ее выполнению.

Регистр выходных данных служит для помещения в него данных для чтения вычислительной системой, а регистр входных данныхпредназначен для помещения в него информации, которая должна быть выведена на устройство. Обычно емкость этих регистров не превышает ширину линии данных (а чаще всего меньше ее), хотя некоторые контроллеры могут использовать в качестве регистров очередь FIFO для буферизации поступающей информации.

Разумеется, набор регистров и составляющих их битов приблизителен, он призван послужить нам моделью для описания процесса передачи информации от вычислительной системы к внешнему устройству и обратно, но в том или ином виде он обычно присутствует во всех контроллерах устройств.
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Использование механизма прерываний позволяет разумно загружать процессор в то время, когда устройство ввода-вывода занимается своей работой. Однако запись или чтение большого количества информации из адресного пространства ввода-вывода (например, с диска) приводят к большому количеству операций ввода-вывода, которые должен выполнять процессор. Для освобождения процессора от операций последовательного вывода данных из оперативной памяти или последовательного ввода в нее был предложен механизм прямого доступавнешних устройств к памяти – ПДП или Direct Memory Access – DMA. Давайте кратко рассмотрим, как работает этот механизм.

Для того чтобы какое-либо устройство, кроме процессора, могло записать информацию в память или прочитать ее из памяти, необходимо чтобы это устройство могло забрать у процессора управление локальной магистралью для выставления соответствующих сигналов на шины адреса, данных и управления. Для централизации эти обязанности обычно возлагаются не на каждое устройство в отдельности, а на специальный контроллер – контроллер прямого доступа к памяти. Контроллер прямого доступа к памяти имеет несколько спаренных линий – каналов DMA, которые могут подключаться к различным устройствам. Перед началом использования прямого доступа к памяти этот контроллер необходимо запрограммировать, записав в его порты информацию о том, какой канал или каналы предполагается задействовать, какие операции они будут совершать, какой адрес памяти является начальным для передачи информации и какое количество информации должно быть передано. Получив по одной из линий – каналов DMA, сигнал запроса на передачу данных от внешнего устройства, контроллер по шине управления сообщает процессору о желании взять на себя управление локальной магистралью. Процессор, возможно, через некоторое время, необходимое для завершения его действий с магистралью, передает управление ею контроллеру DMA, известив его специальным сигналом. Контроллер DMA выставляет на адресную шину адрес памяти для передачи очередной порции информации и по второй линии канала прямого доступа к памяти сообщает устройству о готовности магистрали к передаче данных. После этого, используя шину данных и шину управления, контроллер DMA, устройство ввода-вывода и память осуществляют процесс обмена информацией. Затем контроллер прямого доступа к памятиизвещает процессор о своем отказе от управления магистралью, и тот берет руководящие функции на себя. При передаче большого количества данных весь процесс повторяется циклически.

При прямом доступе к памяти процессор и контроллер DMA по очереди управляют локальной магистралью. Это, конечно, несколько снижает производительность процессора, так как при выполнении некоторых команд или при чтении очередной порции команд во внутренний кэш он должен поджидать освобождения магистрали, но в целом производительность вычислительной системы существенно возрастает.

При подключении к системе нового устройства, которое умеет использовать прямой доступ к памяти, обычно необходимо программно или аппаратно задать номер канала DMA, к которому будет приписано устройство. В отличие от прерываний, где один номер прерывания мог соответствовать нескольким устройствам, каналы DMA всегда находятся в монопольном владении устройств.
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Рассмотренные в предыдущем разделе физические механизмы взаимодействия устройств ввода-вывода с вычислительной системой позволяют понять, почему разнообразные внешние устройства легко могут быть добавлены в существующие компьютеры. Все, что необходимо сделать пользователю при подключении нового устройства, – это отобразить порты устройства в соответствующее адресное пространство, определить, какой номер будет соответствовать прерыванию, генерируемому устройством, и, если нужно, закрепить за устройством некоторый канал DMA. Для нормального функционирования hardware этого будет достаточно. Однако мы до сих пор ничего не сказали о том, как должна быть построена подсистема управления вводом-выводом в операционной системе для легкого и безболезненного добавления новых устройств и какие функции вообще обычно на нее возлагаются.

##### Структура системы ввода-вывода

Если поручить неподготовленному пользователю сконструировать систему ввода-вывода, способную работать со всем множеством внешних устройств, то, скорее всего, он окажется в ситуации, в которой находились биологи и зоологи до появления трудов Линнея [[Linnaes, 1789](https://www.intuit.ru/studies/courses/2192/31/literature#literature.6)]. Все устройства разные, отличаются по выполняемым функциям и своим характеристикам, и кажется, что принципиально невозможно создать систему, которая без больших постоянных переделок позволяла бы охватывать все многообразие видов. Вот перечень лишь нескольких направлений (далеко не полный), по которым различаются устройства.

* Скорость обмена информацией может варьироваться в диапазоне от нескольких байтов в секунду (клавиатура) до нескольких гигабайтов в секунду (сетевые карты).
* Одни устройства могут использоваться несколькими процессами параллельно (являются разделяемыми), в то время как другие требуют монопольного захвата процессом.
* Устройства могут запоминать выведенную информацию для ее последующего ввода или не обладать этой функцией. Устройства, запоминающие информацию, в свою очередь, могут дифференцироваться по формам доступа к сохраненной информации: обеспечивать к ней последовательный доступ в жестко заданном порядке или уметь находить и передавать только необходимую порцию данных.
* Часть устройств умеет передавать данные только по одному байту последовательно ( символьные устройства ), а часть устройств умеет передавать блок байтов как единое целое ( блочные устройства ).
* Существуют устройства, предназначенные только для ввода информации, устройства, предназначенные только для вывода информации, и устройства, которые могут выполнять и ввод, и вывод.

В области технического обеспечения удалось выделить несколько основных принципов взаимодействия внешних устройств с вычислительной системой, т. е. создать единый интерфейс для их подключения, возложив все специфические действия на контроллеры самих устройств. Тем самым конструкторы вычислительных систем переложили все хлопоты, связанные с подключением внешней аппаратуры, на разработчиков самой аппаратуры, заставляя их придерживаться определенного стандарта.

Похожий подход оказался продуктивным и в области программного подключения устройств ввода-вывода. Подобно тому как Линнею удалось заложить основы систематизации знаний о растительном и животном мире, разделив все живое в природе на относительно небольшое число классов и отрядов, мы можем разделить устройства на относительно небольшое число типов, отличающихся по набору операций, которые могут быть ими выполнены, считая все остальные различия несущественными. Мы можем затем специфицировать интерфейсы между ядром операционной системы, осуществляющим некоторую общую политику ввода-вывода, и программными частями, непосредственно управляющими устройствами, для каждого из таких типов. Более того, разработчики операционных систем получают возможность освободиться от написания и тестирования этих специфических программных частей, получивших название драйверов, передав эту деятельность производителям самих внешних устройств. Фактически мы приходим к использованию принципа уровневого или слоеного построения системы управления вводом-выводом для операционной системы (см. [рис. 13.1](https://www.intuit.ru/studies/courses/2192/31/lecture/992?page=3#image.13.1)).

Два нижних уровня этой слоеной системы составляет hardware: сами устройства, непосредственно выполняющие операции, и их контроллеры, служащие для организации совместной работы устройств и остальной вычислительной системы. Следующий уровень составляют драйверы устройств ввода-вывода, скрывающие от разработчиков операционных систем особенности функционирования конкретных приборов и обеспечивающие четко определенный интерфейс между hardware и вышележащим уровнем – уровнем базовой подсистемы ввода-вывода, которая, в свою очередь, предоставляет механизм взаимодействия между драйверами и программной частью вычислительной системы в целом.
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Как и система видов Линнея, система типов устройств является далеко не полной и не строго выдержанной. Устройства обычно принято разделять по преобладающему типу интерфейса на следующие виды:

* символьные (клавиатура, модем, терминал и т. п.);
* блочные (магнитные и оптические диски и ленты, и т. д.);
* сетевые (сетевые карты);
* все остальные (таймеры, графические дисплеи, телевизионные устройства, видеокамеры и т. п.);

Такое деление является весьма условным. В одних операционных системах сетевые устройства могут не выделяться в отдельную группу, в некоторых других – отдельные группы составляют звуковые устройства и видеоустройства и т. д. Некоторые группы в свою очередь могут разбиваться на подгруппы: подгруппа жестких дисков, подгруппа мышек, подгруппа принтеров. Нас такие детали не интересуют. Мы не ставим перед собой цель осуществить систематизацию всех возможных устройств, которые могут быть подключены к вычислительной системе. Единственное, для чего нам понадобится эта классификация, так это для иллюстрации того положения, что устройства могут быть разделены на группы по выполняемым ими функциям, и для понимания функций драйверов, и интерфейса между ними и базовой подсистемой ввода-вывода.

Для этого мы рассмотрим только две группы устройств: символьные и блочные. Как уже упоминалось в предыдущем разделе, символьные устройства – это устройства, которые умеют передавать данные только последовательно, байт за байтом, а блочные устройства – это устройства, которые могут передавать блок байтов как единое целое.

К символьным устройствам обычно относятся устройства ввода информации, которые спонтанно генерируют входные данные: клавиатура, мышь, модем, джойстик. К ним же относятся и устройства вывода информации, для которых характерно представление данных в виде линейного потока: принтеры, звуковые карты и т. д. По своей природе символьные устройства обычно умеют совершать две общие операции: ввести символ (байт) и вывести символ (байт) – get и put.

Для блочных устройств, таких как магнитные и оптические диски, ленты и т. п. естественными являются операции чтения и записи блока информации – read и write, а также, для устройств прямого доступа, операция поиска требуемого блока информации – seek.

Драйверы символьных и блочных устройств должны предоставлять базовой подсистеме ввода-вывода функции для осуществления описанных общих операций. Помимо общих операций, некоторые устройства могут выполнять операции специфические, свойственные только им – например, звуковые карты умеют увеличивать или уменьшать среднюю громкость звучания, дисплеи умеют изменять свою разрешающую способность. Для выполнения таких специфических действий в интерфейс между драйвером и базовой подсистемой ввода-вывода обычно входит еще одна функция, позволяющая непосредственно передавать драйверу устройства произвольную команду с произвольными параметрами, что позволяет задействовать любую возможность драйвера без изменения интерфейса. В операционной системе Unix такая функция получила название ioctl (от input-output control).

Помимо функций read, write, seek (для блочных устройств ), get, put (для символьных устройств ) и ioctl, в состав интерфейса обычно включают еще следующие функции.

* Функцию инициализации или повторной инициализации работы драйвера и устройства – open.
* Функцию временного завершения работы с устройством (может, например, вызывать отключение устройства) – close.
* Функцию опроса состояния устройства (если по каким-либо причинам работа с устройством производится методом опроса его состояния, например, в операционных системах Windows NT и Windows 9x так построена работа с принтерами через параллельный порт) – poll.
* Функцию остановки драйвера, которая вызывается при остановке операционной системы или выгрузке драйвера из памяти, halt.

Существует еще ряд действий, выполнение которых может быть возложено на драйвер, но поскольку, как правило, это действия базовой подсистемы ввода-вывода, мы поговорим о них в следующем разделе. Приведенные выше названия функций, конечно, являются условными и могут меняться от одной операционной системы к другой, но действия, выполняемые драйверами, характерны для большинства операционных систем, и соответствующие функции присутствуют в интерфейсах к ним.
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Базовая подсистема ввода-вывода служит посредником между процессами вычислительной системы и набором драйверов. Системные вызовы для выполнения операций ввода-вывода трансформируются ею в вызовы функций необходимого драйвера устройства. Однако обязанности базовой подсистемы не сводятся к выполнению только действий трансляции общего системного вызова в обращение к частной функции драйвера. Базовая подсистема предоставляет вычислительной системе такие услуги, как поддержка блокирующихся, неблокирующихся и асинхронных системных вызовов, буферизация и кэширование входных и выходных данных, осуществление spooling'a и монопольного захвата внешних устройств, обработка ошибок и прерываний, возникающих при операциях ввода-вывода, планирование последовательности запросов на выполнение этих операций. Давайте остановимся на этих услугах подробнее.

##### Блокирующиеся, неблокирующиеся и асинхронные системные вызовы

Все системные вызовы, связанные с осуществлением операций ввода-вывода, можно разбить на три группы по способам реализации взаимодействия процесса и устройства ввода-вывода.

* К первой, наиболее привычной для большинства программистов группе относятся блокирующиеся системные вызовы. Как следует из самого названия, применение такого вызова приводит к блокировке инициировавшего его процесса, т. е. процесс переводится операционной системой из состояния исполнение в состояние ожидание. Завершив выполнение всех операций ввода-вывода, предписанных системным вызовом, операционная система переводит процесс из состояния ожидание в состояние готовность. После того как процесс будет снова выбран для исполнения, в нем произойдет окончательный возврат из системного вызова. Типичным для применения такого системного вызова является случай, когда процессу необходимо получить от устройства строго определенное количество данных, без которых он не может выполнять работу далее.
* Ко второй группе относятся неблокирующиеся системные вызовы. Их название не совсем точно отражает суть дела. В простейшем случае процесс, применивший неблокирующийся вызов, не переводится в состояние ожидание вообще. Системный вызов возвращается немедленно, выполнив предписанные ему операции ввода-вывода полностью, частично или не выполнив совсем, в зависимости от текущей ситуации (состояния устройства, наличия данных и т. д.). В более сложных ситуациях процесс может блокироваться, но условием его разблокирования является завершение всех необходимых операций или окончание некоторого промежутка времени. Типичным случаем применения неблокирующегося системного вызова может являться периодическая проверка на поступление информации с клавиатуры при выполнении трудоемких расчетов.
* К третьей группе относятся асинхронные системные вызовы. Процесс, использовавший асинхронный системный вызов, никогда в нем не блокируется. Системный вызов инициирует выполнение необходимых операций ввода-вывода и немедленно возвращается, после чего процесс продолжает свою регулярную деятельность. Об окончании завершения операции ввода-вывода операционная система впоследствии информирует процесс изменением значений некоторых переменных, передачей ему сигнала или сообщения или каким-либо иным способом. Необходимо четко понимать разницу между неблокирующимися и асинхронными вызовами. Неблокирующийся системный вызов для выполнения операции read вернется немедленно, но может прочитать запрошенное количество байтов, меньшее количество или вообще ничего. Асинхронный системный вызов для этой операции также вернется немедленно, но требуемое количество байтов рано или поздно будет прочитано в полном объеме.
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##### Строение жесткого диска и параметры планирования

Современный жесткий магнитный диск представляет собой набор круглых пластин, находящихся на одной оси и покрытых с одной или двух сторон специальным магнитным слоем (см. [рис. 13.2](https://www.intuit.ru/studies/courses/2192/31/lecture/992?page=6#image.13.2)). Около каждой рабочей поверхности каждой пластины расположены магнитные головки для чтения и записи информации. Эти головки присоединены к специальному рычагу, который может перемещать весь блок головок над поверхностями пластин как единое целое. Поверхности пластин разделены на концентрические кольца, внутри которых, собственно, и может храниться информация. Набор концентрических колец на всех пластинах для одного положения головок (т. е. все кольца, равноудаленные от оси) образует цилиндр. Каждое кольцо внутри цилиндра получило название дорожки (по одной или две дорожки на каждую пластину). Все дорожки делятся на равное число секторов. Количество дорожек, цилиндров и секторов может варьироваться от одного жесткого диска к другому в достаточно широких пределах. Как правило, сектор является минимальным объемом информации, которая может быть прочитана с диска за один раз.

При работе диска набор пластин вращается вокруг своей оси с высокой скоростью, подставляя по очереди под головки соответствующих дорожек все их сектора. Номер сектора, номер дорожки и номер цилиндра однозначно определяют положение данных на жестком диске и, наряду с типом совершаемой операции – чтение или запись, полностью характеризуют часть запроса, связанную с устройством, при обмене информацией в объеме одного сектора.

При планировании использования жесткого диска естественным параметром планирования является время, которое потребуется для выполнения очередного запроса. Время, необходимое для чтения или записи определенного сектора на определенной дорожке определенного цилиндра, можно разделить на две составляющие: время обмена информацией между магнитной головкой и компьютером, которое обычно не зависит от положения данных и определяется скоростью их передачи (transfer speed), и время, необходимое для позиционирования головки над заданным сектором, – время позиционирования (positioning time). Время позиционирования, в свою очередь, состоит из времени, необходимого для перемещения головок на нужный цилиндр, – времени поиска (seek time) и времени, которое требуется для того, чтобы нужный сектор довернулся под головку, – задержки на вращение (rotational latency). Времена поиска пропорциональны разнице между номерами цилиндров предыдущего и планируемого запросов, и их легко сравнивать. Задержка на вращение определяется довольно сложными соотношениями между номерами цилиндров и секторов предыдущего и планируемого запросов и скоростями вращения диска и перемещения головок. Без знания соотношения этих скоростей сравнение становится невозможным. Поэтому естественно, что набор параметров планирования сокращается до времени поиска различных запросов, определяемого текущим положением головки и номерами требуемых цилиндров, а разницей в задержках на вращение пренебрегают.

##### Алгоритм First Come First Served (FCFS)

Простейшим алгоритмом, к которому мы уже должны были привыкнуть, является алгоритм First Come First Served (FCFS) – первым пришел, первым обслужен. Все запросы организуются в очередь FIFO и обслуживаются в порядке поступления. Алгоритм прост в реализации, но может приводить к достаточно длительному общему времени обслуживания запросов. Рассмотрим пример. Пусть у нас на диске из 100 цилиндров (от 0 до 99) есть следующая очередь запросов: 23, 67, 55, 14, 31, 7, 84, 10 и головки в начальный момент находятся на 63-м цилиндре. Тогда положение головок будет меняться следующим образом:

63->23->67->55->14->31->7->84->10

и всего головки переместятся на 329 цилиндров. Неэффективность алгоритма хорошо иллюстрируется двумя последними перемещениями с 7 цилиндра через весь диск на 84 цилиндр и затем опять через весь диск на цилиндр 10. Простая замена порядка двух последних перемещений (7 ![\to](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAICAMAAAA/SHRSAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADDx8tlAAAALHRSTlMAABS4RmKzIASEryoBPoeGhoaFj9zkgQ4vgYeGhZHi1m4LBoadImOjEBS3P2Tw5Q8AAABZSURBVHjabc4xCoBQDAPQpBQF9RJu3v8wguAJ3HWTWlsHLWYKvP9DiW/oOWHRpRhMpAHzXTW299fdYmPwWkY9m6OiJ4+XdWn/m6PLGtdoJSi55J3VMJHzUy+Xog0PAvXmEwAAAABJRU5ErkJggg==) 10 ![\to](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAICAMAAAA/SHRSAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADDx8tlAAAALHRSTlMAABS4RmKzIASEryoBPoeGhoaFj9zkgQ4vgYeGhZHi1m4LBoadImOjEBS3P2Tw5Q8AAABZSURBVHjabc4xCoBQDAPQpBQF9RJu3v8wguAJ3HWTWlsHLWYKvP9DiW/oOWHRpRhMpAHzXTW299fdYmPwWkY9m6OiJ4+XdWn/m6PLGtdoJSi55J3VMJHzUy+Xog0PAvXmEwAAAABJRU5ErkJggg==) 84) позволила бы существенно сократить общее время обслуживания запросов. Поэтому давайте перейдем к рассмотрению другого алгоритма.

##### Алгоритм Short Seek Time First (SSTF)

Как мы убедились, достаточно разумным является первоочередное обслуживание запросов, данные для которых лежат рядом с текущей позицией головок, а уж затем далеко отстоящих. Алгоритм Short Seek Time First (SSTF) – короткое время поиска первым – как раз и исходит из этой позиции. Для очередного обслуживания будем выбирать запрос, данные для которого лежат наиболее близко к текущему положению магнитных головок. Естественно, что при наличии равноудаленных запросов решение о выборе между ними может приниматься исходя из различных соображений, например по алгоритму FCFS. Для предыдущего примера алгоритм даст такую последовательность положений головок:

63->67->55->31->23->14->10->7->84

и всего головки переместятся на 141 цилиндр. Заметим, что наш алгоритм похож на алгоритм SJF планирования процессов, если за аналог оценки времени очередного CPU burst процесса выбирать расстояние между текущим положением головки и положением, необходимым для удовлетворения запроса. И точно так же, как алгоритм SJF, он может приводить к длительному откладыванию выполнения какого-либо запроса. Необходимо вспомнить, что запросы в очереди могут появляться в любой момент времени. Если у нас все запросы, кроме одного, постоянно группируются в области с большими номерами цилиндров, то этот один запрос может находиться в очереди неопределенно долго.

Точный алгоритм SJF являлся оптимальным для заданного набора процессов с заданными временами CPU burst. Очевидно, что алгоритм SSTFне является оптимальным. Если мы перенесем обслуживание запроса 67-го цилиндра в промежуток между запросами 7-го и 84-го цилиндров, мы уменьшим общее время обслуживания. Это наблюдение приводит нас к идее целого семейства других алгоритмов – алгоритмов сканирования.

##### Алгоритмы сканирования (SCAN, C-SCAN, LOOK, C-LOOK)

В простейшем из алгоритмов сканирования – SCAN – головки постоянно перемещаются от одного края диска до другого, по ходу дела обслуживая все встречающиеся запросы. По достижении другого края направление движения меняется, и все повторяется снова. Пусть в предыдущем примере в начальный момент времени головки двигаются в направлении уменьшения номеров цилиндров. Тогда мы и получим порядок обслуживания запросов, подсмотренный в конце предыдущего раздела. Последовательность перемещения головок выглядит следующим образом:

63->55->31->23->14->10->7->0->67->84

и всего головки переместятся на 147 цилиндров.

Если мы знаем, что обслужили последний попутный запрос в направлении движения головок, то мы можем не доходить до края диска, а сразу изменить направление движения на обратное:

63->55->31->23->14->10->7->67->84

и всего головки переместятся на 133 цилиндра. Полученная модификация алгоритма SCAN получила название LOOK.

Допустим, что к моменту изменения направления движения головки в алгоритме SCAN, т. е. когда головка достигла одного из краев диска, у этого края накопилось большое количество новых запросов, на обслуживание которых будет потрачено достаточно много времени (не забываем, что надо не только перемещать головку, но еще и передавать прочитанные данные!). Тогда запросы, относящиеся к другому краю диска и поступившие раньше, будут ждать обслуживания несправедливо долго. Для сокращения времени ожидания запросов применяется другая модификация алгоритма SCAN – циклическое сканирование. Когда головка достигает одного из краев диска, она без чтения попутных запросов (иногда существенно быстрее, чем при выполнении обычного поиска цилиндра) перемещается на другой край, откуда вновь начинает движение в прежнем направлении. Для этого алгоритма, получившего название C-SCAN, последовательность перемещений будет выглядеть так:

63->55->31->23->14->10->7->0->99->84->67

По аналогии с алгоритмом LOOK для алгоритма SCAN можно предложить и алгоритм C-LOOK для алгоритма C-SCAN:

63->55->31->23->14->10->7->84->67

Существуют и другие разновидности алгоритмов сканирования, и совсем другие алгоритмы, но мы на этом закончим, ибо было сказано: "И еще раз говорю: никто не обнимет необъятного".
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В первой лекции мы говорили, что существует два основных подхода к организации операционных систем для вычислительных комплексов, связанных в сеть, – это сетевые и распределенные операционные системы. Необходимо отметить, что терминология в этой области еще не устоялась. В одних работах все операционные системы, обеспечивающие функционирование компьютеров в сети, называются распределенными, а в других, наоборот, сетевыми. Мы придерживаемся той точки зрения, что сетевые и распределенные системы являются принципиально различными.

В сетевых операционных системах для того, чтобы задействовать ресурсы другого сетевого компьютера, пользователи должны знать о его наличии и уметь это сделать. Каждая машина в сети работает под управлением своей локальной операционной системы, отличающейся от операционной системы автономного компьютера наличием дополнительных сетевых средств (программной поддержкой для сетевых интерфейсных устройств и доступа к удаленным ресурсам), но эти дополнения существенно не меняют структуру операционной системы.

Распределенная система, напротив, внешне выглядит как обычная автономная система. Пользователь не знает и не должен знать, где его файлы хранятся, на локальной или удаленной машине, и где его программы выполняются. Он может вообще не знать, подключен ли его компьютер к сети. Внутреннее строение распределенной операционной системы имеет существенные отличия от автономных систем.

Изучение строения распределенных операционных систем не входит в задачи нашего курса. Этому вопросу посвящены другие учебные курсы – Advanced operating systems, как называют их в англоязычных странах, или "Современные операционные системы", как принято называть их в России.

В этой лекции мы затронем вопросы, связанные с сетевыми операционными системами, а именно – какие изменения необходимо внести в классическую операционную систему для объединения компьютеров в сеть.
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Все перечисленные выше цели объединения компьютеров в вычислительные сети не могут быть достигнуты без организации взаимодействия процессов на различных вычислительных системах. Будь то доступ к разделяемым ресурсам или общение пользователей через сеть – в основе всего этого лежит взаимодействие удаленных процессов, т. е. процессов, которые находятся под управлением физически разных операционных систем. Поэтому мы в своей работе сосредоточимся именно на вопросах кооперации таких процессов, в первую очередь выделив ее отличия от кооперации процессов в одной автономной вычислительной системе (кооперации локальных процессов ), о которой мы говорили в лекциях 4, 5 и 6.

1. Изучая взаимодействие локальных процессов, мы разделили средства обмена информацией по объему передаваемых между ними данных и возможности влияния на поведение другого процесса на три категории: сигнальные, канальные и разделяемая память. На самом деле во всей этой систематизации присутствовала некоторая доля лукавства. Мы фактически классифицировали средства связи по виду интерфейса обращения к ним, в то время как реальной физической основой для всех средств связи в том или ином виде являлось разделение памяти. Семафоры представляют собой просто целочисленные переменные, лежащие в разделяемой памяти, к которым посредством системных вызовов, определяющих состав и содержание допустимых операций над ними, могут обращаться различные процессы. Очереди сообщений и pip'ы базируются на буферах ядра операционной системы, которые опять-таки с помощью системных вызовов доступны различным процессам. Иного способа реально передать информацию от процесса к процессу в автономной вычислительной системе просто не существует. Взаимодействие удаленных процессов принципиально отличается от ранее рассмотренных случаев. Общей памяти у различных компьютеров физически нет. Удаленные процессы могут обмениваться информацией, только передавая друг другу пакеты данных определенного формата (в виде последовательностей электрических или электромагнитных сигналов, включая световые) через некоторый физический канал связи или несколько таких каналов, соединяющих компьютеры. Поэтому в основе всех средств взаимодействия удаленных процессов лежит передача структурированных пакетов информации или сообщений.
2. При взаимодействии локальных процессов и процесс–отправитель информации, и процесс-получатель функционируют под управлением одной и той же операционной системы. Эта же операционная система поддерживает и функционирование промежуточных накопителей данных при использовании непрямой адресации. Для организации взаимодействия процессы пользуются одними и теми же системными вызовами, присущими данной операционной системе, с одинаковыми интерфейсами. Более того, в автономной операционной системе передача информации от одного процесса к другому, независимо от используемого способа адресации, как правило (за исключением микроядерных операционных систем), происходит напрямую – без участия других процессов-посредников. Но даже и при наличии процессов-посредников все участники передачи информации находятся под управлением одной и той же операционной системы. При организации сети, конечно, можно обеспечить прямую связь между всеми вычислительными комплексами, соединив каждый из них со всеми остальными посредством прямых физических линий связи или подключив все комплексы к общей шине (по примеру шин данных и адреса в компьютере). Однако такая сетевая топология не всегда возможна по ряду физических и финансовых причин. Поэтому во многих случаях информация между удаленными процессами в сети передается не напрямую, а через ряд процессов-посредников, "обитающих" на вычислительных комплексах, не являющихся компьютерами отправителя и получателя и работающих под управлением собственных операционных систем. Однако и при отсутствии процессов-посредников удаленные процесс-отправитель и процесс-получатель функционируют под управлением различных операционных систем, часто имеющих принципиально разное строение.
3. Вопросы надежности средств связи и способы ее реализации, рассмотренные нами в лекции 4, носили для случая локальных процессовскорее теоретический характер. Мы выяснили, что физической основой "общения" процессов на автономной вычислительной машине является разделяемая память. Поэтому для локальных процессов надежность передачи информации определяется надежностью ее передачи по шине данных и хранения в памяти машины, а также корректностью работы операционной системы. Для хороших вычислительных комплексов и операционных систем мы могли забыть про возможную ненадежность средств связи. Для удаленных процессов вопросы, связанные с надежностью передачи данных, становятся куда более значимыми. Протяженные сетевые линии связи подвержены разнообразным физическим воздействиям, приводящим к искажению передаваемых по ним физических сигналов (помехи в эфире) или к полному отказу линий (мыши съели кабель). Даже при отсутствии внешних помех передаваемый сигнал затухает по мере удаления от точки отправления, приближаясь по интенсивности к внутренним шумам линий связи. Промежуточные вычислительные комплексы сети, участвующие в доставке информации, не застрахованы от повреждений или внезапной перезагрузки операционной системы. Поэтому вычислительные сети должны организовываться исходя из предпосылок ненадежности доставки физических пакетов информации.
4. При организации взаимодействия локальных процессов каждый процесс (в случае прямой адресации) и каждый промежуточный объект для накопления данных (в случае непрямой адресации) должны были иметь уникальные идентификаторы – адреса – в рамках одной операционной системы. При организации взаимодействия удаленных процессов участники этого взаимодействия должны иметь уникальные адреса уже в рамках всей сети.
5. Физическая линия связи, соединяющая несколько вычислительных комплексов, является разделяемым ресурсом для всех процессов комплексов, которые хотят ее использовать. Если два процесса попытаются одновременно передать пакеты информации по одной и той же линии, то в результате интерференции физических сигналов, представляющих эти пакеты, произойдет взаимное искажение передаваемых данных. Для того чтобы избежать возникновения такой ситуации (race condition!) и обеспечить эффективную совместную работу вычислительных систем, должны выполняться условия взаимоисключения, прогресса и ограниченного ожидания при использовании общей линии связи, но уже не на уровне отдельных процессов операционных систем, а на уровне различных вычислительных комплексов в целом.
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Для описания происходящего в автономной операционной системе в лекции 2 было введено основополагающее понятие "процесс", на котором, по сути дела, базируется весь наш курс. Для того чтобы описать взаимодействие удаленных процессов и понять, какие функции и как должны выполнять дополнительные части сетевых операционных систем, отвечающих за такое взаимодействие, нам понадобится не менее фундаментальное понятие – протокол.

"Общение" локальных процессов напоминает общение людей, проживающих в одном городе. Если взаимодействующие процессы находятся под управлением различных операционных систем, то эта ситуация подобна общению людей, проживающих в разных городах и, возможно, в разных странах.

Каким образом два человека, находящиеся в разных городах, а тем более странах, могут обмениваться информацией? Для этого им обычно приходится прибегать к услугам соответствующих служб связи. При этом между службами связи различных городов (государств) должны быть заключены определенные соглашения, позволяющие корректно организовывать такой обмен. Если речь идет, например, о почтовых отправлениях, то в первую очередь необходимо договориться о том, что может представлять собой почтовое отправление, какой вид оно может иметь. Некоторые племена индейцев для передачи информации пользовались узелковыми письмами – поясами, к которым крепились веревочки с различным числом и формой узелков. Если бы такое письмо попало в современный почтовый ящик, то, пожалуй, ни одно отделение связи не догадалось бы, что это – письмо, и пояс был бы выброшен как ненужный хлам. Помимо формы представления информации необходима договоренность о том, какой служебной информацией должно снабжаться почтовое отправление (адрес получателя, срочность доставки, способ пересылки: поездом, авиацией, с помощью курьера и т. п.) и в каком формате она должна быть представлена. Адреса, например, в России и в США принято записывать по-разному. В России мы начинаем адрес со страны, далее указывается город, улица и квартира. В США все наоборот: сначала указывается квартира, затем улица и т. д. Конечно, даже при неправильной записи адреса письмо, скорее всего, дойдет до получателя, но можно себе представить растерянность почтальона, пытающегося разгадать, что это за страна или город – "кв.162"? Как видим, доставка почтового отправления из одного города (страны) в другой требует целого ряда соглашений между почтовыми ведомствами этих городов (стран).

Аналогичная ситуация возникает и при общении удаленных процессов, работающих под управлением разных операционных систем. Здесь процессы играют роль людей, проживающих в разных городах, а сетевые части операционных систем – роль соответствующих служб связи. Для того чтобы удаленные процессы могли обмениваться данными, необходимо, чтобы сетевые части операционных систем руководствовались определенными соглашениями, или, как принято говорить, поддерживали определенные протоколы. Термин "протокол" уже встречался нам в лекции 13, посвященной организации ввода-вывода в операционных системах, при обсуждении понятия "шина". Мы говорили, что понятие шины подразумевает не только набор проводников, но и набор жестко заданных протоколов, определяющий перечень сообщений, который может быть передан с помощью электрических сигналов по этим проводникам, т. е. в "протокол" мы вкладывали практически тот же смысл. В следующем разделе мы попытаемся дать более формализованное определение этого термина.

Необходимо отметить, что и локальные процессы при общении также должны руководствоваться определенными соглашениями или поддерживать определенные протоколы. Только в автономных операционных системах они несколько завуалированы. В роли таких протоколоввыступают специальная последовательность системных вызовов при организации взаимодействия процессов и соглашения о параметрах системных вызовов.

Различные способы решения проблем 3–5, поднятых в предыдущем разделе, по существу, представляют собой различные соглашения, которых должны придерживаться сетевые части операционных систем, т. е. различные сетевые протоколы. Именно наличие сетевых протоколовпозволяет организовать взаимодействие удаленных процессов.

При рассмотрении перечисленных выше проблем необходимо учитывать, с какими сетями мы имеем дело.

В литературе принято говорить о локальных вычислительных сетях (LAN – Local Area Network) и глобальных вычислительных сетях (WAN – Wide Area Network). Строгого определения этим понятиям обычно не дается, а принадлежность сети к тому или иному типу часто определяется взаимным расположением вычислительных комплексов, объединенных в сеть. Так, например, в большинстве работ к локальным сетям относят сети, состоящие из компьютеров одной организации, размещенные в пределах одного или нескольких зданий, а к глобальным сетям – сети, охватывающие все компьютеры в нескольких городах и более. Зачастую вводится дополнительный термин для описания сетей промежуточного масштаба – муниципальных или городских вычислительных сетей (MAN – Metropolitan Area Network) – сетей, объединяющих компьютеры различных организаций в пределах одного города или одного городского района. Таким образом, упрощенно можно рассматривать глобальные сети как сети, состоящие из локальных и муниципальных сетей. А муниципальные сети, в свою очередь, могут состоять из нескольких локальных сетей. На самом деле деление сетей на локальные, глобальные и муниципальные обычно связано не столько с местоположением и принадлежностью вычислительных систем, соединенных сетью, сколько с различными подходами, применяемыми для решения поставленных вопросов в рамках той или иной сети, – с различными используемыми протоколами.
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Даже беглого взгляда на перечень проблем, связанных с логической организацией взаимодействия удаленных процессов, достаточно, чтобы понять, что построение сетевых средств связи – задача более сложная, чем реализация локальных средств связи. Поэтому обычно задачу создания таких средств решают по частям, применяя уже неоднократно упоминавшийся нами "слоеный", или многоуровневый, подход.

Как уже отмечалось при обсуждении "слоеного" строения операционных систем на первой лекции, при таком подходе уровень N системы предоставляет сервисы уровню N+1, пользуясь в свою очередь только сервисами уровня N-1. Следовательно, каждый уровень может взаимодействовать непосредственно только со своими соседями, руководствуясь четко закрепленными соглашениями – вертикальными протоколами, которые принято называть интерфейсами.

Самым нижним уровнем в слоеных сетевых вычислительных системах является уровень, на котором реализуется реальная физическая связьмежду двумя узлами сети. Из предыдущего раздела следует, что для обеспечения обмена физическими сигналами между двумя различными вычислительными системами необходимо, чтобы эти системы поддерживали определенный протокол физического взаимодействия – горизонтальный протокол.

На самом верхнем уровне находятся пользовательские процессы, которые инициируют обмен данными. Количество и функции промежуточных уровней варьируются от одной системы к другой. Вернемся к нашей аналогии с пересылкой почтовых отправлений между людьми, проживающими в разных городах, правда, с порядком их пересылки несколько отличным от привычного житейского порядка. Рассмотрим в качестве пользовательских процессов руководителей различных организаций, желающих обменяться письмами. Руководитель (пользовательский процесс) готовит текст письма (данные) для пересылки в другую организацию. Затем он отдает его своему секретарю (совершает системный вызов – обращение к нижележащему уровню), сообщая, кому и куда должно быть направлено письмо. Секретарь снимает с него копию и выясняет адрес организации. Далее идет обращение к нижестоящему уровню, допустим, письмо направляется в канцелярию. Здесь оно регистрируется (ему присваивается порядковый номер), один экземпляр запечатывается в конверт, на котором указывается, кому и куда адресовано письмо, впечатывается адрес отправителя. Копия остается в канцелярии, а конверт отправляется на почту (переход на следующий уровень). На почте наклеиваются марки и делаются другие служебные пометки, определяется способ доставки корреспонденции и т. д. Наконец, поездом, самолетом или курьером ( физический уровень!) письмо следует в другой город, в котором все уровни проходятся в обратном порядке. Пользовательский уровень (руководитель) после подготовки исходных данных и инициации процесса взаимодействия далее судьбой почтового отправления не занимается. Все остальное (включая, быть может, проверку его доставки и посылку копии в случае утери) выполняют нижележащие уровни.

Заметим, что на каждом уровне взаимодействия в городе отправителя исходные данные (текст письма) обрастают дополнительной служебной информацией. Соответствующие уровни почтовой службы в городе получателя должны уметь понимать эту служебную информацию. Таким образом, для одинаковых уровней в различных городах необходимо следование специальным соглашениям – поддержка определенных горизонтальных протоколов.

Точно так же в сетевых вычислительных системах все их одинаковые уровни, лежащие выше физического, виртуально обмениваются данными посредством горизонтальных протоколов. Наличие такой виртуальной связи означает, что уровень N компьютера 2 должен получить ту же самую информацию, которая была отправлена уровнем N компьютера 1. Хотя в реальности эта информация должна была сначала дойти сверху вниз до уровня 1 компьютера 1, затем передана уровню 1 компьютера 2 и только после этого доставлена снизу вверх уровню N этого компьютера.

Формальный перечень правил, определяющих последовательность и формат сообщений, которыми обмениваются сетевые компоненты различных вычислительных систем, лежащие на одном уровне, мы и будем называть **сетевым протоколом** .

Всю совокупность вертикальных и горизонтальных протоколов (интерфейсов и сетевых протоколов ) в сетевых системах, построенных по"слоеному" принципу, достаточную для организации взаимодействия удаленных процессов, принято называть **семейством** протоколов или **стеком** протоколов. Сети, построенные на основе разных стеков протоколов, могут быть объединены между собой с использованием вычислительных устройств, осуществляющих трансляцию из одного стека протоколов в другой, причем на различных уровнях слоеной модели

Эталоном многоуровневой схемы построения сетевых средств связи считается семиуровневая модель открытого взаимодействия систем (Open System Interconnection – OSI), предложенная Международной организацией Стандартов (International Standard Organization – ISO) и получившая сокращенное наименование **OSI/ISO** (см. [рис. 14.1](https://www.intuit.ru/studies/courses/2192/31/lecture/994?page=4#image.14.1)).

Давайте очень кратко опишем, какие функции выполняют различные уровни модели OSI/ISO [[Олифер, 2001](https://www.intuit.ru/studies/courses/2192/31/literature#literature.23)]:

* Уровень 1 – **физический**. Этот уровень связан с работой hardware. На нем определяются физические аспекты передачи информации по линиям связи, такие как: напряжения, частоты, природа передающей среды, способ передачи двоичной информации по физическому носителю, вплоть до размеров и формы используемых разъемов. В компьютерах за поддержку физического уровня обычно отвечает сетевой адаптер.
* Уровень 2 – **канальный**. Этот уровень отвечает за передачу данных по физическому уровню без искажений между непосредственно связанными узлами сети. На нем формируются физические пакеты данных для реальной доставки по физическому уровню . Протоколы канального уровня реализуются совместно сетевыми адаптерами и их драйверами (понятие драйвера рассматривалось в лекции 13).
* Уровень 3 – **сетевой**. Сетевой уровень несет ответственность за доставку информации от узла-отправителя к узлу-получателю. На этом уровне частично решаются вопросы адресации, осуществляется выбор маршрутов следования пакетов данных, решаются вопросы стыковки сетей, а также управление скоростью передачи информации для предотвращения перегрузок в сети.
* Уровень 4 – **транспортный**. Регламентирует передачу данных между удаленными процессами. Обеспечивает доставку информации вышележащим уровням с необходимой степенью надежности, компенсируя, быть может, ненадежность нижележащих уровней, связанную с искажением и потерей данных или доставкой пакетов в неправильном порядке. Наряду с сетевым уровнем может управлять скоростью передачи данных и частично решать проблемы адресации.
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* **Рис. 14.1.** Семиуровневая эталонная модель OSI/ISO
* Уровень 5 – **сеансовый**. Координирует взаимодействие связывающихся процессов. Основная задача – предоставление средств синхронизации взаимодействующих процессов. Такие средства синхронизации позволяют создавать контрольные точки при передаче больших объемов информации. В случае сбоя в работе сети передачу данных можно возобновить с последней контрольной точки, а не начинать заново.
* Уровень 6 – **уровень представления данных**. Отвечает за форму представления данных, перекодирует текстовую и графическую информацию из одного формата в другой, обеспечивает ее сжатие и распаковку, шифрование и декодирование.
* Уровень 7 – **прикладной**. Служит для организации интерфейса между пользователем и сетью. На этом уровне реализуются такие сервисы, как удаленная передача данных, удаленный терминальный доступ, почтовая служба и работа во Всемирной паутине (Web-браузеры).
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Любой пакет информации, передаваемый по сети, должен быть снабжен адресом получателя. Если взаимодействие подразумевает двустороннее общение, то в пакет следует также включить и адрес отправителя. В лекции 4 мы описали один из протоколов организации надежной связи с использованием контрольных сумм, нумерации пакетов и подтверждения получения неискаженного пакета в правильном порядке. Для отправки подтверждений обратный адрес также следует включать в пересылаемый пакет. Таким образом, практически каждый сетевой пакет информации должен быть снабжен адресом получателя и адресом отправителя. Как могут выглядеть такие адреса?

Несколько раньше, обсуждая отличия взаимодействия удаленных процессов от взаимодействия локальных процессов, мы говорили, что удаленные адресаты должны обладать уникальными адресами уже не в пределах одного компьютера, а в рамках всей сети. Существует два подхода к наделению объектов такими сетевыми адресами: одноуровневый и двухуровневый.

#### Одноуровневые адреса

В небольших компьютерных сетях можно построить одноуровневую систему адресации. При таком подходе каждый процесс, желающий стать участником удаленного взаимодействия (при прямой адресации), и каждый объект, для такого взаимодействия предназначенный (при непрямой адресации), получают по мере необходимости собственные адреса (символьные или числовые), а сами вычислительные комплексы, объединенные в сеть, никаких самостоятельных адресов не имеют. Подобный метод требует довольно сложного протокола обеспечения уникальности адресов. Вычислительный комплекс, на котором запускается взаимодействующий процесс, должен запросить все компьютеры сети о возможности присвоения процессу некоторого адреса. Только после получения от них согласия процессу может быть назначен адрес. Поскольку процесс, посылающий данные другому процессу, не может знать, на каком компоненте сети находится процесс-адресат, передаваемая информация должна быть направлена всем компонентам сети (так называемое **широковещательное сообщение – broadcast message** ), проанализирована ими и либо отброшена (если процесса-адресата на данном компьютере нет), либо доставлена по назначению. Так как все данные постоянно передаются от одного комплекса ко всем остальным, такую одноуровневую схему обычно применяют только в локальных сетях с прямой физической связью всех компьютеров между собой (например, в сети NetBIOS на базе Ethernet), но она является существенно менее эффективной, чем двухуровневая схема адресации.

#### Двухуровневые адреса

При двухуровневой адресации полный сетевой адрес процесса или промежуточного объекта для хранения данных складывается из двух частей – адреса вычислительного комплекса, на котором находится процесс или объект в сети ( удаленного адреса ), и адреса самого процесса или объекта на этом вычислительном комплексе ( локального адреса ). Уникальность полного адреса будет обеспечиваться уникальностью удаленного адреса для каждого компьютера в сети и уникальностью локальных адресов объектов на компьютере. Давайте подробнее рассмотрим проблемы, возникающие для каждого из компонентов полного адреса.

#### Удаленная адресация и разрешение адресов

Инициатором связи процессов друг с другом всегда является человек, будь то программист или обычный пользователь. Как мы неоднократно отмечали в лекциях, человеку свойственно думать словами, он легче воспринимает символьную информацию. Поэтому очевидно, что каждая машина в сети получает символьное, часто даже содержательное имя. Компьютер не разбирается в смысловом содержании символов, ему проще оперировать числами, желательно одного и того же формата, которые помещаются, например, в 4 байта или в 16 байт. Поэтому каждый компьютер в сети для удобства работы вычислительных систем получает числовой адрес. Возникает проблема отображения пространства символьных имен (или адресов) вычислительных комплексов в пространство их числовых адресов. Эта проблема получила наименование **проблемы разрешения адресов**.

С подобными задачами мы уже сталкивались, обсуждая организацию памяти в вычислительных системах (отображение имен переменных в их адреса в процессе компиляции и редактирования связей) и организацию файловых систем (отображение имен файлов в их расположении на диске). Посмотрим, как она может быть решена в сетевом варианте.

Первый способ решения заключается в том, что на каждом сетевом компьютере создается файл, содержащий имена всех машин, доступных по сети, и их числовые эквиваленты. Обращаясь к этому файлу, операционная система легко может перевести символьный удаленный адрес в числовую форму. Такой подход использовался на заре эпохи глобальных сетей и применяется в изолированных локальных сетях в настоящее время. Действительно, легко поддерживать файл соответствий в корректном виде, внося в него необходимые изменения, когда общее число сетевых машин не превышает нескольких десятков. Как правило, изменения вносятся на некотором выделенном административном вычислительном комплексе, откуда затем обновленный файл рассылается по всем компонентам сети.

В современной сетевой паутине этот подход является неприемлемым. Дело даже не в размерах подобного файла, а в частоте требуемых обновлений и в огромном количестве рассылок, что может полностью подорвать производительность сети. Проблема состоит в том, что добавление или удаление компонента сети требует внесения изменений в файлы на всех сетевых машинах. Второй метод разрешения адресов заключается в частичном распределении информации о соответствии символьных и числовых адресов по многим комплексам сети, так что каждый из этих комплексов содержит лишь часть полных данных. Он же определяет и правила построения символических имен компьютеров.

Один из таких способов, используемый в Internet, получил английское наименование Domain Name Service или сокращенно DNS. Эта аббревиатура широко используется и в русскоязычной литературе. Давайте рассмотрим данный метод подробнее.

Организуем логически все компьютеры сети в некоторую древовидную структуру, напоминающую структуру директорий файловых систем, в которых отсутствует возможность организации жестких и мягких связей и нет пустых директорий. Будем рассматривать все компьютеры, входящие во Всемирную сеть, как область самого низкого ранга (аналог корневой директории в файловой системе) – ранга 0. Разобьем все множество компьютеров области на какое-то количество подобластей (domains). При этом некоторые подобласти будут состоять из одного компьютера (аналоги регулярных файлов в файловых системах), а некоторые – более чем из одного компьютера (аналоги директорий в файловых системах). Каждую подобласть будем рассматривать как область более высокого ранга. Присвоим подобластям собственные имена таким образом, чтобы в рамках разбиваемой области все они были уникальны. Повторим такое разбиение рекурсивно для каждой области более высокого ранга, которая состоит более чем из одного компьютера, несколько раз, пока при последнем разбиении в каждой подобласти не окажется ровно по одному компьютеру. Глубина рекурсии для различных областей одного ранга может быть разной, но обычно в целом ограничиваются 3 – 5 разбиениями, начиная от ранга 0.

В результате мы получим дерево, неименованной вершиной которого является область, объединяющая все компьютеры, входящие во Всемирную сеть, именованными терминальными узлами – отдельные компьютеры (точнее – подобласти, состоящие из отдельных компьютеров), а именованными нетерминальными узлами – области различных рангов. Используем полученную структуру для построения имен компьютеров, подобно тому как мы поступали при построении полных имен файлов в структуре директорий файловой системы. Только теперь, двигаясь от корневой вершины к терминальному узлу – отдельному компьютеру, будем вести запись имен подобластей справа налево и отделять имена друг от друга с помощью символа ".".

Допустим, некоторая подобласть, состоящая из одного компьютера, получила имя serv, она входит в подобласть, объединяющую все компьютеры некоторой лаборатории, с именем crec. Та, в свою очередь, входит в подобласть всех компьютеров Московского физико-технического института с именем mipt, которая включается в область ранга 1 всех компьютеров России с именем ru. Тогда имя рассматриваемого компьютера во Всемирной сети будет serv.crec.mipt.ru. Аналогичным образом можно именовать и подобласти, состоящие более чем из одного компьютера.

В каждой полученной именованной области, состоящей более чем из одного узла, выберем один из компьютеров и назначим его ответственным за эту область – сервером DNS. Сервер DNS знает числовые адреса серверов DNS для подобластей, входящих в его зону ответственности, или числовые адреса отдельных компьютеров, если такая подобласть включает в себя только один компьютер. Кроме того, он также знает числовой адрес сервера DNS, в зону ответственности которого входит рассматриваемая область (если это не область ранга 1), или числовые адреса всех серверов DNS ранга 1 (в противном случае). Отдельные компьютеры всегда знают числовые адреса серверов DNS, которые непосредственно за них отвечают.

Рассмотрим теперь, как процесс на компьютере serv.crec.mipt.ru может узнать числовой адрес компьютера ssp.brown.edu. Для этого он обращается к своему DNS -серверу, отвечающему за область crec.mipt.ru, и передает ему нужный адрес в символьном виде. Если этот DNS-сервер не может сразу представить необходимый числовой адрес, он передает запрос DNS -серверу, отвечающему за область mipt.ru. Если и тот не в силах самостоятельно справиться с проблемой, он перенаправляет запрос серверу DNS, отвечающему за область 1-го ранга ru. Этот сервер может обратиться к серверу DNS, обслуживающему область 1-го ранга edu, который, наконец, затребует информацию от сервера DNSобласти brown.edu, где должен быть нужный числовой адрес.

В действительности, каждый сервер DNS имеет достаточно большой кэш, содержащий адреса серверов DNS для всех последних запросов. Поэтому реальная схема обычно существенно проще, из приведенной цепочки общения DNS -серверов выпадают многие звенья за счет обращения напрямую.

Рассмотренный способ разрешения адресов позволяет легко добавлять компьютеры в сеть и исключать их из сети, так как для этого необходимо внести изменения только на DNS -сервере соответствующей области.

Если DNS -сервер, отвечающий за какую-либо область, выйдет из строя, то может оказаться невозможным разрешение адресов для всех компьютеров этой области. Поэтому обычно назначается не один сервер DNS, а два – основной и запасной. В случае выхода из строя основного сервера его функции немедленно начинает выполнять запасной.

В реальных сетевых вычислительных системах обычно используется комбинация рассмотренных подходов. Для компьютеров, с которыми чаще всего приходится устанавливать связь, в специальном файле хранится таблица соответствий символьных и числовых адресов. Все остальные адреса разрешаются с использованием служб, аналогичных службе DNS. Способ построения удаленных адресов и методы разрешения адресов обычно определяются протоколами сетевого уровня эталонной модели.

Мы разобрались с проблемой удаленных адресов и знаем, как получить числовой удаленный адрес нужного нам компьютера. Давайте рассмотрим теперь проблему адресов локальных: как нам задать адрес процесса или объекта для хранения данных на удаленном компьютере, который в конечном итоге и должен получить переданную информацию.

#### Локальная адресация. Понятие порта

Во второй лекции мы говорили, что каждый процесс, существующий в данный момент в вычислительной системе, уже имеет собственный уникальный номер – PID. Но этот номер неудобно использовать в качестве локального адреса процесса при организации удаленной связи. Номер, который получает процесс при рождении, определяется моментом его запуска, предысторией работы вычислительного комплекса и является в значительной степени случайным числом, изменяющимся от запуска к запуску. Представьте себе, что адресат, с которым вы часто переписываетесь, постоянно переезжает с место на место, меняя адреса, так что, посылая очередное письмо, вы не можете с уверенностью сказать, где он сейчас проживает, и поймете все неудобство использования идентификатора процесса в качестве его локального адреса. Все сказанное выше справедливо и для идентификаторов промежуточных объектов, использующихся при локальном взаимодействии процессов в схемах с непрямой адресацией.

Для локальной адресации процессов и промежуточных объектов при удаленной связи обычно организуется новое специальное адресное пространство, например представляющее собой ограниченный набор положительных целочисленных значений или множество символических имен, аналогичных полным именам файлов в файловых системах. Каждый процесс, желающий принять участие в сетевом взаимодействии, после рождения закрепляет за собой один или несколько адресов в этом адресном пространстве. Каждому промежуточному объекту при его создании присваивается свой адрес из этого адресного пространства. При этом удаленные пользователи могут заранее договориться о том, какие именно адреса будут зарезервированы для данного процесса, независимо от времени его старта, или для данного объекта, независимо от момента его создания. Подобные адреса получили название портов, по аналогии с портами ввода-вывода.

Необходимо отметить, что в системе может существовать несколько таких адресных пространств для различных способов связи. При получении данных от удаленного процесса операционная система смотрит, на какой порт и для какого способа связи они были отправлены, определяет процесс, который заявил этот порт в качестве своего адреса, или объект, которому присвоен данный адрес, и доставляет полученную информацию адресату. Виды адресного пространства портов (т. е. способы построения локальных адресов ) определяются, как правило, протоколами транспортного уровня эталонной модели.

#### Полные адреса. Понятие сокета (socket)

Таким образом, полный адрес удаленного процесса или промежуточного объекта для конкретного способа связи с точки зрения операционных систем определяется парой адресов: <числовой адрес компьютера в сети, порт>. Подобная пара получила наименование **socket** (в переводе – "гнездо" или, как стали писать в последнее время, сокет ), а сам способ их использования – **организация связи с помощью** сокетов . В случае непрямой адресации с использованием промежуточных объектов сами эти объекты также принято называть сокетами. Поскольку разные протоколы транспортного уровня требуют разных адресных пространств портов, то для каждой пары надо указывать, какой транспортный протокол она использует, – говорят о разных типах сокетов.

В современных сетевых системах числовой адрес обычно получает не сам вычислительный комплекс, а его сетевой адаптер, с помощью которого комплекс подключается к линии связи. При наличии нескольких сетевых адаптеров для разных линий связи один и тот же вычислительный комплекс может иметь несколько числовых адресов. В таких системах полные адреса удаленного адресата (процесса или промежуточного объекта) задаются парами <числовой адрес сетевого адаптера, порт> и требуют доставки информации через указанный сетевой адаптер.
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При наличии прямой линии связи между двумя компьютерами обычно не возникает вопросов о том, каким именно путем должна быть доставлена информация. Но, как уже упоминалось, одно из отличий взаимодействия удаленных процессов от взаимодействия процессов локальных состоит в использовании в большинстве случаев процессов-посредников, расположенных на вычислительных комплексах, не являющихся комплексами отправителя и получателя. В сложных топологических схемах организации сетей информация между двумя компьютерами может передаваться по различным путям. Возникает вопрос: как организовать работу операционных систем на комплексах -участниках связи (это могут быть конечные или промежуточные комплексы) для определения маршрута передачи данных? По какой из нескольких линий связи (или через какой сетевой адаптер) нужно отправить пакет информации? Какие протоколы маршрутизации возможны? Существует два принципиально разных подхода к решению этой проблемы: маршрутизация от источника передачи данных и одношаговая маршрутизация.

* Маршрутизация от источника передачи данных. При маршрутизации от источника данных полный маршрут передачи пакета по сети формируется на компьютере-отправителе в виде последовательности числовых адресов сетевых адаптеров, через которые должен пройти пакет, чтобы добраться до компьютера-получателя, и целиком включается в состав этого пакета. В этом случае промежуточные компоненты сети при определении дальнейшего направления движения пакета не принимают самостоятельно никаких решений, а следуют указаниям, содержащимся в пакете.
* Одношаговая маршрутизация. При одношаговой маршрутизации каждый компонент сети, принимающий участие в передаче информации, самостоятельно определяет, какому следующему компоненту, находящемуся в зоне прямого доступа, она должна быть отправлена. Решение принимается на основании анализа содержащегося в пакете адреса получателя. Полный маршрут передачи данных складывается из одношаговых решений, принятых компонентами сети.

Маршрутизация от источника передачи данных легко реализуется на промежуточных компонентах сети, но требует полного знания маршрутов на конечных компонентах. Она достаточно редко используется в современных сетевых системах, и далее мы ее рассматривать не будем.

Для работы алгоритмов одношаговой маршрутизации, которые являются основой соответствующих протоколов, на каждом компоненте сети, имеющем возможность передавать информацию более чем одному компоненту, обычно строится специальная таблица маршрутов (см. [рис. 14.3](https://www.intuit.ru/studies/courses/2192/31/lecture/994?page=6#image.14.3)). В простейшем случае каждая запись такой таблицы содержит: адрес вычислительного комплекса получателя; адрес компонента сети, напрямую подсоединенного к данному, которому следует отправить пакет, предназначенный для этого получателя; указание о том, по какой линии связи (через какой сетевой адаптер) должен быть отправлен пакет. Поскольку получателей в сети существует огромное количество, для сокращения числа записей в таблице маршрутизации обычно прибегают к двум специальным приемам.

Во-первых, числовые адреса топологически близко расположенных комплексов (например, комплексов, принадлежащих одной локальной вычислительной сети ) стараются выбирать из последовательного диапазона адресов. В этом случае запись в таблице маршрутизации может содержать не адрес конкретного получателя, а диапазон адресов для некоторой сети (номер сети).

Во-вторых, если для очень многих получателей в качестве очередного узла маршрута используется один и тот же компонент сети, а остальные маршруты выбираются для ограниченного числа получателей, то в таблицу явно заносятся только записи для этого небольшого количества получателей, а для маршрута, ведущего к большей части всей сети, делается одна запись – маршрутизация по умолчанию (default). Пример простой таблицы маршрутизации для некоторого комплекса некой абстрактной сети приведен ниже:

![Простая таблица маршрутизации](data:image/gif;base64,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)

Рис. 14.3. Простая таблица маршрутизации

По способам формирования и использования таблиц маршрутизации алгоритмы одношаговой маршрутизации можно разделить на три класса:

* алгоритмы фиксированной маршрутизации ;
* алгоритмы простой маршрутизации ;
* алгоритмы динамической маршрутизации.

При фиксированной маршрутизации таблица, как правило, создается в процессе загрузки операционной системы. Все записи в ней являются статическими. Линия связи, которая будет использоваться для доставки информации от данного узла к некоторому узлу A в сети, выбирается раз и навсегда. Обычно линии выбирают так, чтобы минимизировать полное время доставки данных. Преимуществом этой стратегии является простота реализации. Основной же недостаток заключается в том, что при отказе выбранной линии связи данные не будут доставлены, даже если существует другой физический путь для их передачи.

В алгоритмах простой маршрутизации таблица либо не используется совсем, либо строится на основе анализа адресов отправителей приходящих пакетов информации. Различают несколько видов простой маршрутизации – случайную, лавинную и маршрутизацию по прецедентам. При случайной маршрутизации прибывший пакет отсылается в первом попавшемся направлении, кроме исходного. При лавинной маршрутизации один и тот же пакет рассылается по всем направлениям, кроме исходного. Случайная и лавинная маршрутизации, естественно, не используют таблиц маршрутов. При маршрутизации по прецедентам таблица маршрутизации строится по предыдущему опыту, исходя из анализа адресов отправителей приходящих пакетов. Если прибывший пакет адресован компоненту сети, от которого когда-либо приходили данные, то соответствующая запись об этом содержится в таблице маршрутов, и для дальнейшей передачи пакета выбирается линия связи, указанная в таблице. Если такой записи нет, то пакет может быть отослан случайным или лавинным способом. Алгоритмы простой маршрутизации действительно просты в реализации, но отнюдь не гарантируют доставку пакета указанному адресату за приемлемое время и по рациональному маршруту без перегрузки сети.

Наиболее гибкими являются алгоритмы динамической или адаптивной маршрутизации, которые умеют обновлять содержимое таблиц маршрутов на основе обработки специальных сообщений, приходящих от других компонентов сети, занимающихся маршрутизацией, удовлетворяющих определенному протоколу. Такие алгоритмы принято делить на два подкласса: алгоритмы дистанционно-векторные и алгоритмы состояния связей.

При дистанционно-векторной маршрутизации компоненты операционных систем на соседних вычислительных комплексах сети, занимающиеся выбором маршрута (их принято называть маршрутизатор или router ), периодически обмениваются векторами, которые представляют собой информацию о расстояниях от данного компонента до всех известных ему адресатов в сети. Под расстоянием обычно понимается количество переходов между компонентами сети ( hops ), которые необходимо сделать, чтобы достичь адресата, хотя возможно существование и других метрик, включающих скорость и/или стоимость передачи пакета по линии связи. Каждый такой вектор формируется на основании таблицы маршрутов. Пришедшие от других комплексов векторы модернизируются с учетом расстояния, которое они прошли при последней передаче. Затем в таблицу маршрутизации вносятся изменения, так чтобы в ней содержались только маршруты с кратчайшими расстояниями. При достаточно длительной работе каждый маршрутизатор будет иметь таблицу маршрутизации с оптимальными маршрутами ко всем потенциальным адресатам.

Векторно-дистанционные протоколы обеспечивают достаточно разумную маршрутизацию пакетов, но не способны предотвратить возможность возникновения маршрутных петель при сбоях в работе сети. Поэтому векторно-дистанционная маршрутизация может быть эффективна только в относительно небольших сетях. Для больших сетей применяются алгоритмы состояния связей, на каждом маршрутизаторе строящие графы сети, в качестве узлов которого выступают ее компоненты, а в качестве ребер, обладающих стоимостью, существующие между ними линии связи. Маршрутизаторы периодически обмениваются графами и вносят в них изменения. Выбор маршрута связан с поиском оптимального постоимости пути по такому графу.
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Знание возможных угроз, а также уязвимых мест защиты, которые эти угрозы обычно эксплуатируют, необходимо для того, чтобы выбирать наиболее экономичные средства обеспечения безопасности.

Считается, что безопасная система должна обладать свойствами конфиденциальности, доступности и целостности. Любое потенциальное действие, которое направлено на нарушение конфиденциальности, целостности и доступности информации, называется угрозой . Реализованная угроза называется атакой .

Конфиденциальная ( confidentiality ) система обеспечивает уверенность в том, что секретные данные будут доступны только тем пользователям, которым этот доступ разрешен (такие пользователи называются авторизованными). Под доступностью ( availability ) понимают гарантию того, что авторизованным пользователям всегда будет доступна информация, которая им необходима. И наконец, целостность ( integrity ) системы подразумевает, что неавторизованные пользователи не могут каким-либо образом модифицировать данные.

Защита информации ориентирована на борьбу с так называемыми умышленными угрозами, то есть с теми, которые, в отличие от случайных угроз (ошибок пользователя, сбоев оборудования и др.), преследуют цель нанести ущерб пользователям ОС.

Умышленные угрозы подразделяются на активные и пассивные. Пассивная угроза – несанкционированный доступ к информации без изменения состояния системы, активная – несанкционированное изменение системы. Пассивные атаки труднее выявить, так как они не влекут за собой никаких изменений данных. Защита против пассивных атак базируется на средствах их предотвращения.

Можно выделить несколько типов угроз. Наиболее распространенная угроза – попытка проникновения в систему под видом легального пользователя, например попытки угадывания и подбора паролей. Более сложный вариант – внедрение в систему программы, которая выводит на экран слово login. Многие легальные пользователи при этом начинают пытаться входить в систему, и их попытки могут протоколироваться. Такие безобидные с виду программы, выполняющие нежелательные функции, называются "троянскими конями". Иногда удается торпедировать работу программы проверки пароля путем многократного нажатия клавиш del, break, cancel и т. д. Для защиты от подобных атак ОС запускает процесс, называемый аутентификацией пользователя (см. лекцию 16, раздел "Идентификация и аутентификация").

Угрозы другого рода связаны с нежелательными действиями легальных пользователей, которые могут, например, предпринимать попытки чтения страниц памяти, дисков и лент, которые сохранили информацию, связанную с предыдущим использованием. Защита в таких случаях базируется на надежной системе авторизации (см. лекцию 16, раздел "Авторизация. Разграничение доступа к объектам ОС"). В эту категорию также попадают атаки типа отказ в обслуживании, когда сервер затоплен мощным потоком запросов и становится фактически недоступным для отдельных авторизованных пользователей.

Наконец, функционирование системы может быть нарушено с помощью программ-вирусов или программ-"червей", которые специально предназначены для того, чтобы причинить вред или недолжным образом использовать ресурсы компьютера. Общее название угроз такого рода – вредоносные программы (malicious software). Обычно они распространяются сами по себе, переходя на другие компьютеры через зараженные файлы, дискеты или по электронной почте. Наиболее эффективный способ борьбы с подобными программами – соблюдение правил "компьютерной гигиены". Многопользовательские компьютеры меньше страдают от вирусов по сравнению с персональными, поскольку там имеются системные средства защиты.
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Многие службы информационной безопасности, такие как контроль входа в систему, разграничение доступа к ресурсам, обеспечение безопасного хранения данных и ряд других, опираются на использование криптографических алгоритмов. Имеется обширная литература поэтому актуальному для безопасности информационных систем вопросу.

**Шифрование** – процесс преобразования сообщения из открытого текста (plaintext) в шифротекст (ciphertext) таким образом, чтобы:

* его могли прочитать только те стороны, для которых оно предназначено;
* проверить подлинность отправителя (аутентификация);
* гарантировать, что отправитель действительно послал данное сообщение.

В алгоритмах шифрования предусматривается наличие ключа. Ключ – это некий параметр, не зависящий от открытого текста. Результат применения алгоритма шифрования зависит от используемого ключа. В криптографии принято правило Кирхгофа: "Стойкость шифра должна определяться только секретностью ключа". Правило Кирхгофа подразумевает, что алгоритмы шифрования должны быть открыты.

В методе шифрования с **секретным** или симметричным ключом имеется один ключ, который используется как для шифрования, так и для расшифровки сообщения. Такой ключ нужно хранить в секрете. Это затрудняет использование системы шифрования, поскольку ключи должны регулярно меняться, для чего требуется их секретное распространение. Наиболее популярные алгоритмы шифрования с секретным ключом: DES, TripleDES, ГОСТ и ряд других.

Часто используется шифрование с помощью односторонней функции, называемой также хеш- или дайджест-функцией. Применение этой функции к шифруемым данным позволяет сформировать небольшой дайджест из нескольких байтов, по которому невозможно восстановить исходный текст. Получатель сообщения может проверить целостность данных, сравнивая полученный вместе с сообщением дайджест с вычисленным вновь при помощи той же односторонней функции. Эта техника активно используется для контроля входа в систему. Например, пароли пользователей хранятся на диске в зашифрованном односторонней функцией виде. Наиболее популярные хеш-функции: MD4, MD5 и др.

В системах шифрования с **открытым** или **асимметричным ключом** (public/ assymmetric key) используется два ключа (см. рис. 15.1). Один из ключей, называемый открытым, несекретным, используется для шифрования сообщений, которые могут быть расшифрованы только с помощью секретного ключа, имеющегося у получателя, для которого предназначено сообщение. Иногда поступают по-другому. Для шифрования сообщения используется секретный ключ, и если сообщение можно расшифровать с помощью открытого ключа, подлинность отправителя будет гарантирована (система электронной подписи). Этот принцип изобретен Уитфилдом Диффи (Whitfield Diffie) и Мартином Хеллманом (Martin Hellman) в 1976 г.
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**Рис. 15.1.** Шифрование открытым ключом

Использование открытых ключей снимает проблему обмена и хранения ключей, свойственную системам с симметричными ключами. Открытые ключи могут храниться публично, и каждый может послать зашифрованное открытым ключом сообщение владельцу ключа. Однако расшифровать это сообщение может только владелец открытого ключа при помощи своего секретного ключа, и никто другой. Несмотря на очевидные удобства, связанные с хранением и распространением ключей, асимметричные алгоритмы гораздо менее эффективны, чем симметричные, поэтому во многих криптографических системах используются оба метода.
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Идея, положенная в основу метода, состоит в том, чтобы найти такую функцию ![y=\Phi(x)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFkAAAAaCAYAAADcx/BtAAAE1klEQVR42uWaaWxUVRiGZ6YrbYVKW0spHYoFZbNqEUWRssiSEkClLMECMooKDa0EwUBaWUSJhgRCkBAWWZoUBCIE5EdlM+o/EBIwMRj/uERN9IcESBPjH98veU/ycXqX6XTC0AvJk7Zn7j13znvO937fOZdQ6D7/V9G//A4SvDfc2XvvN4EjYAQoSFDkbPA0yAuc0GoViThloC/oA/rx7xyvQav7J4LZIKMLK3kSeAukB0poFaazwDpwClwHO0AzGOY2YCWOXPOO34TEGQ0i8suJ2E53WMkR/twAboGn/HxShfl6UNlVUdhfEdgKKoK4mkXknuBjijwB9HATWU3OeE5MOEkiC2+A1YFYzRxEGhOWhOkC8BloB++CJeB1s6r0gNXEbAYvJEsM9vswaOWqDoTA9eAgeJJt74Gb4AmQxWT2JZiuhebvUXAYPJRkkeV77QY1rv3yQvmCI8EUZmu7liwxM3W3Z8sKy2vgMdWmRTZtr4GfwDPWGF4Eu4yfuzyjEIylDuVq7BPZXuQwecIqsMlRHzZKGTMXTAZNDMEeqgPxvjZ6WapELgU/gn3GTz1ELuG1raa8Is2sSNwEHkjLMSIfpibSNgZ8Cj4HDzhY0QxwxLEk5AWjwXz+LuH4M0PLfC4D+AsschOZ7QPA22BFJ5BSajEn0ktkqUn/MxOt2p1EFmFPsrQrVO37QcxF5FzQwFrbWIAstotgKOvyy+A8yHcQWVzgXIfNjeqsgQKZjr8xOxkSo8iP+wgRZeJ5sxOYBJbv07dUD/+CjZYFOIksq+kL8IMZNC1CVmadi8jVYJrqI4c6nGB/aSz7ylySqiS/b0F/J5Ez6HESgkPA72C5NRDxse9Ar1RkT+WVl9WgvUQupSfvpjjG8s6A511EHqQmxIj2K1jpN2ZPkR0uFO/50xTqRIS9xC8cSqHIIVYO11nreoksNnQVDLbG8RWtMZ7nyY7yHzAuKSIrHzsOznJXZNoraRUxL5H52YNcKWMZfvEg1z4b55lDhOHeQo/OBGspchUtR3LLITDKisYsWkhdnGcbWxgNJckUuZgZ2fa8heBvU5f6PKiCZYycI3wSJzsYkvlxDsYMqI4Tf5SbkSb6+0yd7Kz7Wkzy9nmGVFZfc9GlWwVA1MVuJF9doI6uHYuh/wIaLZF3gitcpXGfzyZCAvaRyUm9xQiKOPWlrv/QbH+tz3KYhF/i348wN61T94rwS51E5Oc1zBdZXiLnMZt+oDoWP/oN7LlX9uVWmZZOkdtpO2lOGw113zywV59bsP05cJsJPpOCf69ETuc+osalshCWgY9cdbJ2RMdZUkmn74MbrGPvJZFFpDlcmaeZ5A5QlOEeIksiPAZ6WyKXsoZupD1OZWQcYAJcxOdlu6xi+T7bQa2fwGFSxJKujDXvH171cQpXck+eQRTQygr53bM8RM5gVI5z8Os8lrDlynYKOWn9fCKkhPuLqJfIfRkqMeuhbSzduv3JvxpXrfbaJJaWa/ysopplmt6E1NOjK4Jy6q8iYBtXbTL6y2Uee9RvEzKUCSTKkHuVhyuVQXqtYiX0NUxyXe1LvPoVT53UxVW8eCF/FgfqvVXHRDWfCS7chRepVcxbub59OCS/UJD/P4HaAU5O5G2GSqLVqTrP6W7vCSMJihz2u/d/Y0Uk5UhnG30AAAAASUVORK5CYII=), для которой получение обратной функции ![x=f^{-1}(y)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGsAAAAbCAYAAAB7nXHNAAAFEElEQVR42u1a+WtUVxh9E2MyNuo0i4kmamyTEG0Wdy3WKLhEQVusSdTQqq22LghuuERjpf0hbRUXJFFQ3KASSWlAEKS4tWCk/aG0tS2CtC6lhbp0of+B54Pz9PPlvZe8mcnLy5iBQzIz995373e+/Y5h9L5sXwX5I0z0BSYDWfK+9xVMogYClcB24AfglY7IUgQbXoiNdl7v66nwUoHhJOw3oMRNkJzTD5jEuV6flwGMpyU/N24rE6gBFgMjgVC0h+d6IsBf3cjiuGSgFpgepWX1Ad4B5ie8hSmijgErgDXAVaCwK8lSSjIHWB6tcnCNNOADPjPhrWoD8C2TgRYK+WUfyMoDPoklCVFnKAf2MWYmdIy5CDRTu8uAcaam0+rGukDGFtEddYosJWCx4mWxui/Ol/3uAd5MZLIkGbgH7HAQ6lzghAtOAh8BEY9kZXJufqzCVeTPAg4zDiYkWRXAv8DrDkJN4uE7guGRrJnAEW2RcTiLuNMvaOmuA18AJjJglvOQ/YGpwAzgpSBkK0oLc4FiYBfwN/AGs8D0OGm6LVnq+bsZKw2H72V/s4EJOi1XrlssMsXyeYjW/pbtGTjoReBdaudkmnctP5N6YysDeEmAyBKl2gZcB34H6rnPMTEGe7GUYcwsH1AGTwSr0vWzVBC7NcQyVjKdv6LH8XuJSz9S2aznEnfe0O4MaoAw+Zp6v5ECqOb748AfDMZuB5WAvYnzO4vNVIxoCkrR2AvAuXj4ea6ZQte6hIQtocvrr+STQRLG2ViVnGM9PVGEXZCPLd2KRuAG17HOl4TlDD1bu82J1rxv+l5CspI71DB5XwCUtlug/UHLmCF5wVpgERCOgqwc4BZTXj8tW577Nc9r/a6c8pT/pwCPgKVKtgOAb4DT1tqM31dSAcN2ZA3W8Yia8WW8tLWLhTaBycVyn8kqI1k5NsIeSphKf4v1mPm9hJL7VFS7te3JctiI+Ns/zVQ44GRVAf8Ar/pMlsTFa0C2S8Esic537KyEFFm1TIgmxYMsEcD/9NNeDzGE/t4LpnltZKqDf8hma67PZOUz4Sp1IauCilRliVeHgJ9Yp0VHllpM2ie3Laabx+Sho0NI6n+AhV1nIbXKai8xS2VtrXRHYZ/JEkF/5SQTjllPD1Wg5ChJShvwmV0vkWMkfn/+TAhSef08BvkwW/2X2b5JVQ+psTNbl7uZkEcYUV4tiIY2+emuVVxvpRU4jalnnZat5CJ3Y38B61xaWFuA/XbJxSDgF/rWLBa/0rE+b2or48GqIN23cF+lrINW+LkvJdS9ZlHsMKaaLrpIZYEHgf/sYqxat8nsN9ppSAOzlmreq0ihdpSuqYZ/c4KUaKjC8iFdb3c9v9HFnaXTxe+n95J0/hK9QZbDnIF0geVORXEK2S9W1pRGky30Wqz6qNnS7vneWlj6uIc8XscMdWg3hZRsS5iUtLGd5ESwdI9OMRz16IZtiILJZHHeQrdidBNZBvuSi62/peBnJ1VTwWAr7y57rU7r1en1ejJZo4CfeaOazURoYncdinsayVQ8YrGoZraZRqiSRpK2nXZdIHXV82k8GtFBIEtaNzeBBexY1MXreiJG65IE522LZW1gvI8wETrM/YYdiErmnIoe/zsM1bStZNN5IeNqEPaVxob0aEVWhEol3Yr36PqSHYgK8YK0qjuVr6s0ORQk7VOXhnMstWmHe1XEVjwXP0ULEGFJXn/hpAhNcpv3GJJPLwWVM2isAAAAAElFTkSuQmCC) было бы в общем случае очень сложной задачей (NP-полной задачей). Например, получить произведение двух чисел ![n=pxq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFEAAAARCAYAAACl10BaAAAD4UlEQVR42t2YWWxMURzGp6M7pam1dG+pJkWrKVpUqzRK0ER4oEGrttoiVbHVQ0m0oSRCYnnQpGjsWy0PGiT0QTShHhCisQWxxJrw5jvJd+TvmDvTSdRVk/ySuWfOvfec77+ecTjwiY+O0cSDbBDHa1+QBHLBeNBPz7Xrw/cHgkyQA0I41pfX40AvuU5+7wIyuI9ojoVxv6NAd3NvvA4FI3lfFMdieO9vC0sAi8FMcBokg2mgkAsuB+f1AmwU0MF1zQG7QBUYBhaCMWA5OERR9fyeYB6YDCaBWgpXAiaA7eAw6CbuUaSBvaCYBiqnQ10EI37qIG5QYg2h2k/ASZAPnELk52C2OxE5NxgUcKPeUKg37+bZvUEZ8KMwrymc9sjO4Aqo4HUnMB+kiL3uAbcopPLQJtAC+og5Q0EzKAI+HEvlvDs0zC8L6wpWAH963Sew0bCKCvEXtJ4nEUPo1RvAei9YCxI9iJhJA6nvO8EjEWY6BV0AjRQ6mcZxCFGPg+sU0EkxB4k5ofS2Wj5Dj0fRkeq0c5lxn8bvyyjWQCOnqBe9A1NtDucE5uZgetBRCqN/DwCXwW0ac4DIgYoe4C6osciBDobvF4a/HM/i+FKXtYGDTuaTa1ykfMBqhnmcnYVFrFUZ+RVDW64zErSCBu1Fxn3KGd6DGeY++LuKxnPgoZFXHYyUz4wGt/nmgbSSyHGNDAPfNoSzmhPLjSZ6SYgnI/Ed08EHVlc5nge+g00WnlZG8ZMsRAwHj8EJw8OVQc7Sw8Pciaiq3FtpJY6n8MUlwgtcPkjk2Ap6dV0bOQh2u9qcRYXeBu4bxUBRDd7o9OQi0o6AG8yHDtGy6PatP/daaTw3guIe0IXGamGqTXipN2K4cSvzkbJOqe7F3GxSeWOQl/h76kNFZKiUc0ZHhugVm9n2OEk22xOdD1vYtkhhi7g3/QxVrFYajqRaoa/UyDIf+lDlJsNKiv3gFOekMZRsabpFcVHF76pokgPpnQ26/eC8Z6zWquBMYa6rNorFLNHG+DFtVYk54QzljyDdXSgHMu/tMATUzW09rbGIFrWzqBSwOKxhVIxmI1wjT1UMdeWt69hkzwUTme/y2GmUytQkmux6zs2npyrPv6kbcquFaS+LcJFLlHWGc7GhNnuhYgu4R5H0sXSwTAfGaSWL6w8SPe9YNtRBLo6Iusrn0PMi2WDvs/vY+yfPzaoPPKar5194Zzp75OL/RcRY9qtlf2NDfMcCdi2pHVZAI8EvAd/AKh7D2sUbRd+sUtwl8JQpIKxDeqPI2aqgbOa/LpX80yKgHUXM5flfVf2t/J7R4UP6X/z8ADPSwUEHcHK8AAAAAElFTkSuQmCC) просто, а разложить ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==) на множители, если ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAMAAADnhAzLAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABwrMfdAAAAeXRSTlMAABFDNwYAIkRAEAdqVa1nQmM9f5gQNmKT3FYHGNJjWi8Hv7sLD9ClAQAxCiTmfhPVugVQ8kgx8JuH4R9i/mkJvbQGBKndIiPlgS7dbk34mQUSpp8LhOFsYj6FfhEIu7AKNEImAyHieEvuQgQimPFQGQAMZ4iNfkwAPxA7pwAAAKVJREFUeNp9jjEOgUEQhd9D9t9wAIVEpVA7gMIFKJRO4DRqidIRJK6gVohCqxC9cr2d2fV3JpvJvC/vzQ4B8FeflKVev2VvsZ7wgK+h5HNEGdw1NsMDE/V7yq6pkSuQF8CCN3CmObEhL44UDkLey3rMLbHwnKNIngHlTll1cgshLLGKMaKeinU59JhqcFPIwYghrdrDZUVd/7wWufXULrWuxhH+1Rd52xrAbky7RAAAAABJRU5ErkJggg==) и ![q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAARCAMAAADjcdz2AAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD3YW8fAAAAa3RSTlMAABpBQhYkDwRRnFFIdEe8K2LOOkfgww013Wk09I4Fp98fW/lWKuqkAwGb6ihS/WsS0boIZfZCNfGCU+wybPhLJ9ZJLNDhIAFjmjpUZtuuBAMsQisx6ndc8kGV2xkCH0LZyjMPBlyAjol4LF7ghx8AAACPSURBVHjabY+xDcJADEX/FyEhdQqq9JmDjoqOitlYIE3GoGYGJLoMECEZ+/tONFg66+7Zz/IREQQ9Pntu1ujdscSGRvWeXDE4QADiSL4Bb3sJYIyShQcTiAngJEPgQD7VUEGnm+dHAW0YyvYDOKVRlbPWyqX9XHLNuSq2OLzmCAE17tJAerd07lY7ym/xL767MxUs6J6NXAAAAABJRU5ErkJggg==) достаточно большие простые числа, – NP-полная задача с вычислительной сложностью ![~ n^{10}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAAVCAMAAACJ68VtAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACvgt6SAAAAyHRSTlMAAA4cARw8NQkAJUmmckJxNlJ1DwAjMrx/EaIsAY1hA7J/R78OZ6gDaLAFR8QRiqQ91yCOpT3YIHmvBEDPGlrFDWC7CB9FNgIDKkVNLwEpuh1/ghpuPrxTVFgtUcpCFTrIqzAUAXNqCSmYJEs/CsnLSgIP0IYgRlFQQx4KR09RJQVpEyTljgIR0ogDAgUhUew6K+dljNUVZucuC8WmAgWvtwcBAiXkbSnkbjooUuw5a+MoaBmK1BRlwBBETHB7AhWBa1AKBQQGDiBxkP0AAAENSURBVHjahZGxSgNBEIb//7xb9k6FNJqAve+QxsKAD2CvpAj2gZDCFIpFIIhgaxFfwcYn8R20ClY2gmSc2fWCd8fpX8wO8+3MLP8SVRHkWsAtqj41qVJv5Q8hdi3hu6TV9u3AgR75dqCcSQXLapXnuSYWX70/RK2/lCNjaOUvQNbOMyLypIVnfR3i3P/7iQFLPUvJO8Y7fNL+0w3WEs9C8rhPXlhB/elFdj82jm68uLy04wZIryKeYc+43P4smGPBqa5Ldzi5I8fCgr//QjANZzpheGeMTSl50PEjLMOac6lx9acoipHYjwy9b/SrPz4M1tj3zQ3qz4Zf8+TPfvOjzhOB9wOBHDv3ddTA+AbpdjA+BkwdXgAAAABJRU5ErkJggg==). Однако если знать некую секретную информацию, то найти обратную функцию ![x=f^{-1}(y)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGsAAAAbCAYAAAB7nXHNAAAFEElEQVR42u1a+WtUVxh9E2MyNuo0i4kmamyTEG0Wdy3WKLhEQVusSdTQqq22LghuuERjpf0hbRUXJFFQ3KASSWlAEKS4tWCk/aG0tS2CtC6lhbp0of+B54Pz9PPlvZe8mcnLy5iBQzIz995373e+/Y5h9L5sXwX5I0z0BSYDWfK+9xVMogYClcB24AfglY7IUgQbXoiNdl7v66nwUoHhJOw3oMRNkJzTD5jEuV6flwGMpyU/N24rE6gBFgMjgVC0h+d6IsBf3cjiuGSgFpgepWX1Ad4B5ie8hSmijgErgDXAVaCwK8lSSjIHWB6tcnCNNOADPjPhrWoD8C2TgRYK+WUfyMoDPoklCVFnKAf2MWYmdIy5CDRTu8uAcaam0+rGukDGFtEddYosJWCx4mWxui/Ol/3uAd5MZLIkGbgH7HAQ6lzghAtOAh8BEY9kZXJufqzCVeTPAg4zDiYkWRXAv8DrDkJN4uE7guGRrJnAEW2RcTiLuNMvaOmuA18AJjJglvOQ/YGpwAzgpSBkK0oLc4FiYBfwN/AGs8D0OGm6LVnq+bsZKw2H72V/s4EJOi1XrlssMsXyeYjW/pbtGTjoReBdaudkmnctP5N6YysDeEmAyBKl2gZcB34H6rnPMTEGe7GUYcwsH1AGTwSr0vWzVBC7NcQyVjKdv6LH8XuJSz9S2aznEnfe0O4MaoAw+Zp6v5ECqOb748AfDMZuB5WAvYnzO4vNVIxoCkrR2AvAuXj4ea6ZQte6hIQtocvrr+STQRLG2ViVnGM9PVGEXZCPLd2KRuAG17HOl4TlDD1bu82J1rxv+l5CspI71DB5XwCUtlug/UHLmCF5wVpgERCOgqwc4BZTXj8tW577Nc9r/a6c8pT/pwCPgKVKtgOAb4DT1tqM31dSAcN2ZA3W8Yia8WW8tLWLhTaBycVyn8kqI1k5NsIeSphKf4v1mPm9hJL7VFS7te3JctiI+Ns/zVQ44GRVAf8Ar/pMlsTFa0C2S8Esic537KyEFFm1TIgmxYMsEcD/9NNeDzGE/t4LpnltZKqDf8hma67PZOUz4Sp1IauCilRliVeHgJ9Yp0VHllpM2ie3Laabx+Sho0NI6n+AhV1nIbXKai8xS2VtrXRHYZ/JEkF/5SQTjllPD1Wg5ChJShvwmV0vkWMkfn/+TAhSef08BvkwW/2X2b5JVQ+psTNbl7uZkEcYUV4tiIY2+emuVVxvpRU4jalnnZat5CJ3Y38B61xaWFuA/XbJxSDgF/rWLBa/0rE+b2or48GqIN23cF+lrINW+LkvJdS9ZlHsMKaaLrpIZYEHgf/sYqxat8nsN9ppSAOzlmreq0ihdpSuqYZ/c4KUaKjC8iFdb3c9v9HFnaXTxe+n95J0/hK9QZbDnIF0geVORXEK2S9W1pRGky30Wqz6qNnS7vneWlj6uIc8XscMdWg3hZRsS5iUtLGd5ESwdI9OMRz16IZtiILJZHHeQrdidBNZBvuSi62/peBnJ1VTwWAr7y57rU7r1en1ejJZo4CfeaOazURoYncdinsayVQ8YrGoZraZRqiSRpK2nXZdIHXV82k8GtFBIEtaNzeBBexY1MXreiJG65IE522LZW1gvI8wETrM/YYdiErmnIoe/zsM1bStZNN5IeNqEPaVxob0aEVWhEol3Yr36PqSHYgK8YK0qjuVr6s0ORQk7VOXhnMstWmHe1XEVjwXP0ULEGFJXn/hpAhNcpv3GJJPLwWVM2isAAAAAElFTkSuQmCC) существенно проще. Такие функции также называют односторонними функциями с лазейкой или потайным ходом.

Применяемые в RSA прямая и обратная функции просты. Они базируются на применении теоремы Эйлера из теории чисел.

Прежде чем сформулировать теорему Эйлера, необходимо определить важную функцию ![\Phi(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAaCAYAAADxNd/XAAADnElEQVR42r2YSWgUQRSGJzOJErNvatSY6IBbPGiUkLgEjeuIF1ExiCsqcReXixpFxRV3cUMluIu4gAfBfQfBXYOgqBc9eJAgojcv/g/+grLSNd3p6STwkZ7qqur3qv736nWHQi30Fy0u+Q+fY5P8jA/K+AJQpozw6UAf0K1ZTrBzBBSCIv5X151AcrzJOD4b1IJeCe6APHcNn92swRlgCdgMnoIXYBtYDnJtk3FsGMwBIxLZfs2JAWA9SPM0lzZQDEkF98FLkOWmSd6r4KolJ6pdzZZFYLrnBWHHFErmMXgDSkBb2yRsT+ZOVQQVeJw3Cs4yrlw7twNjwQIwE7wDn8FssBRMBnmmI/zdDxzhzgXpgOz8LjDBOi875oADYAvozBW/C54zLvIoj6vMEGa6FAdXBJn6tLkn0bamWU1b+ePgGo2VtjZ0QII4XWs7ythorz1AJHdaBa/D/DJ+MBimzS+SGApibE+LI8/e4KZ6plMHmeQ3mKEZ5eRAiEb+YXDpKe8W6OEgrQglOAYc4g4PpEyrQDm4BHawry013+A4RwckZf4F1R4ckLz8FZzR2vqzb66DAyU8F0JMiT9AnQpKshp8dFphzZbLYKLNgQ10YKQHB7qCb+CU1lYJ7jDdmnOPp0Tk+hz4BLob8SOx9QV0tDggnAALbQ4MAT/BMg8OjAa/KAvVVgMumhLgvZ4gE+SD92CPYbwE5kkemul+HUhhqnrE/G9zQALtPLiiBaMwjTqOxAnEQaCRqVhv70DHdjtlMFcHjBJiE9gH+tJYlUZzKJ06BmKRsYqjwANTQoYBK8F37ogpsUbubJMq1pMDRsYopzzmggZqcz4Zbh5UWs1yj47aaiQ5TZ+odKlxELylxNKYbsOGA2LXBTDV9YzRdCkH10PwmmkyHGeLZXduq/LX4X4+F2OvYbzI9QPYzt9ljCdzBzKYRiu9lBNJjIksxkQDs0OK00nIMalMc9WW+xWUyRTDsChLlRhjbp5ZPmv9rnMhXR3IZDbayWLuGdgPVqk6yKJxiY/FljpJ6qtX+kGnJY+tYB3L8CrL+BgrhYgXB8I0tIAHUw6v81yyjKTielW1GvdE28UO2lZlTClXN8lhrLARzGqx10vNkMPUcZDzimPHXOUTUNU4jnIIB/hCU6Mfmi39Mi/yWUs5BfFKGeWCZLfK1wk+tAsDvtCvE9r7SS1L6Vb9pKJWrsrPZxVtnlK/XzaCciKS4A6E3cb/A7yUhY2mb7+xAAAAAElFTkSuQmCC) из теории чисел, называемую функцией Эйлера. Это число взаимно простых (взаимно простыми называются целые числа, не имеющие общих делителей) с ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==) целых чисел, меньших ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==). Например, ![\Phi(7)=6](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAAaCAYAAAApOXvdAAAElklEQVR42u2Z12tUQRTGNxuzGgsmsZdoLFGxxV6xEbFFbFgQsaJGxd4frNiwRSwRBRELYnmIDRUbKoo+2MUHsf0FYkEfBF/8DnwDZye3bTTsmrjwI7n3zsyd+eacM2fmhkKl8GvWOCuKGOskxVKvzP+UME1AyxgFFTE7gLplRlQOpAKoDzJBPZLJgSZ7DZT1G4M5oI4SOBWE3eqqcq3AKpBWlgRNB4vBNvAEPASbwTxQxUcUeb4MtFYiySSsB1NAFwe60jIrsfxgsMhv8uLkeWIko9g/GU8zE6aCxLLq4Cm4zcGG3VxR1RsLZlhxtBp4AH6Bzw58BVeNVYIUsA7kJoLrq3H0AgVgImjD6w2eoU1VlkFlgRfgLt0+4iOoWPZ+0MiUUfF0B2fWZiTYA/KsSegNDpl3JoCg7cFl0En1sS14A2YV66MqVIWDkxg4HbynqFNp5iNocVHC8lrE2aif8f/ufOb0zqZ0nYhVpzI4CjrHU1D2pSI4CVZbk94AHADdovqoCtQEBxnv6lC4x+AGGxUr3c7GM+30COyyheP9bFq7fV8Wqpkuz4TljMdxc3vl6m8Z5+0+Fg+DvFEVHAPnaB3mnhE0RcXDInDWLFBqMs5TvKAxaRAXoJCL9Q7me+Li9qqfG+il6dQhg+uLc9bCSuLK38F41ZCToMIk8MNYI5HYcoUvCtLRhow9qR4xuQW4Sc+IZwp5EVxnOpinFt7JFNlxFsSVf3Ix8BM0hyvzJnVvDK0pSJ4qGcRC8y6PcrXALe1qHmUlTVsaIxJSJpixubQr3nqfxpKnMhEReiXYZ9I9W9AtFLRPAEE7gm96AaLVnvJK3tX7shjMq/kImsp0amCANrNp8bNjIJ+GEPEQVNaSd+A1UyWtmcmCxkSFLV4MoNXlBxBUVvwvjIHm3hpaeSjAbmgGF7DQ3xC0lF1eJv0ReKbDGZ+JZd4DJ6KSez6M0Hxv0dXcBK3J60JL5I0BBZVs4YKZOJ/BJIKgKRxvkQ5naix3uWlJdYqlEh+2gp3cU6cpQWVFb07RZEtaw2pc8tbTAfbrTehCw/+WoCxbG/QF/fg3CP24mFbwcHmxvOMqdXQS9KHJjNxWtZ50S7GiD+AV41M+c7KIQ944jilXso+guYy/wwKIlM6BdA9Qti13Y4WMz0Eo5DgjPn1eAp4zXbIFvWdbr9fM1GNDd9hYksdMyiRcYpjwancW9+8dA4jUlOcIDQOU/SN82pbF6CUPcWyvkNg617UdJWYKKzxnjDBJbZJLEi7HfdcYFrw6J+Hik99ZKcuKS57RrhanOBpmKCxQ64bcm8/NTIafdaZzy1fAFU7YDRY4WaA6opPDjKE+gq4AHxlL/QYyj6dOoQTYz6exL2vBaFrlXrMz9BM0mYtOLaqfof4Puwga4s5hk8+JlLTTwy2ZtlbXw6B/IpyJqj7lcEFtp7bopfZCOX05Yj5h/GFbOTwKrFwuvy8pK5X0aVpJZ061I1vTIeX6g51y6a38NFBSMbsyhkfK9ddP6+Rpvtf3J59TqLkMH6Fy/1OidmYcjLVuF/MJ5b+gxUVNLoGg4X9ZzN+m9hRFuml1SwAAAABJRU5ErkJggg==). Очевидно, что, если ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAMAAADnhAzLAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABwrMfdAAAAeXRSTlMAABFDNwYAIkRAEAdqVa1nQmM9f5gQNmKT3FYHGNJjWi8Hv7sLD9ClAQAxCiTmfhPVugVQ8kgx8JuH4R9i/mkJvbQGBKndIiPlgS7dbk34mQUSpp8LhOFsYj6FfhEIu7AKNEImAyHieEvuQgQimPFQGQAMZ4iNfkwAPxA7pwAAAKVJREFUeNp9jjEOgUEQhd9D9t9wAIVEpVA7gMIFKJRO4DRqidIRJK6gVohCqxC9cr2d2fV3JpvJvC/vzQ4B8FeflKVev2VvsZ7wgK+h5HNEGdw1NsMDE/V7yq6pkSuQF8CCN3CmObEhL44UDkLey3rMLbHwnKNIngHlTll1cgshLLGKMaKeinU59JhqcFPIwYghrdrDZUVd/7wWufXULrWuxhH+1Rd52xrAbky7RAAAAABJRU5ErkJggg==) и ![q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAARCAMAAADjcdz2AAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD3YW8fAAAAa3RSTlMAABpBQhYkDwRRnFFIdEe8K2LOOkfgww013Wk09I4Fp98fW/lWKuqkAwGb6ihS/WsS0boIZfZCNfGCU+wybPhLJ9ZJLNDhIAFjmjpUZtuuBAMsQisx6ndc8kGV2xkCH0LZyjMPBlyAjol4LF7ghx8AAACPSURBVHjabY+xDcJADEX/FyEhdQqq9JmDjoqOitlYIE3GoGYGJLoMECEZ+/tONFg66+7Zz/IREQQ9Pntu1ujdscSGRvWeXDE4QADiSL4Bb3sJYIyShQcTiAngJEPgQD7VUEGnm+dHAW0YyvYDOKVRlbPWyqX9XHLNuSq2OLzmCAE17tJAerd07lY7ym/xL767MxUs6J6NXAAAAABJRU5ErkJggg==) – простые числа и ![p \ne q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADkAAAAXCAYAAACxvufDAAADKElEQVR42t2YW4hNYRTH9zYzxjDu1xnMDDOoGY4HIpekaJyOEdOgMOSWXNKUNNN4ICWDkhlFbqfwIB7cmzIkTdIoD6RxL8STXBIP40X5r/rvWm37cs4+e6h96tfZ5/v2t/b6f9/61rf2MYz//CktLrHoCUy5jtyHAgeDA2Bk5ESqVdwIHoOCqIososA6S3QUV3EXuM+QjeQqjgVPwdp/uop8mKkf6tQWwjN6gGZwBwwMajct31T4xJgItoIRoC+Ig1qwnf0ZieX4qeAVWJCuPeVrMVgN1oDlYBCYRH9dB4qoelAKLoIzYB2YzdleAdpBmZMR9fBs0MuFXJAHToNroB/bpC/HT7B6RhW4Dmro2zzQCB6CBi+RCWsWwAXwAlQow0PZ1uDkjLpPZvUsSDogE3cDfAb3+DvJ++tZFPgJnAY6uYo6/M+Bn2CGl8hlPJCHgZfgmDIiDGH7JafqxHbfBDDexjgwGXSAE4wY3V9EZ71EDuA+buXqW+05nLxOPt/VQB9+zwHfwUpb8hFHPoHzQUow2ljEaIgFHF8NfoHNtgWQ/fmeq+ntGwfspJgKm8il4Df7DY99adocsJDEcBccdrnH9LFrMAK+6Uli+2KKX5+KQEkaV8ADkG9z4jj4Aqb4OBLn8dCiOAKugh/gMn/r/qNgk9ueVCEpYfrEOnYUTeArmJiKyELwBuy3GRnFMBOHsnxEDufmn0VmMszegX1guurTlLiFmk1kKxfDau/NJNbBI89XpKTiLnDIdiQ00VBhwDNNatNH6Y53sHMQtFkrTpYwqzZ7HkFqQCP3o8z4XGa8Om7o8oAHtySsZ9Z+ybC6KedKJhhdCe7TLor1NSDhcBPc4mtPDTNsJeifQWUi74q3efCHUdTLpK1iIoxxQT6AMamIHA3egt0hlW4GM/RzTlioRTjt5fLcbOO174A403Nlps6oyEiyfMsP+y1Dvcl8BHtcJ5EdWQzPFoqcr1N0Bg5Izfua36GtIm3lMfJ2cD9uY6Xzd3bmAEm7WyjyJNgLFoYgcgPP1uxuCNMy1tCSUU8x+9c6nrNO1QavzRBEFvDNprv+VUjJ5z9Vj1nGANBOsgAAAABJRU5ErkJggg==), то ![\Phi(p)=p-1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHwAAAAaCAYAAAB1szj5AAAFcklEQVR42u2aaWwUZRjHu1u2Uoq23doqCLSlGlpUUIJGQAsmUlNEiBfVGBHFoyqiFmMi0egHKCqKV028EuMHjUc0UaN4xCsmIl4fjIREo1KPRBPxCDHE+MX/G38THyYzOzNL21njbPILy3TemXfe//ucs1VVo/DpaG3bhzLG5ZKMyz4pfoxorWJmGYIXxFzRmIk+doKNE5PFVDEJvO/VpYRg/BTRz/nlbJZ54hpxQCb62AjewIIPio/ENrFBrBETw0RgbK24TsxK6tJ9op8vLijnGpl3bTtMdMVaN18cPQjB30HIfJgAZtxycdn+CMVYd+/N3sbJPpHrdbA4TpyDXmuSCl4gDn8q3sPF10QI7kS6T0zfH5HMHNzkN2ZWHmu9esU6cTZGem3JNTOLXCdOIwZfJL4Qn4kLcfPLEXYfEcxNB0ciy+Z6h4gnxLRM8Mi18ryvy3veIqxGit0kHhC3ikOJ19vFm2I8xwYRodVffolNWOVIxqMtoi+z8thrFltwZ9mPiWf57h3zBPfc+UTOeU4caIRxZdTzQckCfy+KxWKRmIAX6BQ9HC+GeI1LxFCagnNvV50cK5aKNvNM3WKJODLt/kFSwU8Xe6w1hQhexTl/iLPMsaPFVryE/9pu7FXc42lxI2HDZeFzxE1stsaAsW5BX2STpJn5zhdXEupeFSeRnC4Up4qX+TftjVlacPNAt4k/eZAowY8SvzDGO7YUCy8EiHaMWM33u8SwWObV9JQRO8TKgLHOC7zNOVEPezyJy0ACrmcu+RLJaIEkaBJVw48kpy3m+V2oeyOtjVmO4BsQvDuG4M6afyVm24z6GZo2/uufSfeswLW2UubZ3GGneNhaiEnc3o3q2pmNdTmWF5d+XHJ1CcEnm1LT9Qd+Eyf75um81k9iRkULbk5cxIP0xxDce+gl5tgN4u6QOHw4O9+Va9/jwu1mcwv6NRsmV47go7yI9V6piWXv9Fm3ZzB7CFFh15lNpZOEq1m/ERfcCXov4raUELyIhT7k2wTrxT0RdbqL4b97sc4cd2Fkr/UYlSK4b/4uYX2fPKTaPHsNMXwXbeWw8SeKB/FkcXiENe0cUcF9O9k1Ou7kJvVGcPewHYhyh2j2CXMxmfu4kCzds4JdXl1tcHH3Ly8JDKjF47r0KSRR3QlYSIjKx7j+TOL3gO/Z28W34qU0+/+JBPe9ODmBpouLh1+Kz8Wl/H+BZ9m+ccuCkjbfRF4n47aewdX3r4kPQjL8DpK2thiCzCesDCWkL6bg7rzdrIHdsOfhzldUfJZeYmCORsvHWFhTWJ3J+XNxa/UhgjvBvhO3+xbL5Q5fiTNC4r8T8RWv5o9RPpVNzCbQsOe2YQIb/Smvf1EhdfhArM1nxC7QkP+EuFXkWC5E0BaE6Qz5ey+1++OmYdPOmFuCsmSTIFZC46UOTzNMGPC84ToW+Ii05mhaqzXosJ0cq5Zj+agErpEdsgWxt1E/rw2yNHPDIXrtQdbhRP0G97eWeL2J2rumRNzfSH6QtuCu3PqBPOQKcS5vpAZN5y3N+c2hJX6/+JA3ZpupiNqjBK/GhTdj2UXzPV9CnD7rsn0VgLPkF/g+jeZNU0RW30DfvqsCXKV7C/Uz+U0drdTpQTlLSvMbj3X7NWselTlyUxfzH7WlCcenYt3r41oC5/VgUfmUraeKymSHrU6yNzX/sJqM3h7rIbs9JYHYzhPcHNbIGOPnqiV+P5nm5qtU0YvE3RmEhnkkanvJC2aXeqtkNkkvb8pyKVt3Kxt4N2FpcVAl8n+38lkkZk0ItwpW0uzIRfxMqouav6ECrLuTea/iRyAr/P2CTPR/X2Qkcscm219ASZgt6H9M9Ooyf6acxclR+vwNzk2TgCKHK1EAAAAASUVORK5CYII=), и ![\Phi(pq)=(p-1)(q-1)](data:image/png;base64,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).

#### Теорема Эйлера

Теорема Эйлера утверждает, что для любых взаимно простых чисел ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABqb59jAAAAaHRSTlMAAAg0SjEDCTpFJgEOXE84l1xaS2rIOFg+ZORfiOhBHmUEfuUlHCsDEx4FsboHIuKBUPJIAAIAAQOE4B4dQwRskw8MwL8JAVc0E9G/GFGawhoFSmADAlR4XkkOaHJeTwwADA4BAQ4NAVqgnJIAAACHSURBVHjaTc47CsJAFIXh85sUGeMCBMHeXtIJadJnjWlsXIaNdnYBe8ENpB3vnSGJpxiGj/tCEmumKJUm9R/JCdV8tYfPAZRIR/8Fe8JCgVEna9JbyhRHG1fCS5oppfCeMzzz+IaHKqeKe6riAq3vV5enW9V8Vc9Cu/XQITpt4m1ruQZLFv0APW4UHLlRmD0AAAAASUVORK5CYII=) и ![n
(x < n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFkAAAAaCAYAAADcx/BtAAAExElEQVR42uWaWWyUVRTHmZnaMsU6IhOWTmlJRstaZZGWVVplLQWR7QFUDEigBEGtJDRoIGUxYIsQAwFMNWFHoYmB8EBAWcIDEOP+AJqgIZqo8MArT/xP8r/J4eZ+7XRmvoHwNfkl/bZ77/nfc88597ZdumT5J1nW7wEe5x/aGMqpreysCFSCJwIicl8wxIidiw4LwCJQFSBPLgTvgZG+2qzCw2tgfhAEtuwuBpvo1b52lgSbwVNBENghdC1YByJZt1910gBmB8WLHRp0A1+CYX6JnABfgF6PisAcV4RGj/UzMSlHWwbWZt3R2OAs0PKwvVgZm89E9Ck4Axb6PTa2/zw45gyZanDlYCIYyGspwyrAJMacZ/Vg1XfbwGKXIeqd3uBltpXgvVJejwPd0xVC9dEVTOCq+ga8a5JRR+2qSmEMqAEx3otzfNN4/0lXW3xXxD1lKg3XC4NAPXgVnGNnC1gtDAVLwWXOlv4uCto4AC/jK7iUxrACOcjJlHsvga9BK0vAdMTtxnEfAYc54fFUJ43vhcEbFFNWQDMYQU0mULijYDvI87A1xAl+/YHnaqBvgsH0sj/BaXqeeV4CboJ3LJH7gO9Af4+OnwGrldFRLuFz9OR+4HcK3bUTopi236KwwlzjaWlMVoKCyu9rwB2wweQZldz/oM1eY/oYrHeJ/DRYxfAgSeIuaLS2yCLyXyy89bdl4AJLOFfH0+kJ5roH+AXsU/FzGMNJu+JYdelyxj9ZAa+YCcog3EwBk/l7Kx2t3NKggfcT7YQMCVG7XSIXqTgsXve39kzeHwVug3mO+2c5Ua5OB7J9cy2C/seV01kh8imurJwdYHg2tu9s+znmBbHjByOUhTjGNa+9gKfIjpJH4s55JgHdwQfgFgejvxHP/9YkihSMqafIL6QhciFj5U9ceT2zWZqxjxfB/zquqgQo/X7mtWJSFbk34+MnlsBRemub8RzFAHDFFS48ksshekOss+KwjTyuhiZWEB+x73AmYit7VtAJKiyRpzBO13qdNKYq8mg2NNfqQKqLf1lhmCWfUAnjoolfHRghiepnsNcaaCW9sjOChFkRrePkN3OckQzLwM/BVRMSFFJV/MZEGGVZF3aUs5L0trQn8krwD71T329kwE/SiBUqUUk2P8mwYbcX47KeyOuRnMR6NagY20vXs029LRXBcbCTZWF+GuFI4vH3YI8lsAj7K4U2TrfQY88gk7TEq042S/kS6079rIVCRujtc6xB7DKbEavNGeAeT6gKmJ2vU1RzNCol2PhMdmRqHHGutmNcslONLSnmC5OUFzkqqBusxSVcvc3S03V+0cZiwPMsWF7Y6Jgh2UQc4Owt0ZUEn0sRv9XxXTk3Hks5CTU0vJVbcRnsTFdxn6HYRQx5X4H9oDrF8lDe+5GH8HYeaGIoWOxqT1UoJ8yewGtwJWo7ae9kShlGoo7nSVYlccfyiXGTU6L+VNOLhvTx4+BG9V3I2rcuRZGj9NqIw44oc0CxPWb1zgITj/04IArzLLkuwEedBazdK32xX8WzFlNfB/DQvoqVTp6fIoeY0OYEyZtVSPzQnFLmorP3zZY8IH9IzWcsrs6JzWrXOClA/xKQYBwO5fp/L8I57fThityhrfcB+4no4tEJyaMAAAAASUVORK5CYII=)

![x^{\Phi(n)} \mod n = 1](data:image/png;base64,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)

или в более общем виде

![x^{k\Phi(n)+1} \mod n = 1](data:image/png;base64,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)

Сформулируем еще один важный результат. Для любого ![m>0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD8AAAASCAYAAADsbQY3AAADE0lEQVR42t2XWYiNYRjH33POzBhrWWayxMwYDCXbDGNJ1jBhxhhj3yVG6TiRmiQuFIlcuFBKEhd2kZKk3OICTZaSpUT2kiuu/J/6v/X45j3nvN+ZT+qc+jVn3u97l2f7v88xJg8/lWXllmLQxf6f9x8aKgbPA6vACrAS9MtrJ6ho7war6YQisAicBH3z0niV6ovBJdBVjQlHQet/iz437gS2gjpGKcq1C8BFsFcbye8N4AEo9d6TE2NBj6nxmO9inJMA9eA0aQY9OhoRzpe6bgNLHGedCN6DSX/to7w2C2wC82lUCT0m9bODz2W8O5hNQdkCGkGhz+FVGnZm9E+As9yjJFcncN5Y8BkscBhfDl7zzO0OM42qWAsegTVgG6gGPUETeA5m8tkMptAo8JCikkuNitOmgCPgAmgBg8I6ge9PBt/TGD8AvAHJoPGSipuZNlXgE7hKb9l3RnD8JhijxqWG74DjHYxanI48BK6AnWAIx33XWAZ+MXO9jS+l8YYp/IN/dYRGg29aMUkf8BQciKhupawGc5/LYD8YxgBlmyt3+u+wxkv0evG7eP6ZVUXFevAV1ARUdAIzoili5TbUADH+JUhlci6fzQU/vdPe0RndY+3FA8ZLk/BEOcmynUJSEYXxal0pwQ3gGjhFJ2czXvTpSwbBews2pjN+KPhgvazGRd3vgzP62mPGiAacZ1oW+qp+hpQfyHq/BQ6D8ezSfOaLga8o3K6r7iOF3Tl5IVN7asD4Kt6RLYHxcVxwrUq7kTmodIx7iG7cAPuoMYmQPYRcn3dZKq4mR26x/q573nDzF7oH5ngz06k2MC4Z8g5UslvbZe/qEA1PDa85Ebc9zL5Y2OxRNiRZKsWB8jzIFte4jJfUus1DJBx9cRuVXc+RPuAxxXEOOzfjocqy13RwjAdN2YhEcFuIJp1jpLUoS2kOT5fyRayxpQEDDSOa0hFRG7XSCY3ZenUlqpJh18E60DuqHxvqvBXsSJfTCUn2ECad8bbbijvEosBVf+pZN5/6VE6utln0L35hKVskm8oozO3e+wMNTD8fKz7jeAAAAABJRU5ErkJggg==) и ![0<e<m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGoAAAASCAYAAACzUEs7AAAEbUlEQVR42u2ZV2gUURSG113dtcQWNfYYe+8FFTuxohEV7L2AJfYSey8J2BBEwYIl9oZRsWJDbC+C4oOiYsUHUREfffE/8A8crpvZ2ZkJ7kMWPkhmd+7ce0/7z51AwPjUrZUmBEESKMb/A4WfBPlYBgF1wEgyDvQB4UJjJZahWoBtoAkIgYpgC8gERQqNlRhGKgGOg7EquoRa4CZoVWioxDBUR/Ac1LMMwusSSbkgx696pZygJBgM5vDvRCwFklWmgRH/vV5zArPBY1BaT4bfbQd3GXV+LD4ZDGcEn6OxQvGOrRzJt7RsZJJZ4BI4ANq7NZQa85956usxx+aPdoNHpmfzu5ngFajqcaJy/wRwERwCAy3HcDquGqsKGArGg0kg3Y2xo6jdBmAJuA62gk6WmLIbW82rBqNvOoWZXGtJcTaZ2SNNOcMQirZMW2dQDzhkYyh5wFedFuNcfE0wH1wFO0A3EInXQ9V4YuAjNJQYrBo3N91lVBYFzZner4EVoBmfFc84xcE80Bhkg7PMHGKIVFAJ7GMWaQem8jnl6XBPaLx8HyCbdscvQ6kNbQg2MH1s5uRCHqNSvPUNGGCIngGMrHjGkj6xM9gLzoOFoLabVMrxmigxth78BjN0RILFvL6OBrKuNwWfQYadocQT7oOHXgzF34oh2jJyxKOWMZ0U8aG+Scp4yZoRUosUT93ENOXEQFJr+4OD4BjFQmUvYoH3yiZ3oJNe4n4mGw61GnzjHul7e4PvoKedoUL0KNcRpcZZRo9fBVL8UEpqkVIr/4C1oAsXJ2kli2kv6MBQ5cBh8ILeX8rHOSYzSqVOvaNR9Pwlsq6AGwwO/V0W70nNdy784d4YYuIda00sBSabdxocZQ2p4HUjlBOcAl9AL9YUKdJ1edwV8xkqe4jjXQa7QHdrzT62HhKtP0E/I2qk/nwAG/Mx4BnWS9vBl4NnVt6MIs8fWt7nMLV0BXtAHlNLdY/yVozxFDzw0nOpOUpkDQMnmf4yeC3gw9hrwHstDFR6+wUGGdeltn2iA1ma4d/soLxAUlb9KA2vLGSnCxkdpuTMpuLLYp0JulB7YSqy25ZijKLcqjkdW22qtAd9qcYusn1wlQWUQMnjesNG5CwCH5Vs1wLjI0uLZI4xltNEe0BFNrUjjEFE/t4DPTxEQ5CpaiU3Iyce+avmspaRnRTFmbqzV3G7wRGucTvnuCDeLMDfyj1vOVc99xBl+S2jPkV4RHdBKeVMu4gK8IQgVymgYpSs2V5P0NWG1mbTd5o1oov1OsXB/Y0YUUO58AjTi/QqE81TFQ+1sA3l81lueCMnqpX3S/38wQylr0uz/5ptilmf8njgICVjCp04ZuMnD5jLPDqWTVnZAjiiSWHtOsEGM+Kw/skJ/1L2TNIkjgatbYuwe6eqz9otBhvl8HRC5Pl+ZiLTUAet0wdjTW3Yd01lX2cfxerGJHp+SkG93jDO/RxvtHKoMhQ3Bfb6Rc0xlVHlxFBB84WrMnzYnK96RnG7VuEvxLTTpdS4ou0AAAAASUVORK5CYII=), где ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMCAMAAABcOc2zAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADb/ta0AAAAUnRSTlMAAAAZP0k5CAtlh0s1ZWYEEaGrGQyJEwF+5TY0iwkk4r4tKDpdeSpb+4Q+QkIrCof2OnrwLg0KQ+Y3D2UgDaWHCQIOM2s4F3FrV19MGAEOEAYAMECxLAAAAHJJREFUeNpjZAACRgj49R/EBmF2qMgnoAgLkM8PZL9jEGYESQIFGMWA/OcMDOwQAUYGRlmoBsbbDBAtnFD+ZRAfJMDByHgBxIQAoAAzVLMJ42mIFlawAKMl3FAbmKF7QIYARRldIfytDHCX+oD4GyAGAwDNsBRCGQaqwAAAAABJRU5ErkJggg==) и ![m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAMCAMAAABP7o1HAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD0pmDOAAAAlHRSTlMAAAAoRCEIMkdHFwUqRkccLWRbsDBdTzOCqhpSVjVmsRwAYSMq6aYzPeyTOgAY1F0UagFO810+9HYl5GMNIYfUFmvmKUroOQq+pgICqMMLiM4SJuZtFNWOEMiLAgFP6zkz6lZI6UNLFofUFWXlKJDPERZyCAi9pgIAn8MLkrQIVT0Ik1MDhmYkhGRGAwAHAwYDBw4C7IjWhgAAAK1JREFUeNpdjzEKAjEURGdkLZKs6xXsbLyCrYUXEDyFICgoCh5GhAVvsY1ga2PnFbbZRvj+n7Ap/JBJhscMPwRtvkPTzpu2EAAEx/ybj4GCk+TemNr1mpGwKZACT6AiH0CZQclmrkYYskYgDReaAJdRkYEefd8B3agGVuRtzav0IHeYBsZEn866YQLYxvI9o69sxUsCI/Is1DWPqdCKgYGmQwDk5L16OTjndvbzH0wtIU/eDO9qAAAAAElFTkSuQmCC) взаимно просты, найдется единственное ![0<d<m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGwAAAATCAYAAAB1EujZAAAExUlEQVR42u2ZaYhVZRjH59wZnXGasVGbXFpGmxaLIrOyLJPGVidtc4zKFsgyI5coMsrMSFs0JSoKRAJbKKVAayqjIlrI/KBQQbvZRvWhiIKoD37p/8DvwMPbzLnvveeEV2zgh3PPPXPO8z7/Z3tf6+r+/9mzfzo7Rhsl0Swa+Fzr9hrHievEXHGeSGrZ7iIXfoi4DK4UZ4oBtbp4bE6w82GxSzxQ64FW1MKPEavEUWTX/mIFUZvsAZlmov0hLtobxBoknhWzXLalGfcGYtZ6dbhD/CQO2xsEmyg+Fp3pYl0/Wy+WF1VmnINbxAwyuLHaZ/MsK9svibcJviLttOdNEwvEPrs9GDDKjPlAtHqD+O4R8WYepwYO2E9cLjaI58VUAqOaZyX8e4D4WjyYN7Dcs9sIqGfERnFxOojl7Ld1ffg4iW47/MHjYksYnXy3UHxKT8vjAHPqbNErnhDnkmXRDnaLO1JcJa6md02lf83I6VBjuLgCkZ4SF4h9Y+zkHgv688UccRLXOrDNBrmbxAlcH4bts6g054j6ft/jjHwyQ7DrxY9iTBVZUMLYW8VrDDWnioGVZgL31yOUZecpZKsFwVviB3F4pYK5ILCAmi9epap0iaZYO50vzflTmLS3kplzCbIhCLZNnIjtE1nHJPGhmFxOsCZq//tFCOaEMgPvJ6OWiXGZ0RPnDJsAP0IsX2Kt/77D/rFSoQ4VS7FzBVnRUKXwJsiN9NTp4m/xkBjq7LWK8KdYl84MYFm8XSyJEey9vIJxry10Ansi60+LMCopoK/YxPoZz/YijhSfi9UVlC0LqGPpeS+IOwmwUs6SakHZw+93iZ95j79nGoKFE/kYqsSCcoI1UK+rFsw9xyL1K3EbkZ97snQLupmFdgUO6KJ/zYwUK+FZZuc9CF6Una0wgNLamx48OGzi/kYcHKzDetkv4vRMW7h5TUYPM8V3iFFlBLPo7CZi19F4hxQ0tVkVeF186R0Mi4jksZGCpSKvZwLsKSq43DssuL8TiwNbm5i4X/F9HO6jtLfHCLaY+tnWz1j/brn9jXtxM013LZlrk9yIah3i+pSVvRf9GSeL7nX9q6Fc/wmcZwPQY+zhrJIcWFD5tvPM38XZQRbZAPY95TLcQmzF1+m+su91uBfsoAH3tXFeVcX4bfu2k/nbzZShgyp1iBPsC4YYv9AOInkZn6fEZFrwbBP9eCLc7LydDClVOXjUMTjsZL3h8dlvlD9/3cb5X9PrbCU6swRrZ1KcGThkFNk1KUd21HOafjcZYs49IlY41xu2+BMXN0L/JS7h8w1ZpTtiEDmaI65NYiVHcqUKA8Cy42UIy549+1sCzV+3oP4EHdoo84OzBDMuFE+nG2ReZvune/Oe2Ltmb+d8tzBBrmaijC1hC3HCUMrzGSxsJ8LZlHdNAZOeMVrMY7/3qDgtxgfBqcuSQJT0+GxzH0IuJ2Fa0eGszIrmprxuHDOdXfnsfpXO55CR7Fc2IGCMaIOwaT6b5y6u9VDO5qSRW6CdFvHXiucQoDHCzhGc5EwIyl4j24hLvRhO5KX00e6oBHFGtlLD2/+r/1YJHDIuJitclrakG2R3rTl1ZpH2unfYtDs+MrASMigJREmz7F9rdd+1ZPniH4T+AIUMuJzhAAAAAElFTkSuQmCC), такое, что

![de \mod m = 1](data:image/png;base64,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).

Здесь ![d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAATCAMAAACqTK3AAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACvx7t+AAAAe3RSTlMAABRYZmUXIG7W3x4JwLQGJuZ8U/JFAQCL3x0SUmBZJsCzBS2naBY3m+57Hr9/A3z5RQSZ1RuG3h0u6pAKwbMFbfxWJud7ke0rWvFEBwCT0hGX2BYUUQF9zg8d0rQBOVMwykACJmaztRBoIjp2X1QZIopuRgEHDQMGDAFGHhjAAAAAqUlEQVR42mWQLQ5CQQyEZ4DHr8YgEEgECZojIFFYzkDCEUi4BZwB+TQKh+AOGDyIZba76XtARTP9tm2mC/wFXVi8A9Dyx8IQaii8BkKoI0ny+YOaagoV4pCPIs0ZIkZaM2aFiElywLt3TVXdMMurhDgXuQKdPBe7pC/Agt8Igcqlo7Y9x7zkOd3YVcGYV35QL6q1uTgFR5tszHY1gGPfw7+QW/KAHbk3qx+qIBidnV2ocAAAAABJRU5ErkJggg==) легко можно найти по обобщенному алгоритму Евклида (см., например, Д. Кнут. Искусство программирования на ЭВМ, т.2, 4.5.2). Известно, что вычислительная сложность алгоритма Евклида ![~ ln n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAATCAYAAAD8in+wAAACeUlEQVR42s2VS2yMURiGh3ZcpqPSDiGhaaUs0Fp0SEM6EtEgEaYkmqrGpaSoIKwsLNlVaCKIRKJ1ScTCigUbCwuxcQth71Zxib2F9yTPSb58M50RG/+fPMl/Lt857/ku56RSSf5am1sCU0SnGIL20J8EYTVis7glfou9/12YE3hYfBcdiRBmwjkunouGJAnLiVfiGu3ECFslfogD1YTFcbz8L5H5OzsMDpFfebNxoEX0Ua0LWLSDvkFxhH5rM01sEPvFJmzmiq1ilzjG+NRJBZpTXBcvYn5BVpwUS8QlMYagftEk5ovb4gZiot1GsUMUWLOfA6wUjQh8L9ZUExYmvxSX3cnzbBD+R8VPrpK0mXNGvGGN6K1hcradKNzF89FmsfgU06aSsHCSb5zMCutl8enisXgkZrk5I+K18XQTIQ7/O8UvscXZLBUTYl81YQfFF9EWJ5pKrSGUH8Vxt0EQ/FDcE7X0zTQiR6n0nLPbjie7ygpz+fU0eqPMnF4qtssJX05IjtpK5r+eNcdjFRqucF/mKglrIEEv0q6N1WI4L96Jea4/JPTn6Gk8GMdC31fyze4XCuatOEc7TVRKhOXJrwHaPRinTGhCft2JC8AMcV88IOGDTdGM97FupztMkTB20w75t7CcsAHzPtaJEyLjKugD/XaDZeTlEO1wX6034xcoijnO7qp4JmYTrWH2LRFWIEwr+N/mFuohvwouJK0k9lqxiALKMhYO9kTcLJNfI9yHGby6uiTPTIzDDX2KifVOwDqStdH1hzzcLU6LPaLZbJ6hIot2UxOBs7w03bGaK1VmnZ9kBKT9+2nGsnHcvaNp/+S4ayYz2Zv8B5DgCDnmMXwoAAAAAElFTkSuQmCC).

Подставляя ![\Phi(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAaCAYAAADxNd/XAAADnElEQVR42r2YSWgUQRSGJzOJErNvatSY6IBbPGiUkLgEjeuIF1ExiCsqcReXixpFxRV3cUMluIu4gAfBfQfBXYOgqBc9eJAgojcv/g/+grLSNd3p6STwkZ7qqur3qv736nWHQi30Fy0u+Q+fY5P8jA/K+AJQpozw6UAf0K1ZTrBzBBSCIv5X151AcrzJOD4b1IJeCe6APHcNn92swRlgCdgMnoIXYBtYDnJtk3FsGMwBIxLZfs2JAWA9SPM0lzZQDEkF98FLkOWmSd6r4KolJ6pdzZZFYLrnBWHHFErmMXgDSkBb2yRsT+ZOVQQVeJw3Cs4yrlw7twNjwQIwE7wDn8FssBRMBnmmI/zdDxzhzgXpgOz8LjDBOi875oADYAvozBW/C54zLvIoj6vMEGa6FAdXBJn6tLkn0bamWU1b+ePgGo2VtjZ0QII4XWs7ythorz1AJHdaBa/D/DJ+MBimzS+SGApibE+LI8/e4KZ6plMHmeQ3mKEZ5eRAiEb+YXDpKe8W6OEgrQglOAYc4g4PpEyrQDm4BHawry013+A4RwckZf4F1R4ckLz8FZzR2vqzb66DAyU8F0JMiT9AnQpKshp8dFphzZbLYKLNgQ10YKQHB7qCb+CU1lYJ7jDdmnOPp0Tk+hz4BLob8SOx9QV0tDggnAALbQ4MAT/BMg8OjAa/KAvVVgMumhLgvZ4gE+SD92CPYbwE5kkemul+HUhhqnrE/G9zQALtPLiiBaMwjTqOxAnEQaCRqVhv70DHdjtlMFcHjBJiE9gH+tJYlUZzKJ06BmKRsYqjwANTQoYBK8F37ogpsUbubJMq1pMDRsYopzzmggZqcz4Zbh5UWs1yj47aaiQ5TZ+odKlxELylxNKYbsOGA2LXBTDV9YzRdCkH10PwmmkyHGeLZXduq/LX4X4+F2OvYbzI9QPYzt9ljCdzBzKYRiu9lBNJjIksxkQDs0OK00nIMalMc9WW+xWUyRTDsChLlRhjbp5ZPmv9rnMhXR3IZDbayWLuGdgPVqk6yKJxiY/FljpJ6qtX+kGnJY+tYB3L8CrL+BgrhYgXB8I0tIAHUw6v81yyjKTielW1GvdE28UO2lZlTClXN8lhrLARzGqx10vNkMPUcZDzimPHXOUTUNU4jnIIB/hCU6Mfmi39Mi/yWUs5BfFKGeWCZLfK1wk+tAsDvtCvE9r7SS1L6Vb9pKJWrsrPZxVtnlK/XzaCciKS4A6E3cb/A7yUhY2mb7+xAAAAAElFTkSuQmCC) вместо ![m](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAMCAMAAABP7o1HAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD0pmDOAAAAlHRSTlMAAAAoRCEIMkdHFwUqRkccLWRbsDBdTzOCqhpSVjVmsRwAYSMq6aYzPeyTOgAY1F0UagFO810+9HYl5GMNIYfUFmvmKUroOQq+pgICqMMLiM4SJuZtFNWOEMiLAgFP6zkz6lZI6UNLFofUFWXlKJDPERZyCAi9pgIAn8MLkrQIVT0Ik1MDhmYkhGRGAwAHAwYDBw4C7IjWhgAAAK1JREFUeNpdjzEKAjEURGdkLZKs6xXsbLyCrYUXEDyFICgoCh5GhAVvsY1ga2PnFbbZRvj+n7Ap/JBJhscMPwRtvkPTzpu2EAAEx/ybj4GCk+TemNr1mpGwKZACT6AiH0CZQclmrkYYskYgDReaAJdRkYEefd8B3agGVuRtzav0IHeYBsZEn866YQLYxvI9o69sxUsCI/Is1DWPqdCKgYGmQwDk5L16OTjndvbzH0wtIU/eDO9qAAAAAElFTkSuQmCC), получим ![de \mod \Phi(n)=1](data:image/png;base64,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)

или

![de = k \Phi(n)+1](data:image/png;base64,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)

Тогда прямой функцией будет

![\Phi(x) = x^e \mod n](data:image/png;base64,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)

где ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABqb59jAAAAaHRSTlMAAAg0SjEDCTpFJgEOXE84l1xaS2rIOFg+ZORfiOhBHmUEfuUlHCsDEx4FsboHIuKBUPJIAAIAAQOE4B4dQwRskw8MwL8JAVc0E9G/GFGawhoFSmADAlR4XkkOaHJeTwwADA4BAQ4NAVqgnJIAAACHSURBVHjaTc47CsJAFIXh85sUGeMCBMHeXtIJadJnjWlsXIaNdnYBe8ENpB3vnSGJpxiGj/tCEmumKJUm9R/JCdV8tYfPAZRIR/8Fe8JCgVEna9JbyhRHG1fCS5oppfCeMzzz+IaHKqeKe6riAq3vV5enW9V8Vc9Cu/XQITpt4m1ruQZLFv0APW4UHLlRmD0AAAAASUVORK5CYII=) – положительное целое, ![x < n=pq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAAATCAYAAABIgIm/AAAEw0lEQVR42u2Za4hUZRjHZ2fGa6brbjuu7aZra3YvE7TSzdBMrdUoStIuWtsFL11IKSzxUmqXDzKpaGqkaOWtC3TDD0qmWBghRAp9KOhOWZSFUQR96P/A78DDaWb2nJnFHWUO/ODMmTPv+7zP/X0nkSiDq3lgk9FDNIqUfa5cZX5hNKObuFpsFFlxWsWApSm1SmREs+jNM4uKBjFQdC9Fwc5wZqgbxSviTXGPqA2+jyBjHTJ15VnSyX1mOUSyk6sBkjzrKZrEgED+PL+rYz3VPOvOb/NO1kW0ijZxm3heXCxuENPFfLE6UHSRhqsRM8SrYpu4yTlK1DGGinvFk+IxFngz494iXhTzOtOITtZrxQPI1IZB7hNTxFNiqegVyMlvTB8PikW8Nw87LBfT/rcmN9n1REWazzb4AXEnxrVo+U1cFlUxbmyrb/cTbZvEmLjRzDjmsQ+LemT9QTzLeCneuV18K86JEM3m6ReJUWJkTDL5xmdsi6BHiRozyJfI3sD3toaPMaw33mbxkstI54qd4ifkzDvZrKAGwXIUcTafTWFTc4V9AeU0I/R7RPQI6l6xXm1GuZt7k/dvDOadxaLxF3FJBAN2w8PXibUxeAGnKTT2SDKM3a8UXwVO5ebeK17H+aw0PCEOUa4SLnXuE4dzZj9eGoxyfTp9R7zLfdyIM6MvxnALxQWlpjTGvZAUavdbxEHRJ2RAS1nfs6YoslaVQKGxh4lBROBHRFEqh2EOcm/r+pHM5+XrL74QLwd1NF9j4H/UhMcsjFKfcijFPOkoNapDOsuQnOaJnxHVfl5T0HY8u2cZ1MAEzmu6mBt6fpb4WryNYUzXf4rRoZo4Xvwl5kSyBS9Z4/KHmFBEnQq6zEliPZ4znQYmUapSGaOFenxraLGDcLwFMTraaupZXQwyURyTOUzG3/MY5h+aGXO8XeLzoLY6LJMdI6IjG2AZ3jHAPesbFOCY+7yxGHI76a2xWEO6cWeSbs4PLdbq4c+uHAzOVwKcfHPpiLfGwBqxqyKm6CyG6ReS9TnxK7KaM3xC2eri3ulKGToUbCfyTWKdzhWEclD/9gQNh4vKK4uMyDQeZMX8LZQ2pFAdaSdqNlFXeoXq9mvifdJnHYZOFzBgwr0bJ/pq2qvpLhMdoP4l3Zz1GCXLOFYDP2BdXjbLKN+IDTmd3kXWhwxYg6KPsG1Iuu5vJkdepaS+FM6yhAZpEY1JOkZkm4yfilWhxVbzfD6fJwVR0hm1kHnPo/3f5ZzNouppsZsGJXh3BR1p2mUHa2j+9VuNXJPY3uMNoqOF9rwVBU/g2SPtdXVFRJEV8YeYJ8v+siqCV5sDfOc3tc45stQUqy93lXpy1AHrnEKtXsz2Zxi6XOO2Z34nsINt0HBxB+n6KE5eMMVZWhgnrhFnuAFbOaus7WhPDrXJbXSuPSIY0Dx5Ipkj/F0tkdfSmeeqoag6QsocjmyXB+sMOWCCHuM6bNFI32Cl4vSyPSMObQESp8Jhtqut+zk2TBZR6zM0P6tOFb2cbAYcwlHfnLgG4P1RbB+mVQx44v/RqecI0Y76ZvMPSTLivrEPdd56kuMcX2YqRjxxBkzRvDxD+ltKQxL1DPlS8Tj1cyX/ukyOu+WqXCfB9R/DTxEPZiBIqwAAAABJRU5ErkJggg==), ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAMAAADnhAzLAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABwrMfdAAAAeXRSTlMAABFDNwYAIkRAEAdqVa1nQmM9f5gQNmKT3FYHGNJjWi8Hv7sLD9ClAQAxCiTmfhPVugVQ8kgx8JuH4R9i/mkJvbQGBKndIiPlgS7dbk34mQUSpp8LhOFsYj6FfhEIu7AKNEImAyHieEvuQgQimPFQGQAMZ4iNfkwAPxA7pwAAAKVJREFUeNp9jjEOgUEQhd9D9t9wAIVEpVA7gMIFKJRO4DRqidIRJK6gVohCqxC9cr2d2fV3JpvJvC/vzQ4B8FeflKVev2VvsZ7wgK+h5HNEGdw1NsMDE/V7yq6pkSuQF8CCN3CmObEhL44UDkLey3rMLbHwnKNIngHlTll1cgshLLGKMaKeinU59JhqcFPIwYghrdrDZUVd/7wWufXULrWuxhH+1Rd52xrAbky7RAAAAABJRU5ErkJggg==) и ![q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAARCAMAAADjcdz2AAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD3YW8fAAAAa3RSTlMAABpBQhYkDwRRnFFIdEe8K2LOOkfgww013Wk09I4Fp98fW/lWKuqkAwGb6ihS/WsS0boIZfZCNfGCU+wybPhLJ9ZJLNDhIAFjmjpUZtuuBAMsQisx6ndc8kGV2xkCH0LZyjMPBlyAjol4LF7ghx8AAACPSURBVHjabY+xDcJADEX/FyEhdQqq9JmDjoqOitlYIE3GoGYGJLoMECEZ+/tONFg66+7Zz/IREQQ9Pntu1ujdscSGRvWeXDE4QADiSL4Bb3sJYIyShQcTiAngJEPgQD7VUEGnm+dHAW0YyvYDOKVRlbPWyqX9XHLNuSq2OLzmCAE17tJAerd07lY7ym/xL767MxUs6J6NXAAAAABJRU5ErkJggg==) – целые простые числа и, следовательно,

![\Phi (n)=(p-1)(q-1)](data:image/png;base64,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)

где ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMCAMAAABcOc2zAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADb/ta0AAAAUnRSTlMAAAAZP0k5CAtlh0s1ZWYEEaGrGQyJEwF+5TY0iwkk4r4tKDpdeSpb+4Q+QkIrCof2OnrwLg0KQ+Y3D2UgDaWHCQIOM2s4F3FrV19MGAEOEAYAMECxLAAAAHJJREFUeNpjZAACRgj49R/EBmF2qMgnoAgLkM8PZL9jEGYESQIFGMWA/OcMDOwQAUYGRlmoBsbbDBAtnFD+ZRAfJMDByHgBxIQAoAAzVLMJ42mIFlawAKMl3FAbmKF7QIYARRldIfytDHCX+oD4GyAGAwDNsBRCGQaqwAAAAABJRU5ErkJggg==) – положительное целое и ![e < \Phi(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFgAAAAaCAYAAAAzBZtTAAAE/UlEQVR42u2Za4gWVRjHZ9/33V2V1kvmam6tW4uru94yU8LK0i5otVlqbpLFooEFm9rVIqMLZiVGmqUltRQV3bMPkVERQUFRUV+KKPpQURF0h/pSX/o/8Bs4np2Zd3ZmoNp3F34s78ycM+f8z3n+5zlngqBG/9qntB1CjvJ1WcrXiritYkYOgUvieNE8pESmcyPF0eIoMUlM5vcR1WYl91vEFfzPM0gzxfVi9JARmY5NFzeJPeIz8bK4RfQws5LKjhBXieOyWoQn8rmiL+m9/0eB6/g/R/wu7nTCNlI0R5DzxOV5xPXqbBC3i1OHksDhTFyEwPcSpuUqs9eeuU+0FyGG05bTxF5R/58Q2ZmF08TpaRrmdMY892JxmbhG/CGeF5eKjcykBr8+yi5jthe2+lPvYeKx0Hb+bWHLrN63idfFZlFJsTAFdOBZcQkLnS0yv4lt3O8Uj4u7RVNYp1P+LrG6SBGcum+kL/HW4/jYMWKJWEqnygUsBjZL5xGir4itzOC6lLO3Q7wnrvNWcVfggLZ/xADWOdfHiRdFl/s+L22zPs+lXIl3WoSdLWbFtZXy54inY6ORhw4XWzBt85UT6FB3lkXBWQQWi35CeSPpVar6HAF2iu/E1CoCGzvED9wPr80WB8X4CIFbaNcZRJUJupxIsVx3JYN7ZoLAnZSdOOAZx9sOiAfDvA6sQzcPxrccX1ohHhXPiXVh5wYzUDxv4f6u+JRJECmw87yla3+HdgDdzOD6COvoxrtHifcRc0UYufTFru9KENiEfZPMJtIXbdS/JGzdl19A3hik9EkTcS1e+CTlm3JuS62D75Dzjk8h8Brxl7jQeXY1A13xnrUIu5KBO1Z8yySrOGXt/R+I+xMEtsF5FZsZcLOLkLIGtOFj85l1N4gjU4hbokOvYQeLSKVy5ZtOJ82zf8Qjq1mEpW1f4aHhtS1cDzyBGx0rMVv42c1pHV//ml1bJoHXMeK3ksp0s0OZG4qUMju4VnxCPa1FpUPUb779Fl5cSRB4Jm3o80TfGoZ4TAoXkMJ9jl2611eJn8QpWQXeLX5lIcgjQgmLsZF+CduZnScL8QSYTnRs5pBlliNwA1lKP+KO9GbhevFCVEroCPQ2C3HZOzHrx4PHRp3CpRH4HvE99hD18sa0e22nAW0IYbazT5ycd6fj+OEyBDP7+pPFaz2ROMNvqxP+B6LawH3z32/CNNDLML4Q2510sSOiflsb3sBaB1S+Fo9pjyg4lnSlKcPqHzDTNohnxEPki6MKOIs1EU9kq7yTGZyUp84n/x4TI7BZ4i+kp/6Cad6/kN+9pGR++alkES1RAreSmqxxOlBG8D46kleQ0aRPTxByq0j+s6RtJdq3AIF3MzMrCR7bTB7cGbPR2MZMnewJbP3/kIGZhsDliDpsQ/IU0R4pwEniAXERIdjL/r69wJOn8JDmLPbuNqvPH8xRn5PU2/HkfvExmct2JkgpRuASadbyGIH3kLP7aVwHk6KXSGyJKb+JI9QgbqMRMEpddGBC3sWpitCNhF3PYLzZKTuBA/Zx5LDNYfgnZAk9LLxBxGZjon9g7x0wdUXl8057Ho7LMmrpU5GJ+AhfP4qsdx42NaLWBQ5z/g0F2p4trFdzjjH8wRNLucNf7HIM2EKOEuqHBT50t7cp68dKp54pfDydNPz5fqA4cziOzVPHgqxfpmtF5HIBm53Y5/4BemAQcYM0wF4AAAAASUVORK5CYII=). Здесь ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMCAMAAABcOc2zAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADb/ta0AAAAUnRSTlMAAAAZP0k5CAtlh0s1ZWYEEaGrGQyJEwF+5TY0iwkk4r4tKDpdeSpb+4Q+QkIrCof2OnrwLg0KQ+Y3D2UgDaWHCQIOM2s4F3FrV19MGAEOEAYAMECxLAAAAHJJREFUeNpjZAACRgj49R/EBmF2qMgnoAgLkM8PZL9jEGYESQIFGMWA/OcMDOwQAUYGRlmoBsbbDBAtnFD+ZRAfJMDByHgBxIQAoAAzVLMJ42mIFlawAKMl3FAbmKF7QIYARRldIfytDHCX+oD4GyAGAwDNsBRCGQaqwAAAAABJRU5ErkJggg==) и ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==) открыты. Однако ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAMAAADnhAzLAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABwrMfdAAAAeXRSTlMAABFDNwYAIkRAEAdqVa1nQmM9f5gQNmKT3FYHGNJjWi8Hv7sLD9ClAQAxCiTmfhPVugVQ8kgx8JuH4R9i/mkJvbQGBKndIiPlgS7dbk34mQUSpp8LhOFsYj6FfhEIu7AKNEImAyHieEvuQgQimPFQGQAMZ4iNfkwAPxA7pwAAAKVJREFUeNp9jjEOgUEQhd9D9t9wAIVEpVA7gMIFKJRO4DRqidIRJK6gVohCqxC9cr2d2fV3JpvJvC/vzQ4B8FeflKVev2VvsZ7wgK+h5HNEGdw1NsMDE/V7yq6pkSuQF8CCN3CmObEhL44UDkLey3rMLbHwnKNIngHlTll1cgshLLGKMaKeinU59JhqcFPIwYghrdrDZUVd/7wWufXULrWuxhH+1Rd52xrAbky7RAAAAABJRU5ErkJggg==) и ![q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAARCAMAAADjcdz2AAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD3YW8fAAAAa3RSTlMAABpBQhYkDwRRnFFIdEe8K2LOOkfgww013Wk09I4Fp98fW/lWKuqkAwGb6ihS/WsS0boIZfZCNfGCU+wybPhLJ9ZJLNDhIAFjmjpUZtuuBAMsQisx6ndc8kGV2xkCH0LZyjMPBlyAjol4LF7ghx8AAACPSURBVHjabY+xDcJADEX/FyEhdQqq9JmDjoqOitlYIE3GoGYGJLoMECEZ+/tONFg66+7Zz/IREQQ9Pntu1ujdscSGRvWeXDE4QADiSL4Bb3sJYIyShQcTiAngJEPgQD7VUEGnm+dHAW0YyvYDOKVRlbPWyqX9XHLNuSq2OLzmCAE17tJAerd07lY7ym/xL767MxUs6J6NXAAAAABJRU5ErkJggg==) неизвестны (чтобы их найти, нужно выполнить разбиение ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==) на множители), следовательно, неизвестна и ![\Phi(n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAaCAYAAADxNd/XAAADnElEQVR42r2YSWgUQRSGJzOJErNvatSY6IBbPGiUkLgEjeuIF1ExiCsqcReXixpFxRV3cUMluIu4gAfBfQfBXYOgqBc9eJAgojcv/g/+grLSNd3p6STwkZ7qqur3qv736nWHQi30Fy0u+Q+fY5P8jA/K+AJQpozw6UAf0K1ZTrBzBBSCIv5X151AcrzJOD4b1IJeCe6APHcNn92swRlgCdgMnoIXYBtYDnJtk3FsGMwBIxLZfs2JAWA9SPM0lzZQDEkF98FLkOWmSd6r4KolJ6pdzZZFYLrnBWHHFErmMXgDSkBb2yRsT+ZOVQQVeJw3Cs4yrlw7twNjwQIwE7wDn8FssBRMBnmmI/zdDxzhzgXpgOz8LjDBOi875oADYAvozBW/C54zLvIoj6vMEGa6FAdXBJn6tLkn0bamWU1b+ePgGo2VtjZ0QII4XWs7ythorz1AJHdaBa/D/DJ+MBimzS+SGApibE+LI8/e4KZ6plMHmeQ3mKEZ5eRAiEb+YXDpKe8W6OEgrQglOAYc4g4PpEyrQDm4BHawry013+A4RwckZf4F1R4ckLz8FZzR2vqzb66DAyU8F0JMiT9AnQpKshp8dFphzZbLYKLNgQ10YKQHB7qCb+CU1lYJ7jDdmnOPp0Tk+hz4BLob8SOx9QV0tDggnAALbQ4MAT/BMg8OjAa/KAvVVgMumhLgvZ4gE+SD92CPYbwE5kkemul+HUhhqnrE/G9zQALtPLiiBaMwjTqOxAnEQaCRqVhv70DHdjtlMFcHjBJiE9gH+tJYlUZzKJ06BmKRsYqjwANTQoYBK8F37ogpsUbubJMq1pMDRsYopzzmggZqcz4Zbh5UWs1yj47aaiQ5TZ+odKlxELylxNKYbsOGA2LXBTDV9YzRdCkH10PwmmkyHGeLZXduq/LX4X4+F2OvYbzI9QPYzt9ljCdzBzKYRiu9lBNJjIksxkQDs0OK00nIMalMc9WW+xWUyRTDsChLlRhjbp5ZPmv9rnMhXR3IZDbayWLuGdgPVqk6yKJxiY/FljpJ6qtX+kGnJY+tYB3L8CrL+BgrhYgXB8I0tIAHUw6v81yyjKTielW1GvdE28UO2lZlTClXN8lhrLARzGqx10vNkMPUcZDzimPHXOUTUNU4jnIIB/hCU6Mfmi39Mi/yWUs5BfFKGeWCZLfK1wk+tAsDvtCvE9r7SS1L6Vb9pKJWrsrPZxVtnlK/XzaCciKS4A6E3cb/A7yUhY2mb7+xAAAAAElFTkSuQmCC), а именно они и составляют потайной ход.

Вычислим обратную функцию

![\Phi^{-1}(y) = y^d \mod n = x^{ed} \mod n = x^{k \Phi (n)+1} \mod n = x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhUAAAAzCAYAAAAgjvp8AAAWhElEQVR42u2deZTU1ZXHu6oXmu6mWZpeWJoGuqG7aUBQUKClIwQBbaCHIOsQZF9EFB1F0CDRCApkGbdIlEUxaDIaHKPRRNG4jAaXIWYWjXEymTGOY8yYzJmcM+fM/DXvnfN5zuX5q6pfVRfV1eX9nnMP1K9/9avf77377v2+e+97v7w8hUKhUCgUCoVCoVAoziTq64ZaqTIywv4/5PllRmr4vzaiIqPKmo8CaoOk1n524K4ystRIsbajQuhGDyPzjWw0Mlh143PR541GNtDvBX6fC71oNTLFyDQj5xtpM1Ib4/y+XLM+CVLhdG9EOvSOa0bxFRHVZYWvHFb6GxlrZKeRbaokKbdlbyO7jDxjpETbUSF0o9DIXCN/z1jThsn9Ph9g5ICR+4OcL+dYsjHayAwjb2ODx2OT/XPtNVYbuSCZqAPn1hn5CyPlqeqeIDUtRq42cgvkQjtc8RlSMcbIbCNPG7krnpKI7/Qy0icZhRIMtyaIuedIW15vZK+GGhUB+jHVyFOdMeyKbmcPvm1kc1B/e7Z0opF3mdRV+fZR2OndRB5SuRcbRV0WyzZx/GwjZ8X5+0gjs4w8ZOSvNFLRfRUz4jov6HMaf8cy6rtDkIp+RlYaGZKick83siSXWK6YjX7fyMJceC7RXy4tVqIzk0615VVG7sgVwilskdWL0lybKKShbeys/idGJseIUhSRltiCo37HyA7sx9dIn8hxaM9blEob8/0W7HvPOKRhgZGOED7ATpweyTVSIdq6GJvXI6cmiCKkbpnujUbugfna/1+WrhlPWFIhBsJGmHXSjS1yfPaZLuzOHca99yEH2kZu9HlnDHLIaSw38gMjTxoZqo7jtPYpZmb3BaS3GE+WZE4gVz7OyINGLs0xUnGukcNGXjQyR3XjtLaxff+skQr05DxSYFX8/QojJ0iTWDtyismW/dvl2JJaPlvidq+0LRyvIMo8gYjHFD63yQkA51ridySWfVJS8emzDTSyn/a/PhdJhWX/g4yMMvIWitfMsYJMkQpxjjUc6zrT0KKocX93dVKiCvsmnMkgZqE/ypV6CtHnFcyo/hk9VKfx/4R/G0a4ElJ5sSAUG4noVZIL/0Uu1VOI0H0Lz7ZOdeO0trHtcZDJ30wc/vPY0L602T4R1ZCkwhbzvmfkSvH5Ycai9A0zsT8/pIDT9kUDEdNmj1RY+TrERklF/Emvbe9jRo7mXCpbKIN1VK8YedmFr2KE1PL4e3kCKQhQuESkwir+t4Iqk1N8pmVEXbpVp4kB/Q0j14nnuVUYiVzTwXMwcp97UiEiODdDjKOkiKaJ6NsinEAZn2cxKy3PQd2wM+BXjaxXUnGafTsA6WwlVWztcjt21NrQf6VGIohU2EnXr4xs57ONdB2CrLrrV5NKttGin1Hw6XzFY/yuf1+7xG9E0F0n9tglRv5M1L85iXj+IidJhddWd+YUqRCdXs8scTWFPO9QcLMYJprvdXYZs+djhFtjyUVhSYX4u1W4r6SjkUWY6bvdbYmdGOQuaiTrKS7JtUGmpCKwPezyvH8wsgJjvoCwcwnyDGPWnX91LtVTKKlI2CZ9SQk9BMEs8eyttdvfNPIof/PTH7P5PJbP40l/FHiTR/vdTUYeEHV2TTJ14t3XzehiHlHia4zcQJh/O/f7IP+/nr9tdGk9JRXd+4GKyKvdQS6uGjb6CmH3iRCAXV4eN8q5tQmkV5KkIp97mZ7mlMt+9nXobv1jDehzzlgwE/kp+cr8XHIeSioC26MNRzqIfHmxMOotLB09S4zJoxCQvBwsUFZS8dk2mUhkajQO+nZselToSV/s9xXURPwCB94G4Zgm7OR47HORZ7cjRDA2iXNXQAwKA+oqdokVIIVM7IYgA0mhrPGOVwVcR0lFN3uYAhTxhJvFw0otoXjJbayEQXsGZ9+jkzUOiUjFEEJqA+NUMtvlRsMCoieuQjw/gDkvJ0zYpcop2qAMxzkgIOQXFSRihzc7mEdesx+502gn+6OQter1YpOZAbRxnSAubonuSPooPw4pHAg5GO3C8HGiUqX8dgPPfA7h2FFJbLoThcA2CJ0t5P7tPQx34dwsGnuFPHeLIOs9IYvyOaawPLRUtFkRfWDDzq+JXQztGH6BJYETkl2KHaNd+zDWqkTB8Ajusae4p88cj9HfvXjGifRZQZxzC3nOkdSLlCVDKrz9cRpxrs5OVNP2Tdm0EZ+4vwH0o7MP+cz4m12/iknHQf5/Pra8N6kKv5i3kbTIO0QHJtCusq3qcOIVAYWaL7Bc2eng94z8OXo30rvOXpfeiPGMGa+p8GxvLboVRV+HezqSF+t4wPV60DcTGQPxygbcZHwk7RbBr4YmFeIZRqIfcgw2YfMqM05SxHr2T2CteXFIhZUvG/lPmc5I4fd60KCPoSjV0gBxzgzWJRcFdGBPlkHNpxJ8pafI9TjcaQHfnUhxY+8sIBXVsPyFhCUneW1gi6Ieh8xdwAyhBAW6jXqTUTiczhayNqHU/4QRmMRgn81vbccRtJKvn81A3xYwm6lgtdBSZjwz2WSnTd6nIB8zCYt2cO0O9CwUqRD93sZqh92kzQZwncUUqx0hvNrlSxHF4Hf3txSCPYZnWEC9zO30uW3T+/h7Psbti0QnKkWhXCkzwx9j2No787xegejf0eeNjL0LKey7G8PcSOHoDI7fJScFwlFOZWOk8xmPa41sleRH9Kl9pmtpn5lCJ99IklTUYd/WM5mpw4at4nq7mG1XZYluFIj7m8vYnEX7Lieq/KhYBvodxlwetuIh7Mtsry4igo6MIRJ4DeO60Gv7XoyXeu/4ZHxCtRjrPxR7D9V4TvY7rvYiWVIhSEsFqZjnccClabB3UXTqBGOlgYnabAjSIfSzijb/IscPOzvtSQNteTE2bwE2b0TAuZX01Vr6dA7/HmXimBfS5pUS5VlCPdUkJmPrGff2+k+kunKys4zNFi/+D1W9iUjFaAjI1ztBKhowpjeRc/uy3ACFcza7jbECDM0ct5wMxX/Sy/3Zzv89DNz/7aEw7foQ7LiY9EsHChdW5sQzTsKZriOHaQfw32LY5HPejiHvx6Bvp4ZiKiRgPYOgU8V4XgTiRcjKWBEVqSdUutM73szxyZ7efAtlj4rjjTi+C7xnXILiD/euYZ3/B0mQilIcUzn9/zsc4NniuqspVhsWou8LaOdk+35uosJi0f+rxYCPossv0Ua9mI2/LWYhjYyVDgjUYNEXE3juGRiypeTW69JggCM4iG+yYd1MRyT59xEM4oXieDH9us3r7wtw3oO9VQVXoTcl4ngT+y5c7KVbrbP9N4xmWBu3HGNv+/59aqs6hMNt4ppLQm7GNyoF3ejgHvIS2IY8JkSLhV1bhS5spg2sbv83zsjtSdIsZq/rIH7Vnv0sQkc2co0d6MngADt7k4wyiCW9l4mxXYCuLQtwoMPZkqCsE6SiluvvZLKwkvR8Xhoi5fn091uMKxmdsHr7N/SBPL4LMieJmlu5MdV7/llEcYZ6EbqjXL/Q0/WTEN6wpKKVCWkhqfGXSCfJiOfLvh+Nc71y7nlekjL700m6eCA7I/rfkKSiAYN9ZydIRRjZhpEJevBr+dd29puwWPld24g/d8oQ8P0TQRvExGhkO1j3sEVsWPlaLHYurt3odr7D0Hwkl86KEO/9wnFEMAoRMSjSUk8hDPZxlL7QW+L5j6SN8r3jb7liUWQhOlMRYKS2QABLhcF4U0aaxPmTiJqEJRXjRe7WEpL/wvnleVG2jxLt6yGc4sYU+n63jDjFuf5oHJ3sy+OMuTIxUz3P24iuwKun8NME+UJXCtO8Yd3lFIsO8X73XsjlQO/4IXRG6vTTGD6/v6t49vniOQ9DtPz0ph2Xr4eJVIhIyxWMHTv7/JORr3ptaO3av+O8w9ivi1LQjT3oaDSBbSjHccv0hv38H4Ikn8PkpVjWzXgOszDGpCymePcxGVuWH7QRomc3igKut4jJRbwdNVtjjZdk7reTtSjvC3ImbcUnnk/Mw1a95moExSq8wwF1IG6icJs4dyPfrw7olwNh0h+iH9ZBWJx9fkqmmZkIvMA9hLlmDemw3Unauxs/3ZjSGyB/cgMqAalo59xLz0Q4RfzO3W7NtPe3CjG7m8NAm+kxwZMYtLw4pGJKV4U5hRFrFOz31x6jHYWR25CJ+xSD4K/FsjPZ5m8zc/H7QpKKKDPA477hFEbqtyJds4LZYXPAuaELNQXTH44zepIB1sN7jhtp50FZkPpq8fq7EsOwPxsLtQQpfMmrocgjLfOyZyeCSIV1Hh+6NFiAkXyYsL0j3b91TikgKvVqEqRC2oyriID5mzq14UTmZoFuVLooq5CDOKPyDNqDQkL656bw7o8KogsDExCoaFfVtwlS8V7AHhsr/AlIDFLhbOD2GP5mM0S8ivHxXJCTT6ZQU/RNK4RvCrq7yNOZKuz2bRm1KWKQHsUY945DKnoy6B8/U8otGuSwqzCOc849LIOq8NIzHwWFRrOFVATcz8/IpcnZxlJSOBO7gFTcEkAewpCKPny+J8agGc8zuXXpexhw/TpDKrzvDWHTrBu8AdaTIuPj2ba9s0gL/MHIl7Kx8luQihc7QSrW0f9jYxS6uZ0y88lh/8HNFFMlFQEpp0cw7P692jTAbxKlxrqo3fuTBr07k85BvKRsk//CsRAOr0OmHrMRglT8iklJKqRiHBPbVTH8zSomh/U4+V/HISBJrf4QunslRHmEd6/TubfMEmVvY5NvE+6qZeA6UlFCg2xn4NefqZv0ln7ui0MqqvyZncidfuwUOlVSIUKwIylCSlb6hJxFTcbQLvae4w4cdL9uRCr6YvwOhiQVt0Iq+qaRVMylkPhC717HSbIZL4Qq2qIeB5hs3/dP8p6dU/swXa+LzlJSsYEZ1fgkSMXUNJKKQRj1Pd59lvG7D3uh/nj9VZOCbowlOhVJ8r6trfojtq0rfENtWLIlIi312b40Mk2k4mz0dF0SpOK6NJKKAhY8/DRgXO5jhc+ARCkjkS5pTsHetbiUdpDyFJNK2EBjvIPjXkU+tV3uN3GGO/sat3lPnIH2iSvy8dImp4KculD453Ayie6hFwpwCEcZRg5RC9IcklRcLlmmV09xJFMDM02kIkph0hMx3no4g3qcqaJw8gO/xiEVUiHabicDd7CnF1cTTh+J45gQK2IhxsLlKfT9XX6BcBKG4QXPMIzo7G6yWUYqWun/GQH9XcAqgu+LIuAPXL1NmkiFW+U2L6D48GPy6O7tnBUJSMVF1JIcTELuozAwkqROb+b+Rotj/WK93fMMEYtkZ89Zv9dCmkhFJROjG2PUr1j/8UtIaAnj52AaSYVLcez12r4fxf8HBDGsT0AqqgkqJGvz9sRNKYswYS3FUCcx0AUZDrstoUgxGoMczMJAyJUH5XT4wTjrg5shFdUhnX6UcF4yUpBEBe9X2LlUrhNvgd2uz3Cbd5ZUuH47JZXMq5z+iRiQDVx3WcCAtDPVf0mSVBSxXPgJr9BUzkSj1F6sjWfcz1Tfi/DwfBeWJO/8Lqt9pJNd61Zv5AipKOeFV9sC+nsoUa6Foi9/wLX9wsBKzl2XpKNzxLLeu8+bcSxD+N3NsUiFuF4kBd0oDKFzztGtYZxESI2e8go3ZzNG8hQZJxWvewWR+9DVooCVNo/xegV37Fp8VP+Aos4HUyAVrfjB+d71Lib1cZFIp48PuSotWZ2OvVhADJZ8FPgkDdA3k7s2inD1j/zQuPj7aHKg7aIx1lBEuibOLGM2xYRdvgmScMLviSWVZSzd+ySZGW8a7iOCEXueQRLxQr2/DAgbDyCatc2rXfhLyJIslDyX4skp3jU2U8sz2HM+O5mdTQ0z8xH1FL8JqKdwOem1IkXW0oXFYS2kgR6hjZayI+Y+YWDaWW7XpTM+r+r/q0QI+nirDI5wvJd3/AFWe5QIfWojIjHWe8/QbiJ8UmfOY1nfdI9szSOKsUPWIYUwlo+S+gwiP98T0Yx5XdHuYvw8K+o7zmLcvCjq3VoYN6VKKjodfZnFMvNx3vE1RNVGe8fX0jcN4tggxvJCoedRJkvHPdtWxaRnq1dDN5Yx9Dj9Ggk5Kd0ao55iJRGUSiYma/w9nzLZ2G751T5IxRvULWzJcOVxLwb6uBikohDncT8GeDnG7fdBjEx03jWwxbwsIRVuY5e9KPha8mOnggjVGbyPJkjDaziCTShhE7UPr6Pw673jb+Ak1gtj3Zvvu9fNLyFKMSlg1llE310P4ZvGqp520hiPimWGiZ5hDM75CwEbLu3g+ZZz7a6sOK/EkW2jbRYQcTvK/5cRii/LEh3tTTHYj7EJt4it97cSfXqFPq7FTgQdl3VEN/Css4ggbIqx+VUrIdkFEJIOiOmz3MuViVKygrg8Ld8l5DmWB6hrWpmJFG+C6Nh11Ld1EI1pIq22BcJzWXd923IWkYoo/X2MaOsBEfVezIKEnxM9nCQmgA9x/u3eJlhD6bdLSe+txaYND9C3oYyJVdiqdnT7Gyyjv9V9L8Rz7CYa4m8eOZxnW4FtHtYlPk8w+kpmp/2RGo7lZ9DJuXzU5hi5qgizlqGw+UE451eDdssUs4AjbvOULFBst+a7WGyrOgxjeU+GI0PFpIT6w6b7i3sLezwa8E6YMYSbE73pto9YZtkTGUW/9g5JKnrwW4UB+cpirl+XKT1OoNulPF+DSJn0F8V8BVmU9nA2oZJ7rIYMyuOVIY77q3FG0CdVcdKc8txGdCGfz8O4n/yQ6/rrfNvgFeU2OWLcxe1dILZuLxNtMIo2KFFCkZYx2FfYsGqxf448XpPouNdvQ7B5tbGi4d65Uv8H0b/VYV6DIeogBsTwkTVy0cDnXmfEzPOAnLGJUPox96pdsa/Du/JNjQHXmwwbLMqSkPJSSI6cxS1ghn6uGg6FQqFQKNI7k98hc5xiA5v3xW5npYST7wti8WK2tY0d9bLl2Y6RbqgV7yd4jtBxREmFQqFQKBTpdb515MIHeMu5thLeGcGqhP1BezqI70yXe9ZnwXPlkUdeRDhtAimPLdn0Jk2FQqFQKHKJVLhirbUiL19AxOESitqmBeWgvJdZrcvURlJJPFsZBGkBL4M6OxtIj0KhUCgUuU4sJiS7k6f47jnJ7HKoUCgUCoUi94lFJEVSofUJCoVCoVAoFAqFQqFQKBQKhUKhUCgUCoVCoVAoFAqFQqFQKBQKhUKhUCgUCoVCoVAoFAqFQqFQKBQKhUKhUCgUCoVCoVAoFDkJsftk1Hsr6GnHFAqFQqFQKOKRCSvDjCw2strIUl4pPoKXXa3m5VcFSiwUCoVCoVDEIxTNRjZAIiqM3Gtkn5HNRoYa2WvkQyPjlVQoFAqFQqGIRSrsa8M3GqkTJGO7kY+NTOKzJRgPG6lRUqFQKBQKhSIWqWgy8iWvhuKokZNGegni0UMJhUKhUCgUinikoqeREkEq+hl5y8idWpypUCgUCoWiMyTjfCN/NLJMCYVCoVAoFIpUCYWVrUZ+Z6RFHCt00QyFQqFQKBSKWCTCkoW+op7iQSOvGykX57QaaVNSoVAoFAqFIhapsITioJGnjPQxMsTI26z0cBte9WZ1SJWSCoVCoVAoFLFIRX8jbxr5rpHhRtYbucHICSMjjQwycpmLUiipUCgUCoVCEYtUWJloZA07Z46hfqIdgrGUYxElFAqFQqFQKMIQi6B3fkSVTCgUCoVCoUiE/wM4YMzGZ/J4pAAAAABJRU5ErkJggg==)

Последнее преобразование справедливо, поскольку ![x < n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAAAOCAYAAACcjBTqAAACmUlEQVR42t2W24uMcRjH550ddgxrJhSbtLtWi9hyyCmFG6e4WBdMSzluYoWbLTfOtcmxSElx4ZB1SsmNKyVXXGyxwp2Sksjf4PPU99Xj3Xbfd94ZkqlPzfze+T2/73P4Pc+byfwDn9amZqMBWqDOfv+XHzlqFKED+uAk1P9VpyUiB1NhDkzSmgmZAbNgbCi4SmfN9l54CNdhPYyOs63nddJomkY5jdOkuw1GxmrURju0LNbBVVgGnbABjsK9MBgpnM3CdNm5D+dhEYxIEkgXsJWwGXrhBDTDdmlcBTfgiBIYa2wTrHC/j8FblZ8ZeACfFOFKnLWoL4Uz8AgOKyvZSoInW1ZpB6EgR7/BqVCTsAr6CFPinG6CrjA64hJ8cGU+T2QTlKAxRhVzWZk1+xMhSHM9ZHMhbNT3Xjm92J1p7IbPaozDGmsM/yQsks/hdiUi3f418BhuwVp150w1TUr7W6Q1D8903XIRp+3aDMCExOdpYzt8he4UJWhB2gX9cFalV7NRpDPalM0DEYdL8BKuJU6W27wDfqic/HqQsOEEulNdGkdXYLnrttU63Sl9S0JbWrczvqsP/dI76Dz3MHDOmcjXMM6tzYS5KUp9vJqkRf+OvhfTOO9snvMl7DgN79WHCurmv1eZm83dagwFiezXfcnqPzZWdkJrFUIty6vhorK/HyZX4rwbrS/gZiRRFoA3cME13vIg+1qwjvoOnmpjWaKeaETklZ2OGpWmBXm+ZmyfZursJCNM+61HfIE9kSxbsl6p9Evq4o1Dlbalfwscgq0a/magB/bBNmWovsbNKFA37nGZzyUYh9bE7uq6RavJxtlxzfD2IZPkBDQos4F7gypp3gZ/4p048lq6IK7LO635qCb3rDhcw/wJRrr5AU5sUmcAAAAASUVORK5CYII=) и ![x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABqb59jAAAAaHRSTlMAAAg0SjEDCTpFJgEOXE84l1xaS2rIOFg+ZORfiOhBHmUEfuUlHCsDEx4FsboHIuKBUPJIAAIAAQOE4B4dQwRskw8MwL8JAVc0E9G/GFGawhoFSmADAlR4XkkOaHJeTwwADA4BAQ4NAVqgnJIAAACHSURBVHjaTc47CsJAFIXh85sUGeMCBMHeXtIJadJnjWlsXIaNdnYBe8ENpB3vnSGJpxiGj/tCEmumKJUm9R/JCdV8tYfPAZRIR/8Fe8JCgVEna9JbyhRHG1fCS5oppfCeMzzz+IaHKqeKe6riAq3vV5enW9V8Vc9Cu/XQITpt4m1ruQZLFv0APW4UHLlRmD0AAAAASUVORK5CYII=) и ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==) взаимно просты.

При практическом использовании алгоритма RSA вначале необходимо выполнить генерацию ключей. Для этого нужно:

1. Выбрать два очень больших простых числа ![p](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAMAAADnhAzLAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABwrMfdAAAAeXRSTlMAABFDNwYAIkRAEAdqVa1nQmM9f5gQNmKT3FYHGNJjWi8Hv7sLD9ClAQAxCiTmfhPVugVQ8kgx8JuH4R9i/mkJvbQGBKndIiPlgS7dbk34mQUSpp8LhOFsYj6FfhEIu7AKNEImAyHieEvuQgQimPFQGQAMZ4iNfkwAPxA7pwAAAKVJREFUeNp9jjEOgUEQhd9D9t9wAIVEpVA7gMIFKJRO4DRqidIRJK6gVohCqxC9cr2d2fV3JpvJvC/vzQ4B8FeflKVev2VvsZ7wgK+h5HNEGdw1NsMDE/V7yq6pkSuQF8CCN3CmObEhL44UDkLey3rMLbHwnKNIngHlTll1cgshLLGKMaKeinU59JhqcFPIwYghrdrDZUVd/7wWufXULrWuxhH+1Rd52xrAbky7RAAAAABJRU5ErkJggg==) и ![q](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAARCAMAAADjcdz2AAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD3YW8fAAAAa3RSTlMAABpBQhYkDwRRnFFIdEe8K2LOOkfgww013Wk09I4Fp98fW/lWKuqkAwGb6ihS/WsS0boIZfZCNfGCU+wybPhLJ9ZJLNDhIAFjmjpUZtuuBAMsQisx6ndc8kGV2xkCH0LZyjMPBlyAjol4LF7ghx8AAACPSURBVHjabY+xDcJADEX/FyEhdQqq9JmDjoqOitlYIE3GoGYGJLoMECEZ+/tONFg66+7Zz/IREQQ9Pntu1ujdscSGRvWeXDE4QADiSL4Bb3sJYIyShQcTiAngJEPgQD7VUEGnm+dHAW0YyvYDOKVRlbPWyqX9XHLNuSq2OLzmCAE17tJAerd07lY7ym/xL767MxUs6J6NXAAAAABJRU5ErkJggg==) ;
2. Вычислить произведение ![n=pq](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAARCAYAAACLkmHIAAADQklEQVR42u2XWUhUYRTH7zQ2Tnu0zxgqKmplGmkoZWW7RkpBULhkUERqYlZUVPjQDkFI5JMEQfVSIeGDVFRQQT0EvQSRQVZUqEW0UVBP/Q/8vzheZ+7cgeBidOEH937zLeec72xjWXjSU1INaaAEpPPbD7LAMrASpJi5Xj08fxiYDVaBEMfGgvkcywQ+LadalwFWcO5IkEgd/QP04gIxRD3YADpBLlgLNoEFoBHc5AZeGkSYR3l2gatgDtgKysA6cA0sVvMtGqAOnAHLQSXYDHaAiyDwRy+1qArMBWHQQ8OUGwuC6eAlhYkl+HAKKIfWxsmMaPurvZtBEsgDveAsSFa6HAc3aAjj8UfALZDKMfGk/eAbaBkQAfwYA5pAkLfwmRv71EFhGmW3C6MkUsFD4GAcyPziGEYRY2zn+0bwFZTavGIPeG8MDCrAK3qInic6/2TIDTpoHCjguxzYx5jVc8SLPoAaj8NnMpjJ91bwXOUVgxj4BygEo8F9cI/vel47eG1yZbQDxTPOg4f0Hr1BHV01x8tEq2QdRWU7QIKSU0LlMmWVUFlEA7XY9JkEnoAuerbjLTxljOoNAswx1xlibqqDxHg2E7NbsimsG6NkUfF9NllD9J67VFZy4C8TYmp9EUNvb9SKaguRattBIuxbJjiLZW1KpI1UTtnJrH7BJTL3HFsCN0ZZDz7p+RxfA76zksr3YdDPMq11que8pVHP48Qt3CDXdpBY+53JM2CbyfYOZVPceEScBO39hcP+p5j4k9RYAg17x3gcL7KHhULPuwRemPVOB0niecTEq39rZY8i5XAWPcnnRW6hPGLA2/TeAiW/9B6PGRpmbCFTQo7KmxX0sg7q5FhGRfE2HWN8X80mqYwJN+xxBZLwfcPc18hSW8NLLbSFiSh9AJyksSqZR76wJDse5GNOSY5gFD9vRLrEiV62+jxbOu2P9IIQ80IRW30rQnsvF54PlrD8VrEXK/a6kv7NNv8E6AbT4lFKrZdW/xmY+q8YJch2/cqgP3Hu1ksD94C9jH9IG4UKTWC/0c8ynhmrb1JrA/zTW8180s7cFBiyhlENl3Smp/nfrMlNCHHteBaJo1x/DDTQ0Nb/J8bzG/D8brM94mz6AAAAAElFTkSuQmCC) ;
3. Выбрать большое случайное число d, не имеющее общих сомножителей с числом ![(p-1)(q-1)](data:image/png;base64,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) ;
4. Определить число ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMCAMAAABcOc2zAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADb/ta0AAAAUnRSTlMAAAAZP0k5CAtlh0s1ZWYEEaGrGQyJEwF+5TY0iwkk4r4tKDpdeSpb+4Q+QkIrCof2OnrwLg0KQ+Y3D2UgDaWHCQIOM2s4F3FrV19MGAEOEAYAMECxLAAAAHJJREFUeNpjZAACRgj49R/EBmF2qMgnoAgLkM8PZL9jEGYESQIFGMWA/OcMDOwQAUYGRlmoBsbbDBAtnFD+ZRAfJMDByHgBxIQAoAAzVLMJ42mIFlawAKMl3FAbmKF7QIYARRldIfytDHCX+oD4GyAGAwDNsBRCGQaqwAAAAABJRU5ErkJggg==), чтобы выполнялось
5. ![(ed) \mod ((p-1)(q-1))=1](data:image/png;base64,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).

Тогда открытым ключом будут числа ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMCAMAAABcOc2zAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADb/ta0AAAAUnRSTlMAAAAZP0k5CAtlh0s1ZWYEEaGrGQyJEwF+5TY0iwkk4r4tKDpdeSpb+4Q+QkIrCof2OnrwLg0KQ+Y3D2UgDaWHCQIOM2s4F3FrV19MGAEOEAYAMECxLAAAAHJJREFUeNpjZAACRgj49R/EBmF2qMgnoAgLkM8PZL9jEGYESQIFGMWA/OcMDOwQAUYGRlmoBsbbDBAtnFD+ZRAfJMDByHgBxIQAoAAzVLMJ42mIFlawAKMl3FAbmKF7QIYARRldIfytDHCX+oD4GyAGAwDNsBRCGQaqwAAAAABJRU5ErkJggg==) и ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==), а секретным ключом – числа ![d](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAATCAMAAACqTK3AAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACvx7t+AAAAe3RSTlMAABRYZmUXIG7W3x4JwLQGJuZ8U/JFAQCL3x0SUmBZJsCzBS2naBY3m+57Hr9/A3z5RQSZ1RuG3h0u6pAKwbMFbfxWJud7ke0rWvFEBwCT0hGX2BYUUQF9zg8d0rQBOVMwykACJmaztRBoIjp2X1QZIopuRgEHDQMGDAFGHhjAAAAAqUlEQVR42mWQLQ5CQQyEZ4DHr8YgEEgECZojIFFYzkDCEUi4BZwB+TQKh+AOGDyIZba76XtARTP9tm2mC/wFXVi8A9Dyx8IQaii8BkKoI0ny+YOaagoV4pCPIs0ZIkZaM2aFiElywLt3TVXdMMurhDgXuQKdPBe7pC/Agt8Igcqlo7Y9x7zkOd3YVcGYV35QL6q1uTgFR5tszHY1gGPfw7+QW/KAHbk3qx+qIBidnV2ocAAAAABJRU5ErkJggg==) и ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==).

Теперь, чтобы зашифровать данные по известному ключу ![{e,n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACcAAAARCAMAAABpXkW3AAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACXo5DzAAAAz3RSTlMAAAEaPkYrAgk3OwsQOUc5CQtlhUw/eEcBWFGUeShnSUGqfgMRnaUXI4ACG2wBeueBHnbaFwB64jJDe0dGnOQsdN8aIuGuFhUmU4ElMBQQz5kAls8QWvqNU1daQxEy614RzJoAi/I0ausvQO1SkOghAgGazA+G2xsGLwJj4yIHUQ8BJygBD8uaFM6YKGAn0kwSYUsBIdXXJS/qYyPfUl4oUp5GNlRnOAMcwdxISuEwCZtzV08BASBBPigKFEM/EzgGFUQsBEY+BmQYR1EDQw8aFfpOAAABJElEQVR42qWRvUoEMRSFz+cOiAq67qz4ABbWgoWgtlrZ2LkIPoKNIghbCMKCjTZWFqLgAwhWViL+IDZ2goUPYGdjYRNvkpnMrm7ngcncnHw3c5JBJqK+nUoxaPOvEe9+Bhf/1CP3oRJkkkrv3s3MnLLJm6bJX9N+eUReNAPByMSsGU/SOI8JU537BbiVRhPnS5Z8d4VZ00o0GhXXKHJcpHhyV6zDuWODihuDE6ffGg6Ajceu4IZiC5scJRzZncRxBzquyOdX2vbas8+0A7wPu1LHsAO2Uz7rPPRJ8nQaq+TIg+dzG7d1ylk4SEvNxDVDYeNldDLrmgjUslVr1yUX72P1xhYWXfHfusQd83/PHvN1Yw+gvhrowVSrzfXnevd7Bjn9Rz/jOTSJ9BisSAAAAABJRU5ErkJggg==), необходимо сделать следующее.

* Разбить шифруемый текст на блоки, где i-й блок представить в виде числа ![M](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAASCAMAAAB/2U7WAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACIqt8zAAAAyXRSTlMAACxKSEchEUJIST0HADtvyPCHA2/vzG5PBw6J3q0DNZP3ZStrts0OFF6P7S5ORZLdGQFPMrrKDgBsH27sKypKI+WXD3YGUvNEDl0PTfdeK2c1719HOoTuLk5HH+J+IFUEB7vLDgBrJA3InQZXGyLklw92CwOuswQ+QU33Xy1ojNAOFV4Lg+4vWEpq4iVSJge6zA8CdiVO5mFNIeSYF3wILuuZDEz3XxA/l89MEh3DPwMeNaT5ZyIIL4aSk4k3FkwDCGCCkJKHbBSyeBBDAAAA80lEQVR42n2RsWpCQRBF5wYR3N0nmC5NWmsrfyGkFFIKKRSCbcDeD9BCbC1srAJ2qQQ/xSIfYGWVYp25+96yNg4sb2bP3L07byEaEFj8R2GgzfIaWywDqwtI8YwEVZSaX6z8izzmVdOzaJ6UIh2DKe0ztb4GugZigNyXIIbNDpL/qYDic/sb8qnylGAIR++9Cb3/dc5JqXQwV2Vj4DNfjUpMqkoqXTLrdneabAuopwZbc+3YsIh3cCVLtVqYL80LT6/XA2/8LatsSYg1Sxvwi1NNS6UjdJwPrpmSr7Xn2B/yA4wO6UHwHmtlr/47+q3zbPoobqOsIwwcxHz/AAAAAElFTkSuQmCC), величина которого меньше, чем ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAMCAMAAABYzB2OAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADF3vtqAAAAaXRSTlMAACNEKgMpREspASVpTbk8UVo1W8M7XC8W2rxJAhDShw9uBzXvgQAR1IwKJGroLCvoagOmxQxn6TEY2o8GsroJAQI67VYs5m81K3DmJ3LjJwJnHgKqwApuvw5BUQSIaBmFaVILBgQHDgKhMhkNAAAAkUlEQVR42j2POwoCQRBEq2SYn1cQPIOZ4CEED7iBoudYDDyCyQZGnmEj6e3PYgdFT80rpoYgSP4SbWYBkIDO/8wwi9jG8bsj4Rb24UxGu7VB75/W2iSotQYlbx4U0lfKSqnySL6Ak+dH0SCgOYjp06NaAtUTqmdfEnihb17vEVQjb0HplVgJuZeim1xzzoN9aAEpQRmVqSNevwAAAABJRU5ErkJggg==). Это можно сделать различными способами, например используя вместо букв их номера в алфавите.
* Зашифровать текст, рассматриваемый как последовательность чисел ![m(i)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAaCAYAAADIUm6MAAADVklEQVR42sWY+2vOURzHn+3Zg7GxmBnTJtOyCzZsjMyduUS0klsKs6HMai5R5BK5JZFScheR/aTcSvjF5TcRP1Dyk2uUv8D7U++zPjvPOd99TX2f1av2nHOe7/f9/Zz3eZ/zfWKxiP6Ki4Z1IsS4tKBxUYoWIWNAfgjhcTAO5KZMvKrgZLAK9ApZ8bGgDfRJiXiKGA52ghxbBPt7gvmg3LLUUtAcuW148wywC9S6/M226eAP2G0Jl9k5BCalQng1OAoSrptzzBDQBArsRQzmgNMsQKTe3g+WdJUmAdfoC66CiiiF54GboKg7N1UPvwdsTnp4NWAEmKUWiUxPGdtk8ZRyoQhDQR2oBzW2Ffj9GeAa6OHoEwZwzBSQGWAlmbHrSXZh50g+1QLwmKKWgeWgilH2ggtlImhkxMmiu0uPdlSE/28BJ+xKKV838nq3ONa3eEeBR2BgR796+tVgNBgEPnLgXBNFrM5bcA+sMBUiB8Aznblsl0XV6nggueZ6FiQdtFN8uke4POQT4wTd0Q+0ME8lBX5zUekHk13sHXho8lhxDrwC2Vb7eeNNS0gh2EqhxeAT2BtQ8SwWss4WnkX/xhj43zg9eoxU5wf7tTip8lNwWc2OyWCx0DyH8FwKNvf7AioDPJ4s3HGeuAKem+qpvg3gF2dEt1fwxuusdrHSA1u4dT8Zc59WSfyPcDH/e3DGsRFcAK9Bf6tdKvYZlFjtcUbhpgBB48FXsMaX82GFy4V+MkF0ezYTxbZDb3q+nVGVz6Qx/WfpZV8+y6L+wGhNMGEyHNbKY9JV+YQ3efxdzso0O3z/nQkhnxcZa5Ad4LAnDrNpyUv8XGJHqhpbSuH5rhxP40VecpvVfSs5EzVW+2wKn8DvtJqsJQvBDc/mJAv0DW0itlrLOHYVtJ4bUMIlXBpvgyOO3N2mY1C15zAKW7g4Ky2fS+zdMYcnx8vCQXCcM9ZgH1/Vddo4e94tv0BntOqTzWewo90snDJPvwg5BRZ7LJBJGxQGbD4y5iJ360iPtXIsPcYKd+f7IvgkN8dIhWfSDtX/crRVdtoOpkb++qZidl/Y90dlw2k8fMVTJdy8Pza4vOwZL0eCjZ1OhCl6YZaNZSY3mzA/ZdR29VNG1L+thK144Li/KHNa6C6YMYAAAAAASUVORK5CYII=), по формуле ![c(i)=(m(i)^{e}) \mod n](data:image/png;base64,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).

Чтобы расшифровать эти данные, используя секретный ключ ![{d,n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAXCAMAAABODP0nAAADAFBMVEUAAAAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAjHyAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABhRwY3AAAA7XRSTlMAABFBRkMKL4nkyBAT1JsAN+5ha+wvAQACpMsPAAEYVl5WLNSXF1RnKSxWX28mOatZEj2l8V0Eay14uVheHhKPuQ0qyWqR7SwjYXP2bQdr4h4Jq8cRAqTIDUI7qMsVdt8cO/F9F9iTCwQW14gDq74Je/hFPfBZQ+5PIuB5mOMfeuYoAg924yNg6jQRAZrHCwa3uwUrTQYJA6y7CAatvAkXXQJ1yxA85phTNwqRsiAZ2oQc3m1KQCCxVRlIW5qqL2wLFc36XDnrTA2zZDdiCRxXVDMGE19YIAAtW00bZhIqZEkRME5XKy9hBEEcAADEFa/gAAABSklEQVR42o2Sr0sFQRDH53v3TP4WdxdBTQaLTYPxgUUegsE/QDAovGDSKFgEi0keqPCSRTAaXnlgFqPFYBC0WOwaxrnZu717ynk3LMPs9z47s7M3RDUNIVD75jKwEaIhBakS5K9hAakalBD45Dpg/F/CDITRXv58ngW/5V2D5nzPLxRKY0H2z4uJ+qQqkrXkOTzm3Apyu+e0dBPoE60NVJ5Cb12YO9pI5QZhUy+3NXjFScjCNWMigCRhl2gcuCqAY9gDOoQ2clAQYqgPHF/gQOVR4CQDR0RB4o9xxMWcSP0pDjktTXTm3xHnaPvX6Oj2UnxXT0RE1lp1+8bQjbW3PqFzblflHWO2WUtPA70kXV9OutC70yuKf/CKZGy5zJpJButBH6wasWUuDm72S14xzxXT4399hMoxU3svm7Xo1z6OZ7hOxg9wyZD/AMvMPWzX1GR7AAAAAElFTkSuQmCC), необходимо вычислить: ![m(i) = (c(i)^{d}) \mod n](data:image/png;base64,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). В результате будет получено множество чисел ![m(i)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAAaCAYAAADIUm6MAAADVklEQVR42sWY+2vOURzHn+3Zg7GxmBnTJtOyCzZsjMyduUS0klsKs6HMai5R5BK5JZFScheR/aTcSvjF5TcRP1Dyk2uUv8D7U++zPjvPOd99TX2f1av2nHOe7/f9/Zz3eZ/zfWKxiP6Ki4Z1IsS4tKBxUYoWIWNAfgjhcTAO5KZMvKrgZLAK9ApZ8bGgDfRJiXiKGA52ghxbBPt7gvmg3LLUUtAcuW148wywC9S6/M226eAP2G0Jl9k5BCalQng1OAoSrptzzBDQBArsRQzmgNMsQKTe3g+WdJUmAdfoC66CiiiF54GboKg7N1UPvwdsTnp4NWAEmKUWiUxPGdtk8ZRyoQhDQR2oBzW2Ffj9GeAa6OHoEwZwzBSQGWAlmbHrSXZh50g+1QLwmKKWgeWgilH2ggtlImhkxMmiu0uPdlSE/28BJ+xKKV838nq3ONa3eEeBR2BgR796+tVgNBgEPnLgXBNFrM5bcA+sMBUiB8Aznblsl0XV6nggueZ6FiQdtFN8uke4POQT4wTd0Q+0ME8lBX5zUekHk13sHXho8lhxDrwC2Vb7eeNNS0gh2EqhxeAT2BtQ8SwWss4WnkX/xhj43zg9eoxU5wf7tTip8lNwWc2OyWCx0DyH8FwKNvf7AioDPJ4s3HGeuAKem+qpvg3gF2dEt1fwxuusdrHSA1u4dT8Zc59WSfyPcDH/e3DGsRFcAK9Bf6tdKvYZlFjtcUbhpgBB48FXsMaX82GFy4V+MkF0ezYTxbZDb3q+nVGVz6Qx/WfpZV8+y6L+wGhNMGEyHNbKY9JV+YQ3efxdzso0O3z/nQkhnxcZa5Ad4LAnDrNpyUv8XGJHqhpbSuH5rhxP40VecpvVfSs5EzVW+2wKn8DvtJqsJQvBDc/mJAv0DW0itlrLOHYVtJ4bUMIlXBpvgyOO3N2mY1C15zAKW7g4Ky2fS+zdMYcnx8vCQXCcM9ZgH1/Vddo4e94tv0BntOqTzWewo90snDJPvwg5BRZ7LJBJGxQGbD4y5iJ360iPtXIsPcYKd+f7IvgkN8dIhWfSDtX/crRVdtoOpkb++qZidl/Y90dlw2k8fMVTJdy8Pza4vOwZL0eCjZ1OhCl6YZaNZSY3mzA/ZdR29VNG1L+thK144Li/KHNa6C6YMYAAAAAASUVORK5CYII=), которые представляют собой часть исходного текста.
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Для начала рассмотрим проблему контроля доступа в систему. Наиболее распространенным способом контроля доступа является процедура регистрации. Обычно каждый пользователь в системе имеет уникальный идентификатор. Идентификаторы пользователей применяются с той же целью, что и идентификаторы любых других объектов, файлов, процессов. Идентификация заключается в сообщении пользователем своего идентификатора. Для того чтобы установить, что пользователь именно тот, за кого себя выдает, то есть что именно ему принадлежит введенный идентификатор, в информационных системах предусмотрена процедура аутентификации (authentication, опознавание, в переводе с латинского означает "установление подлинности"), задача которой - предотвращение доступа к системе нежелательных лиц.

Обычно аутентификация базируется на одном или более из трех пунктов:

* то, чем пользователь владеет (ключ или магнитная карта);
* то, что пользователь знает (пароль);
* атрибуты пользователя (отпечатки пальцев, подпись, голос).

#### Пароли, уязвимость паролей

Наиболее простой подход к аутентификации - применение пользовательского пароля.

Когда пользователь идентифицирует себя при помощи уникального идентификатора или имени, у него запрашивается пароль. Если пароль, сообщенный пользователем, совпадает с паролем, хранящимся в системе, система предполагает, что пользователь легитимен. Пароли часто используются для защиты объектов в компьютерной системе в отсутствие более сложных схем защиты.

Недостатки паролей связаны с тем, что трудно сохранить баланс между удобством пароля для пользователя и его надежностью. Пароли могут быть угаданы, случайно показаны или нелегально переданы авторизованным пользователем неавторизованному.

Есть два общих способа угадать пароль. Один связан со сбором информации о пользователе. Люди обычно используют в качестве паролей очевидную информацию (скажем, имена животных или номерные знаки автомобилей). Для иллюстрации важности разумной политики назначения идентификаторов и паролей можно привести данные исследований, проведенных в AT&T, показывающие, что из 500 попыток несанкционированного доступа около 300 составляют попытки угадывания паролей или беспарольного входа по пользовательским именам guest, demo и т. д.

Другой способ - попытаться перебрать все наиболее вероятные комбинации букв, чисел и знаков пунктуации (атака по словарю). Например, четыре десятичные цифры дают только 10 000 вариантов, более длинные пароли, введенные с учетом регистра символов и пунктуации, не столь уязвимы, но тем не менее таким способом удается разгадать до 25% паролей. Чтобы заставить пользователя выбрать трудноугадываемый пароль, во многих системах внедрена реактивная проверка паролей, которая при помощи собственной программы-взломщика паролей может оценить качество пароля, введенного пользователем.

Несмотря на все это, пароли распространены, поскольку они удобны и легко реализуемы.

##### Шифрование пароля

Для хранения секретного списка паролей на диске во многих ОС используется криптография. Система задействует одностороннюю функцию, которую просто вычислить, но для которой чрезвычайно трудно (разработчики надеются, что невозможно) подобрать обратную функцию.

Например, в ряде версий Unix в качестве односторонней функции используется модифицированный вариант алгоритма DES. Введенный пароль длиной до 8 знаков преобразуется в 56-битовое значение, которое служит входным параметром для процедуры crypt(), основанной на этом алгоритме. Результат шифрования зависит не только от введенного пароля, но и от случайной последовательности битов, называемой привязкой (переменная salt). Это сделано для того, чтобы решить проблему совпадающих паролей. Очевидно, что саму привязку после шифрования необходимо сохранять, иначе процесс не удастся повторить. Модифицированный алгоритм DES выполняется, имея входное значение в виде 64-битового блока нулей, с использованием пароля в качестве ключа, а на каждой следующей итерации входным параметром служит результат предыдущей итерации. Всего процедура повторяется 25 раз. Полученное 64-битовое значение преобразуется в 11 символов и хранится рядом с открытой переменной salt.

В ОС Windows NT преобразование исходного пароля также осуществляется многократным применением алгоритма DES и алгоритма MD4.

Хранятся только кодированные пароли. В процессе аутентификации представленный пользователем пароль кодируется и сравнивается с хранящимися на диске. Таким образом, файл паролей нет необходимости держать в секрете.

При удаленном доступе к ОС нежелательна передача пароля по сети в открытом виде. Одним из типовых решений является использование криптографических протоколов. В качестве примера можно рассмотреть протокол опознавания с подтверждением установления связи путем вызова - CHAP (Challenge Handshake Authentication Protocol).

Опознавание достигается за счет проверки того, что у пользователя, осуществляющего доступ к серверу, имеется секретный пароль, который уже известен серверу.

Пользователь инициирует диалог, передавая серверу свой идентификатор. В ответ сервер посылает пользователю запрос (вызов), состоящий из идентифицирующего кода, случайного числа и имени узла сервера или имени пользователя. При этом пользовательское оборудование в результате запроса пароля пользователя отвечает следующим ответом, зашифрованным с помощью алгоритма одностороннего хеширования, наиболее распространенным видом которого является MD5. После получения ответа сервер при помощи той же функции с теми же аргументами шифрует собственную версию пароля пользователя. В случае совпадения результатов вход в систему разрешается. Существенно, что незашифрованный пароль при этом по каналу связи не посылается.
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После успешной регистрации система должна осуществлять авторизацию (authorization) - предоставление субъекту прав на доступ к объекту. Средства авторизации контролируют доступ легальных пользователей к ресурсам системы, предоставляя каждому из них именно те права, которые были определены администратором, а также осуществляют контроль возможности выполнения пользователем различных системных функций. Система контроля базируется на общей модели, называемой матрицей доступа. Рассмотрим ее более подробно.

Как уже говорилось в предыдущей лекции, компьютерная система может быть смоделирована как набор субъектов (процессы, пользователи) и объектов. Под объектами мы понимаем как ресурсы оборудования (процессор, сегменты памяти, принтер, диски и ленты), так и программные ресурсы (файлы, программы, семафоры), то есть все то, доступ к чему контролируется. Каждый объект имеет уникальное имя, отличающее его от других объектов в системе, и каждый из них может быть доступен через хорошо определенные и значимые операции.

Операции зависят от объектов. Hапример, процессор может только выполнять команды, сегменты памяти могут быть записаны и прочитаны, считыватель магнитных карт может только читать, а файлы данных могут быть записаны, прочитаны, переименованы и т. д.

Желательно добиться того, чтобы процесс осуществлял авторизованный доступ только к тем ресурсам, которые ему нужны для выполнения его задачи. Это требование минимума привилегий, уже упомянутое в предыдущей лекции, полезно с точки зрения ограничения количества повреждений, которые процесс может нанести системе. Hапример, когда процесс P вызывает процедуру А, ей должен быть разрешен доступтолько к переменным и формальным параметрам, переданным ей, она не должна иметь возможность влиять на другие переменные процесса. Аналогично компилятор не должен оказывать влияния на произвольные файлы, а только на их хорошо определенное подмножество (исходные файлы, листинги и др.), имеющее отношение к компиляции. С другой стороны, компилятор может иметь личные файлы, используемые для оптимизационных целей, к которым процесс Р не имеет доступа.

Различают дискреционный (избирательный) способ управления доступом и полномочный (мандатный).

При дискреционном доступе, подробно рассмотренном ниже, определенные операции над конкретным ресурсом запрещаются или разрешаются субъектам или группам субъектов. С концептуальной точки зрения текущее состояние прав доступа при дискреционном управлении описывается матрицей, в строках которой перечислены субъекты, в столбцах - объекты, а в ячейках - операции, которые субъект может выполнить над объектом.

Полномочный подход заключается в том, что все объекты могут иметь уровни секретности, а все субъекты делятся на группы, образующие иерархию в соответствии с уровнем допуска к информации. Иногда это называют моделью многоуровневой безопасности, которая должна обеспечивать выполнение следующих правил.

* Простое свойство секретности. Субъект может читать информацию только из объекта, уровень секретности которого не выше уровня секретности субъекта. Генерал читает документы лейтенанта, но не наоборот.
* \*-свойство. Субъект может записывать информацию в объекты только своего уровня или более высоких уровней секретности. Генерал не может случайно разгласить нижним чинам секретную информацию.

Некоторые авторы утверждают [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)], что последнее требование называют \*-свойством, потому что в оригинальном докладе не смогли придумать для него подходящего названия. В итоге во все последующие документы и монографии оно вошло как \*-свойство.

Отметим, что данная модель разработана для хранения секретов, но не гарантирует целостности данных. Например, здесь лейтенант имеет право писать в файлы генерала. Более подробно о реализации подобных формальных моделей рассказано в [[Столлингс, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.29)], [[Таненбаум, 2002](https://www.intuit.ru/studies/courses/2192/31/literature#literature.30)].

Большинство операционных систем реализуют именно дискреционное управление доступом. Главное его достоинство - гибкость, основные недостатки - рассредоточенность управления и сложность централизованного контроля.

#### Домены безопасности

Чтобы рассмотреть схему дискреционного доступа более детально, введем концепцию домена безопасности (protection domain). Каждый домен определяет набор объектов и типов операций, которые могут производиться над каждым объектом. Возможность выполнять операции над объектом есть права доступа, каждое из которых есть упорядоченная пара <object-name, rights-set>. Домен, таким образом, есть набор прав доступа. Hапример, если домен D имеет права доступа <file F, {read, write}>, это означает, что процесс, выполняемый в домене D, может читать или писать в файл F, но не может выполнять других операций над этим объектом. Пример доменов можно увидеть на [рис.16.1](https://www.intuit.ru/studies/courses/2192/31/lecture/998?page=2#image.16.1).
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Рис. 16.1. Специфицирование прав доступа к ресурсам

Связь конкретных субъектов, функционирующих в операционных системах, может быть организована следующим образом.

* Каждый пользователь может быть доменом. В этом случае набор объектов, к которым может быть организован доступ, зависит от идентификации пользователя.
* Каждый процесс может быть доменом. В этом случае набор доступных объектов определяется идентификацией процесса.
* Каждая процедура может быть доменом. В этом случае набор доступных объектов соответствует локальным переменным, определенным внутри процедуры. Заметим, что когда процедура выполнена, происходит смена домена.

Рассмотрим стандартную двухрежимную модель выполнения ОС. Когда процесс выполняется в режиме системы (kernel mode), он может выполнять привилегированные инструкции и иметь полный контроль над компьютерной системой. С другой стороны, если процесс выполняется в пользовательском режиме, он может вызывать только непривилегированные инструкции. Следовательно, он может выполняться только внутри предопределенного пространства памяти. Наличие этих двух режимов позволяет защитить ОС (kernel domain) от пользовательских процессов (выполняющихся в user domain). В мультипрограммных системах двух доменов недостаточно, так как появляется необходимость защиты пользователей друг от друга. Поэтому требуется более тщательно разработанная схема.